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Welcome to the latest installment of Expressive C++, a series of articles devoted Embedded Domain-Specific Languages (EDSLs) and Boost.Proto, a library for implementing them in C++. In the [last installment](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-one/), we started developing a very simple library for creating inline, anonymous function objects: lambdas. In this installment we’ll finish the job. By the end of this article, you’ll know how make your EDSL come alive[[1]](#footnote-1) by giving expressions domain-specific behaviors. When we’re done, we’ll have a very tiny lambda library that is actually useful.

**Quick Recap**[[2]](#footnote-2)

Last week we wrote out[[3]](#footnote-3) the very beginnings[[4]](#footnote-4) of a lambda library. Since we’ll be referring back to it, I’ll reproduce the complete example here:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | #include <cassert>  #include <boost/proto/proto.hpp>  using namespace boost;    struct arg1\_tag {};  proto::terminal<arg1\_tag>::type const arg1 = {};    // A Proto "algorithm": a grammar with embedded transforms for  // evaluating lambda expressions (explained in the previous article):  struct Lambda  : proto::or\_<  // When evaluating a placeholder terminal, return the state.  proto::when< proto::terminal<arg1\_tag>, proto::\_state >  // Otherwise, do the "default" thing.  , proto::otherwise< proto::\_default< Lambda > >  >  {};    int main()  {  // Evaluate the lambda arg1 + 42, replacing arg1 with 1  int i = Lambda()( arg1 + 42, 1 );  assert( i == 43 );  } |

With this simple program, we can evaluate arbitrarily complicated expression trees involving the arg1 placeholder. Not too bad for such a small program.

But as a lambda library, this solution leaves much to be desired. The biggest problem is that the expression arg1 + 42 is a dumb[[5]](#footnote-5) tree with no particular meaning; it just sits there until it is passed to the Lambda algorithm for evaluation. It’d be way better if we could evaluate the expression tree by passing arguments to the lambda directly, like (arg1 + 42)(1). That way, we could pass arg1 + 42 to algorithms like std::transform. We’ll see how in a minute; but first, I have to head off[[6]](#footnote-6) some potential confusion.

***Data/Algorithm Separation***

Proto encourages you to think of your data as separate from your algorithm, like the STL. In this case, “data” is an expression tree, and “algorithm” is the code that traverses the tree and does something. The algorithm is where you put your program logic; the data has no knowledge of how it will be evaluated. But in the case of lambda expression trees, you want the tree itself to “know” how to evaluate itself. With Proto, you can still develop data and algorithm separately, and then wire them together at the end. This article shows you how.

**Expressions: What’s In A Name?[[7]](#footnote-7)**

I’ve been carelessly throwing this word “expression” around a lot[[8]](#footnote-8). “Expression” can mean many different things, and it’s important to keep it all straight[[9]](#footnote-9), so forgive me while I make a brief digression[[10]](#footnote-10).

(A) At the lowest level is ***syntactic*** conformance to the rules for valid C++ expressions. 1 << 8 is a C++ expression in the trivial sense that a C++ compiler can parse it. Here, << is just a binary operator with certain associativity and precedence.

(B) Things get more interesting when we think about ***semantics***. What does << *mean?* It takes the left operand and left-shifts it by the amount of the right operand, right? Interestingly, nobody thinks to wonder what it means to left-shift std::cout by the amount "hello world". In the context of output stream operations, << means something else entirely. (To this day, some folks[[11]](#footnote-11) have a hard time [[12]](#footnote-12)accepting that. Those folks should read no further.)

(C) Are there other ways to understand expressions? Consider the C++ type system and object model. A C++ expression has a ***type*** and a ***value*** that can be completely independent of its syntax and semantics. std::cout << "hello world" has type std::ostream & and value std::cout. That’s mostly orthogonal[[13]](#footnote-13) to the fact that it has the effect of writing "hello world" to an output stream.

(D) More? How about the conceptual level? If cont is an STL container, then we know (A) that cont.begin() parses as valid C++, (B) that it means “get the begin iterator”, and (C) that it surely has a type and a value; but we also know that its type models a [*concept*](http://www.sgi.com/tech/stl/Iterators.html) like *ForwardIterator* or *RandomAccessIterator*.

In short, expressions are not as simple as one might think!

**Back to EDSL Design**

What does this have to do with EDSL design? Writers and readers of EDSLs in C++ must be able to move through[[14]](#footnote-14) these different levels when reading and writing domain-specific code. arg1 + 42 parses as C++, has a type and a value (a tree that represents the expression), and its type models a concept called *ProtoExpression*. So when I casually say that arg1 + 42 is a “Proto expression”, I’m really saying all of the above.

There’s not much to say about the semantics of Proto expressions besides the fact that they tend to clump together[[15]](#footnote-15) to form larger and larger Proto expressions. In particular, arg1 + 42 does not yet have “lambda” semantics in and of itself[[16]](#footnote-16); you must pass it to the Lambda algorithm which *interprets* it as a lambda expression. We’d like to define a *LambdaExpression* concept that refines *ProtoExpression* by adding operator(), and we’d like arg1 + 42 to model that new concept. Now, when I say “lambda expression”, all that information—syntax, semantics, types, values, concepts—comes along for the ride[[17]](#footnote-17).
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Models of ProtoExpression have certain properties; for example, you can test to see if a Proto expression represents a terminal or non-terminal; if it’s a non-terminal, you can ask for its child expressions (which are themselves Proto expressions); etc. All Proto expressions support these (test and ask) operations

Figure 1: Relationships between different kinds of expressions.

There’s a simple relationship between the expressions I’ve been discussing: a lambda expression is a kind of Proto expression, which is a kind of C++ expression. These relationships are shown in Figure 1. At the lowest level—syntax—they’re all the same thing. At higher levels, they diverge[[18]](#footnote-18), and it’s up to[[19]](#footnote-19) the EDSL user to keep it straight. This doesn’t have to be hard; after all, when was the last time[[20]](#footnote-20) you looked at std::cout << "hello world" and wondered what it meant?

**Conceptual Difficulties**

As defined above, arg1 + 42 is a Proto expression. But we’re building a lambda library, dammit[[21]](#footnote-21)—we don’t want no stinkin’[[22]](#footnote-22) Proto expressions, we want lambda expressions! How do we create a type that models the concept *LambdaExpression*? We can easily add operator() to arg1 such that arg1(1) returns 1. But we haven’t told anybody about our operator(), so as far as Proto is concerned arg1 is still just a *ProtoExpression*. Worse, arg1 + 42 is also just a *ProtoExpression*, without our special operator() member. Proto has effectively sliced it off!

Why doesn’t arg1 + 42 have an operator()? Although you created arg1 and are free to tweak its interface, arg1 + 42 is an object that Proto has created (the + in arg1 + 42 is provided by Proto). Unless Proto knows (A) that its operator+ should return a lambda expression, and (B) how to create one, it won’t.

There needs to be a way to “sub-class” Proto expressions to create lambda expressions in such a way that they combine into larger lambdas and not degenerate back into boring old Proto expressions. In Proto, the process of sub-classing Proto expressions is called *expression extension*, and it involves telling Proto a little something about your *domain*.

**Proto Domains**

In Proto, you can extend expressions by defining a *domain* and assigning properties (like extra member functions) to expressions within that domain. What’s a domain? In the abstract domain-specific-language sense, a domain is a kind of intellectual scope; problems within a domain all tend to share characteristics, as do their solutions. Linear algebra is a domain; text manipulation is a domain; etc. A Proto domain is similar: all Proto expressions that share a Proto domain have the same properties, like extra member functions.

A Proto domain is just a C++ type. Like a trait, a Proto domain tells you things about an EDSL. All Proto expressions have an associated Proto domain that describes what makes expressions in that domain special. You can query for it with proto::domain\_of, but you rarely need to. Since it’s awkward to say, “expression types have associated domain types,” we just say “expressions are *in* domains.”

The most important job of a Proto domain is to communicate to Proto how it should create new expressions in that domain. By default, expressions are in proto::default\_domain, and there’s nothing special Proto needs to do when building new expressions. But if you assign a custom domain to an expression (we’ll see how in a minute), then you can tell Proto to wrap all new expressions with a custom expression wrapper where you can add extra behaviors—like an operator() member function, for instance.[[23]](#footnote-23)

How does Proto know what domain a new expression should have? Proto checks the domains of the child expressions. If they match, the parent expression also has that domain. What about 42? Obviously, 42 is not in any particular domain, so Proto assigns it to the so-called “default” domain. Expressions in the default domain are not very assertive23; they assume the domain of whatever expression they find themselves in.

The domain-specific expression wrappers are known as *expression extension classes*. You tell Proto about them via a domain with a type called a *generator*, described below. So in short, we have:

**Domain**

A type associated with a Proto expression. A Proto domain is a trait with a number of associated types that tell Proto about an EDSL. Larger expressions share the domain of the smaller ones from which they’re composed. One of the types associated with a Proto domain is a generator.

**Generator**

A function object that accepts a Proto expression object and returns a new object—a lambda, perhaps—that *extends* the expression. Usually, this simply involves wrapping it in a custom wrapper.

**Expression Extensions**

Custom wrappers are called *expression extensions*, and they are where all the domain-specific stuff like custom member functions live.
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Some code will make this a little more real. Figure 2: Relationship between Proto expressions, domains and generators.

**The Lambda Domain, Generator, and Extension**

In the code below, you will see how the three concepts described above—domains, generators, and expression extensions—play together to create lambda expression. First, we define lambda\_domain:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | // Forward-declare our custom expression wrapper  template<typename ProtoExpression> struct lambda\_expr;    // Define a lambda domain and its generator, which  // simply wraps all new expressions our custom wrapper  struct lambda\_domain  : proto::domain< proto::generator<lambda\_expr> >  {}; |

On line 2 we forward-declare our lambda expression wrapper. That lets us use it on line 7 when defining lambda\_domain. The lambda\_domain struct is how we tell Proto how we would like it to post-process all new lambda expressions; namely, to pass them through proto::generator<lambda\_expr>. That’s a function object that wraps expressions in the (yet to be defined) lambda\_expr.

We described the loopy relationship between expressions, generators and domains. That loopiness manifests itself in our code by forcing us to forward-declare lambda\_expr. That’s how we break the loop*.*

Now we define lambda\_expr, our custom expression wrapper. This is where we put our domain-specific goodies[[24]](#footnote-24) (explained below):

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | // A lambda is an expression with an operator() that  // evaluates the lambda.  template<typename ProtoExpression>  struct lambda\_expr  : proto::extends<ProtoExpression, lambda\_expr<ProtoExpression>, lambda\_domain>  {  lambda\_expr(ProtoExpression const &expr = ProtoExpression())  : lambda\_expr::proto\_extends(expr)  {}    // So that boost::result\_of can be used to calculate  // the return type of this lambda expression.  template<typename Sig> struct result;    template<typename This, typename Arg>  struct result<This(Arg)>  : boost::result\_of<Lambda(This const &, Arg const &)>  {};    // Evaluate the lambda expressions  template<typename Arg1>  typename result<lambda\_expr(Arg1)>::type  operator()(Arg1 const & arg1) const  {  return Lambda()(\*this, arg1);  }  }; |

Line 5—inheritance from proto::extends—is where the associations between the lambda domain, generator, and extension class are established. The three template parameters are: the ***Proto expression*** we’re extending, the ***lambda expression*** we’re defining, and the ***domain*** with which all lambda expressions are associated. The constructor on line 7 is some necessary boilerplate, and the rest is up to you.

Line 23 is where we (finally!) give lambda expressions their operator(). On line 25, we use the Lambda algorithm that we defined last time. Note that we pass \*this as the first parameter. The Lambda algorithm expects to be passed a model of the *ProtoExpression* concept. Since \*this refers to an instantiation of lambda\_expr which models *LambdaExpression*, and *LambdaExpression* refines *ProtoExpression*, this works.[[25]](#footnote-25)

And if we were being good citizens, we would [validate the template parameter](http://cpp-next.com/archive/2010/09/expressive-c-why-template-errors-suck-and-what-you-can-do-about-it/) of operator() before passing the current expression to Lambda. Checks omited for brevity’s sake.25

The only other interesting thing is the nested result class template and the use of boost::result\_of to calculate the return type of the Lambda algorithm. Lambda is a valid [TR1-style function object](http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2003/n1454.html) (inheritance from proto::or\_ makes it so). And with the addition of the nested result class template, all lambda\_expr objects are valid TR1-style function objects as well.[1](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-two/#fn:decltype)

**Making arg1 A Lambda Expression**

We’re almost done. All that’s left is to make arg1 a lambda expression so that the expressions in which it appears are also lambda expressions. To do that, we just wrap it in lambda\_expr:

// Define arg1 as before, but wrapped in lambda\_expr

typedef lambda\_expr<proto::terminal<arg1\_tag>::type> arg1\_type;

arg1\_type const arg1 = arg1\_type();

With this last change, every expression involving arg1 gets infected with lambda-ness and has an operator() that evaluates the lambda expression. *Now* we’re done. (For now[[26]](#footnote-26).)

**Complete Solution**

When all the parts are assembled, our little lambda library looks like this:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 | #include <boost/proto/proto.hpp>  using namespace boost;    struct arg1\_tag {};    // Forward-declare our custom expression wrapper  template<typename ProtoExpression> struct lambda\_expr;    // Define a lambda domain and its generator, which  // simply wraps all new expressions our custom wrapper  struct lambda\_domain  : proto::domain< proto::generator<lambda\_expr> >  {};    // A Proto "algorithm": a grammar with embedded transforms for  // evaluating lambda expressions (explained in the previous article):  struct Lambda  : proto::or\_<  // When evaluating a placeholder terminal, return the state.  proto::when< proto::terminal<arg1\_tag>, proto::\_state >  // Otherwise, do the "default" thing.  , proto::otherwise< proto::\_default< Lambda > >  >  {};    // A lambda is an expression with an operator() that  // evaluates the lambda.  template<typename ProtoExpression>  struct lambda\_expr  : proto::extends<ProtoExpression, lambda\_expr<ProtoExpression>, lambda\_domain>  {  lambda\_expr(ProtoExpression const &expr = ProtoExpression())  : lambda\_expr::proto\_extends(expr)  {}    // So that boost::result\_of can be used to calculate  // the return type of this lambda expression.  template<typename Sig> struct result;    template<typename This, typename Arg>  struct result<This(Arg)>  : boost::result\_of<Lambda(This const &, Arg const &)>  {};    // Evaluate the lambda expressions  template<typename Arg1>  typename result<lambda\_expr(Arg1)>::type  operator()(Arg1 const & arg1) const  {  return Lambda()(\*this, arg1);  }  };    // Define arg1 as before, but wrapped in lambda\_expr  typedef lambda\_expr<proto::terminal<arg1\_tag>::type> arg1\_type;  arg1\_type const arg1 = arg1\_type();    // End lambda library here. Begin test code.  #include <cassert>    int main()  {  int i = (arg1 + 42)(1);  assert( i == 43 );  } |

Excluding comments, blank lines and the test code (which isn’t part of the library), this is 34 lines by my count. Now that we have it working, let’s take it for a spin[[27]](#footnote-27):

[![http://cpp-next.com/wp-content/uploads/2010/10/05-fig1.png](data:image/png;base64,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)](http://cpp-next.com/wp-content/uploads/2010/10/05-fig1.png)

Figure 3: Computing the Fibonacci Numbers
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Imagine how std::transform evaluates this lambda for the elements [data+2, data+10):

// Standard implementation of transform algo

for(; begin != end; ++begin, ++out )

\*out = fun(\*begin);

Substituting data+2 for begin, data+10 for end, data+2 for out and our lambda expression for fun, we get:

int \*begin = data+2, \*out = data+2;

for(; begin != data+10; ++begin, ++out )

\*out = ((&arg1)[-2] + (&arg1)[-1])(\*begin);

Substituting \*begin for arg1 (which is handled by the Lambda algorithm), we get:

int \*begin = data+2, \*out = data+2;

for(; begin != data+10; ++begin, ++out )

\*out = (&\*begin)[-2] + (&\*begin)[-1];

Now the classic Fibonacci algorithm emerges: the next element in the sequence is the sum of the previous two.[2](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-two/#fn:fib_caveat)

Figure 4: Expression tree for (&arg1)[-2] + (&arg1)[-1]

**Order of Initialization**

There is one small problem with our solution, but unless you were a language lawyer, I wouldn’t expect you to spot it: the arg1 placeholder requires *dynamic initialization*. This means that it must be constructed at runtime. The problem is that there could be initialization order dependencies that cause arg1 to be used before its constructor is executed. That’s not good.

We can avoid the order-of-initialization problem by making arg1 [POD](http://en.wikipedia.org/wiki/Plain_old_data_structure) and using *static initialization*. In C++03, that means lambda\_expr can’t have a constructor or use inheritance.[3](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-two/#fn:pod) No problem; Proto offers another mechanism for extending expressions: BOOST\_PROTO\_EXTENDS and friends. We can redefine lambda\_expr as follows:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | // A lambda is an expression with an operator() that  // evaluates the lambda.  template<typename ProtoExpression>  struct lambda\_expr  {  BOOST\_PROTO\_BASIC\_EXTENDS(ProtoExpression, lambda\_expr, lambda\_domain)  BOOST\_PROTO\_EXTENDS\_ASSIGN()  BOOST\_PROTO\_EXTENDS\_SUBSCRIPT()    // So that boost::result\_of can be used to calculate  // the return type of this lambda expression.  template<typename Sig> struct result;    template<typename This, typename Arg>  struct result<This(Arg)>  : boost::result\_of<Lambda(This const &, Arg const &)>  {};    // Evaluate the lambda expressions  template<typename Arg1>  typename result<lambda\_expr(Arg1)>::type  operator()(Arg1 const & arg1) const  {  return Lambda()(\*this, arg1);  }  }; |

We had to replace inheritance from proto::extends and the lambda\_expr constructor with three macros. The first on line 6 establishes the relationships between the lambda domain, generator and extension class. The second and third macros define tree-building operator= and operator[] member functions, respectively. (Admittedly, the macros are distasteful[[29]](#footnote-29) but necessary with C++03. The relaxed rules for POD types and constexpr constructors in C++0x will eliminate the need for this hoop-jumping.)

Now that we have changed lambda\_expr to allow static initialization, we can use it when initializing the arg1 placeholder as follows:

lambda\_expr<proto::terminal<arg1\_tag>::type> const arg1 = {};

The curly brace initialization (called *aggregate* initialization) reflects the fact that lambda\_expr no longer has a constructor. And since initializing lambda\_expr objects now requires a different syntax, we must change lambda’s generator when defining lambda\_domain as follows:

// Define a lambda domain and its generator, which

// simply wraps all new expressions our custom wrapper

struct lambda\_domain

: proto::domain< proto::pod\_generator<lambda\_expr> >

{};

Notice that we replaced proto::generator with proto::pod\_generator. The only purpose of this change was to get Proto to use curly-braces when initializing new lambda\_expr objects instead of the regular constructor-call syntax.

**Conclusions and What’s To Come**

With the above changes to fix the order-of-initialization problem (and the qualifications above), our mini lambda library now has 32 lines of code by my count. OK, so it’s not quite 30 as promised. Bygones[[30]](#footnote-30)? I hope you’ve enjoyed this introduction to Proto grammars, transforms, and extension classes. We’ll be seeing a lot more about grammars and transforms in future articles, but at this point, you have most of what you need to start building your own embedded languages with Proto.

In the next article, we’ll address the one major shortcoming of this lambda EDSL: the fact that it only accepts a single argument. Accepting additional arguments is a simple matter, and along the way we’ll see how to compose Proto transforms, making them far more flexible and powerful.

See you then!
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1. On C++0x compilers, the nested result class template is unnecessary because std::result\_of uses decltype to deduce the return type of operator(). [↩](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-two/#fnref:decltype)
2. Since this lambda works by using pointer manipulation, it only works on contiguous data. Careful! [↩](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-two/#fnref:fib_caveat)
3. In C++0x, the situation is different. Some types that use inheritance and constructors still qualify for static initialization (see [standard layout types](http://en.wikipedia.org/wiki/C%2B%2B0x#Modification_to_the_definition_of_plain_old_data)). But if you want your EDSL to be portable to C++03 compilers, you need to respect the stricter C++03 rules. [↩](http://cpp-next.com/archive/2010/10/expressive-c-expression-extension-part-two/#fnref:pod)

Posted Sunday, October 17th, 2010 under [Boost](http://cpp-next.com/archive/category/boost/)

**[Appendix. A] Modification to the definition of plain old data**

In C++03, a class or struct must follow a number of rules in order for it to be considered a [plain old data](http://en.wikipedia.org/wiki/Plain_Old_Data_Structures) (POD) type. Types that fit this definition produce object layouts that are compatible with C, and they could also be initialized statically. The C++03 standard has restrictions on what types are compatible with C or can be statically initialized despite no technical reason a compiler couldn't accept the program; if someone were to create a C++03 POD type and add a non-virtual member function, this type would no longer be a POD type, could not be statically initialized, and would be incompatible with C despite no change to the memory layout.

C++11 relaxed several of the POD rules, by dividing the POD concept into two separate concepts: *trivial* and *standard-layout*.

A type that is *trivial* can be statically initialized. It also means that it is legal to copy data around via memcpy, rather than having to use a copy constructor. The lifetime of a *trivial* type begins when its storage is defined, not when a constructor completes.

A trivial class or struct is defined as one that:

1. Has a trivial default constructor. This may use the [default constructor syntax](http://en.wikipedia.org/wiki/C%2B%2B0x#Explicitly_defaulted_and_deleted_special_member_functions) (SomeConstructor() = default;).
2. Has trivial copy and move constructors, which may use the default syntax.
3. Has trivial copy and move assignment operators, which may use the default syntax.
4. Has a trivial destructor, which must not be virtual.

Constructors are trivial only if there are no virtual member functions of the class and no virtual base classes. Copy/move operations also require that all of the non-static data members be trivial.

A type that is *standard-layout* means that it orders and packs its members in a way that is compatible with C. A class or struct is standard-layout, by definition, provided:

1. It has no virtual functions
2. It has no virtual base classes
3. All its non-static data members have the same access control (public, private, protected)
4. All its non-static data members, including any in its base classes, are in the same one class in the hierarchy
5. The above rules also apply to all the base classes and to all non-static data members in the class hierarchy
6. It has no base classes of the same type as the first defined non-static data member

A class/struct/union is considered POD if it is trivial, standard-layout, and all of its non-static data members and base classes are PODs.

By separating these concepts, it becomes possible to give up one without losing the other. A class with complex move and copy constructors may not be trivial, but it could be standard-layout and thus interop with C. Similarly, a class with public and private non-static data members would not be standard-layout, but it could be trivial and thus memcpy-able.

1. come alive: 재미있어 지다. 활기를 띠다. [↑](#footnote-ref-1)
2. quick recap: 짧은 요약 [↑](#footnote-ref-2)
3. write out: 자세히 쓰다 [↑](#footnote-ref-3)
4. the very begging: 맨 처음 [↑](#footnote-ref-4)
5. dumb: 멍청한, 말을 못하는 [↑](#footnote-ref-5)
6. head off: 막다. 저지하다. [↑](#footnote-ref-6)
7. What’s in a name?: 이름이 무슨 문제냐, 중요한 것은 실질이다 [↑](#footnote-ref-7)
8. around a lot: 이곳 저곳 많이 [↑](#footnote-ref-8)
9. keep it all straight: 정확히 하다(?) [↑](#footnote-ref-9)
10. make a brief digression: 잠시 옆길로 세다. [↑](#footnote-ref-10)
11. folks: 사람들 [↑](#footnote-ref-11)
12. have a hard time: 힘든 시간을 보내다. [↑](#footnote-ref-12)
13. orthogonal to ~: ~에 직교하는. 어떤 두 사물 또는 두 개념이 상호간에 관계없이 독립적으로 존재하는. [↑](#footnote-ref-13)
14. move through: 지나 다니다. [↑](#footnote-ref-14)
15. clump together: 무리 짓다. [↑](#footnote-ref-15)
16. in and of itself: 그것 자체로는 [↑](#footnote-ref-16)
17. come along for the ride: 함께 어울리다. [↑](#footnote-ref-17)
18. diverge: 갈라지다. [↑](#footnote-ref-18)
19. It’s up to ~: ~에게 달렸다. [↑](#footnote-ref-19)
20. When was the last time ~?: ~ 를 마지막으로 한 지가 언제던가? [↑](#footnote-ref-20)
21. dammit: 제기랄 [↑](#footnote-ref-21)
22. no stinking: 무미건조한 [↑](#footnote-ref-22)
23. assertive <-> lazy [↑](#footnote-ref-23)
24. goodies: 맛있는 것. 먹기 좋은 것. [↑](#footnote-ref-24)
25. for the brevity’s sake: 간략히 하려고 [↑](#footnote-ref-25)
26. for now: 우선은 [↑](#footnote-ref-26)
27. let's take it for a spin: 테스트 하자. [↑](#footnote-ref-27)
28. not shabby: 나쁘지 않네요. [↑](#footnote-ref-28)
29. distasteful: 불쾌한 [↑](#footnote-ref-29)
30. begones: 지나간 일. 과거지사. [↑](#footnote-ref-30)