SpringBoot框架开发详解

# SpringBoot入门

## SpringBoot简介

长期以来Java的开发一直让人所诟病：

* Java项目开发复杂度极其高；
* Java项目的维护非常困难；
* 在云时代如何实现项目的快速部署以及快速启动；
* 即便使用了大量的开发框架，发现我们的开发也没少多少；
* 当所有的人认为Spring不在前进的时候，Spring推出了微架构实现的两个重要开发框架：SpringBoot、SpringCloud。

1. Java开发的复杂度是最高的？

在所有的软件行业里面，如果要说商用体系，排在第一位的永远是Java，因为Java的体系丰富，支持度高，安全性也高，但是同时我们所有的开发者也不得不去忍受Java中的以下痛苦：

* Java里面提供的开发支持都属于原生操作代码，例如：JDBC为例，如果使用Java原生代码会重复编写大量的内容，例如：PreparedStatement操作：
* Java进行WEB项目开发的时候，必须要求按照严格的格式进行WEB项目的创建，以及每当修改WEB程序的时候又需要进行Tomcat的重新启动；
* Java之中虽然提供了所谓的开发标准，但是所有的公司几乎都有可能有自己的标准，例如：最初的时代JVM的标准就有三个，而且许多的公司由于版本不同会造成部署的环境不同；
* Java里面严格要求按照MVC的设计模式；
* 以WEB开发为例，一个良好的JSP程序代码里面不应该包含有任何的scriptlet程序代码，但是要想做到这一步发现非常麻烦，有各种实现标准，例如：JSTL + EL、SpringTaglib、StrutsTaglib、JSF、Shiro、SpringSecurity；
* 如果现在使用Node.js、Python开发一个控制器程序类可能只需要几行代码，而Java要想开发这样一个程序，需要写一堆的代码，而且还要求搞部署；

1. Java后期的发展使用了大量的Maven技术作为开发，那么使用Maven之后你会发现传统的开发处理之中并没有逃离掉传统WEB的身影，所有的项目依然需要打包为war文件，而后上传到系统之中。使用Maven还有一个最大的痛：如果是开发框架，那一堆的Maven的配置依赖库；
2. Rest技术已经开始在行业之中广为流传，而Java要想实现Rest架构的开发（基于：Spring），那么也是相当麻烦的；
3. 现在行业之中，Spring已经作为了绝对的Java架构，但是如果要想在Spring之中整合RabbitMQ、Kafka、ActiveMQ、MySQL、Druid、Redis、Shiro，需要编写一堆堆的\*.xml配置文件；

所以在这样的一个大的历史背景下，很多人开始寻求更加简便的开发，而遗憾的是这种简便的开发没有被JDK所支持、没有被JavaEE所支持，因为这些只是平台，平台能够提供的只是最原始的技术支持。这一时刻终于由于Spring框架的升级而得到了新生，SpringBoot的出现，改变了所有Java开发的困境，SpringBoot的最终奉行的宗旨：废除掉所有复杂的开发，废除掉所有的配置文件，让开发变得更简单纯粹，核心：“零配置”（当然这只是个梦想而已）。

SpringBoot之所以慢慢可以火遍全世界，是因为在SpringBoot中使用的大量注解还是之前Spring所提供的注解，那么这一点让所有的开发者几乎可以零适应进行完整过渡。

## SpringBoot快速启动

本次快速启动程序将直接采用Spring官方给出的程序来进行代码的执行分析。

1. 如果要想进行SpringBoot开发，一定要使用Maven或其它的项目管理工具完成；

* SpringBoot运行之后会以WEB程序为主，但是现在所建立的只是一个普通的quickstart程序；

1. 如果要想开发SpringBoot程序只需要按照官方给出的要求配置一个父pom即可；

|  |
| --- |
| <project xmlns="http://maven.apache.org/POM/4.0.0"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xsi:schemaLocation="http://maven.apache.org/POM/4.0.0  http://maven.apache.org/xsd/maven-4.0.0.xsd">  <parent>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-parent</artifactId>  <version>1.5.4.RELEASE</version>  </parent>  <modelVersion>4.0.0</modelVersion>  <artifactId>springboot-base</artifactId>  <packaging>jar</packaging>  <name>springboot-base</name>  <url>http://examples.kuhnwei.com</url>  <properties>  <jdk.version>1.8</jdk.version>  <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>  </properties>  <dependencies>  <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-web</artifactId>  </dependency>  <dependency>  <groupId>junit</groupId>  <artifactId>junit</artifactId>  <scope>test</scope>  </dependency>  </dependencies>  <build>  <finalName>springboot-base</finalName>  <plugins>  <plugin>  <groupId>org.apache.maven.plugins</groupId>  <artifactId>maven-compiler-plugin</artifactId>  <configuration>  <source>${jdk.version}</source>  <target>${jdk.version}</target>  <encoding>${project.build.sourceEncoding}</encoding>  </configuration>  </plugin>  </plugins>  </build> </project> |

1. 编写一个具体的程序：

|  |
| --- |
| package com.kuhnwei.base; import org.springframework.boot.SpringApplication; import org.springframework.boot.autoconfigure.EnableAutoConfiguration; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.ResponseBody; @Controller @EnableAutoConfiguration public class SampleController {  @RequestMapping("/")  @ResponseBody  public String home() {  return "Hello World";  }  public static void main(String[] args) {  SpringApplication.*run*(SampleController.class, args);  } } |

而后可以直接通过Java程序运行该SpringBoot的代码，浏览器访问：<http://localhost:8080/> 。

# SpringBoot基本概念

在之前所建立的SpringBoot项目只是根据官方文档实现的一个基础程序模型，但是这样的代码肯定不适合实际的项目开发，因为从实际的Maven项目来讲，应该要有统一的父pom.xml文件。

## 统一父pom管理

1. 首先建立一个examples-springboot-parent的Maven项目；

|  |
| --- |
| <project xmlns="http://maven.apache.org/POM/4.0.0"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xsi:schemaLocation="http://maven.apache.org/POM/4.0.0  http://maven.apache.org/xsd/maven-4.0.0.xsd">  <modelVersion>4.0.0</modelVersion>  <groupId>com.kuhnwei</groupId>  <artifactId>springboot-parent</artifactId>  <version>1.0-SNAPSHOT</version>  <modules>  <module>examples-springboot-base</module>  </modules>  <packaging>pom</packaging>  <name>springboot-parent</name>  <url>http://examples.kuhnwei.com</url>  <properties>  <jdk.version>1.8</jdk.version>  <springboot.version>1.5.4.RELEASE</springboot.version>  <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>  </properties>  <dependencyManagement>  <dependencies>  <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-parent</artifactId>  <version>${springboot.version}</version>  <type>pom</type>  <scope>import</scope>  </dependency>  </dependencies>  </dependencyManagement>  <build>  <finalName>springboot-base</finalName>  <plugins>  <plugin>  <groupId>org.apache.maven.plugins</groupId>  <artifactId>maven-compiler-plugin</artifactId>  <configuration>  <source>${jdk.version}</source>  <target>${jdk.version}</target>  <encoding>${project.build.sourceEncoding}</encoding>  </configuration>  </plugin>  </plugins>  </build> </project> |

1. 建立examples-springboot-base的子模块，实现之前同样的基础操作功能，修改pom.xml文件，追加springboot的WEB启动包；

|  |
| --- |
| <dependencies>  <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-web</artifactId>  </dependency>  <dependency>  <groupId>junit</groupId>  <artifactId>junit</artifactId>  <scope>test</scope>  </dependency> </dependencies> |

1. 建立与之前同样的程序类。

|  |
| --- |
| package com.kuhnwei.base; import org.springframework.boot.SpringApplication; import org.springframework.boot.autoconfigure.EnableAutoConfiguration; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.ResponseBody; @Controller @EnableAutoConfiguration public class SampleController {  @RequestMapping("/")  @ResponseBody  public String home() {  return "www.kuhnwei.com";  }  public static void main(String[] args) {  SpringApplication.*run*(SampleController.class, args);  } } |

在这样的状态下才可以进行后续的代码编写。

## SpringBoot代码测试

现在的程序里面已经实现了一个最为简单的额控制器程序类，不过从实际的项目角度来讲，必须要求考虑到代码测试问题，而且现在的程序代码属于springboot，则需要在你的项目之中进行如下的pom.xml文件的变更。

1、【examples-springboot-base模块】修改pom.xml配置文件，追加SpringBoot测试支持类；

|  |
| --- |
| <dependency>  <groupId>org.springframework</groupId>  <artifactId>spring-boot-starter-test</artifactId>  <scope>test</scope> </dependency> <dependency>  <groupId>junit</groupId>  <artifactId>junit</artifactId>  <scope>test</scope> </dependency> |

只要进行Java测试，最简单适用的就是junit，所以这个开发包一定要随测试一起导入。

2、【examples-springboot-base模块】建立一个测试程序类；

|  |
| --- |
| package com.kuhnwei.base; import junit.framework.TestCase; import org.junit.Test; import org.junit.runner.RunWith; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.boot.test.context.SpringBootTest; import org.springframework.test.context.junit4.SpringJUnit4ClassRunner; import org.springframework.test.context.web.WebAppConfiguration; @SpringBootTest(classes = SampleController.class) @RunWith(SpringJUnit4ClassRunner.class) @WebAppConfiguration public class SampleControllerTest {  @Autowired  private SampleController sampleController;  @Test  public void home() {  TestCase.*assertEquals*(this.sampleController.home(), "www.kuhnwei.com");  } } |

## Spring启动注解分析

现在为止已经可以发现在整个SpringBoot程序里面适用了许多的注解，首先把这些注解做一个列表：

|  |  |  |
| --- | --- | --- |
| **No.** | **注解** | **说明** |
| 1 | @Controller | 进行控制器的配置注解，这个注解所在的类是控制器类 |
| 2 | @EnableAutoConfiguration | 开启自动配置处理 |
| 3 | @RequestMapping(“/”) | 表示访问的映射路径，此时的路径为“/”，访问地址：<http://localhost:8080> |
| 4 | @ResponseBody | 在Restful架构之中，该注解表示直接将返回的数据以字符串或JSON的形式获得 |

可以发现在给定的几个注解之中“@EnableAutoConfiguration”为整个SpringBoot的启动注解配置，也就是说这个注解应该随着程序的主类一起进行定义。

而对于控制器程序类，由于在项目之中会有许多的控制器，那么最好将这些类统一保存在一个包中，下面将所有的控制器程序来保存在“com.kuhnwei.base.web”包中。

**强烈建议（Spring官方建议）：如果要想进行简单方便的开发，所有的程序类一定要在启动类所在包的子包下。**

1、【examples-springboot-base模块】建立一个HelloController程序类；

|  |
| --- |
| package com.kuhnwei.base.web; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.ResponseBody; @Controller public class HelloController {  @RequestMapping("/")  @ResponseBody  public String home() {  return "www.kuhnwei.com";  } } |

2、【examples-springboot-base模块】启动程序主类；

|  |
| --- |
| package com.kuhnwei.base; import org.springframework.boot.SpringApplication; import org.springframework.boot.autoconfigure.EnableAutoConfiguration; import org.springframework.context.annotation.ComponentScan; @EnableAutoConfiguration // 定义一个扫描路径 @ComponentScan("com.kuhnwei.base") public class SampleController {  public static void main(String[] args) {  SpringApplication.*run*(SampleController.class, args);  } } |

3、【examples-springboot-base模块】以上的做法只是传统程序的开发做法，因为现在为止毕竟是两块程序类，这两个彼此之间的联系需要有一个连接点，而程序中配置的“@ComponentScan”就是负责这个连接处理，但是SpringBoot考虑到了此类的配置问题，所以提出了一个更简化的策略，该策略的核心思想：既然程序主类会在所有开发包的父包里面，那么能不能简化点取得配置呢？为此在实际的开发之中，会使用一个特殊的复合注解：

|  |
| --- |
| package com.kuhnwei.base; import org.springframework.boot.SpringApplication; import org.springframework.boot.autoconfigure.SpringBootApplication; // 启动SpringBoot程序，而后自带子包扫描 @SpringBootApplication public class SampleController {  public static void main(String[] args) {  SpringApplication.*run*(SampleController.class, args);  } } |

“@SpringBootApplication=@EnableAutoConfiguration+@ComponentScan+其它配置”。正式因为这样的特点，所以当以后使用Bean实现配置处理的时候讲会非常容易。

## 配置访问路径

在一个实际的项目开发之中，控制器的路径可能会有许多个，而且在进行控制器编写的时候也会有两种运行模式：跳转配置、Restful显示。那么下面来观察关于路径的详细描述。

1. 在之前所编写的控制器里面你会发现有如下的两个注解配置使用：

* @Controller：在类上定义表示定义的是一个控制器；
* @ResponseBody：将控制器中方法的返回值变为rest内容。

但是如果说现在一个项目里面可能控制器之中返回的全部都是Restful信息，这样分别定义就太麻烦了，为此在SpringBoot里面又提供有一个复合注解：“@RestController”

|  |
| --- |
| package com.kuhnwei.base.web; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.RestController; @RestController public class HelloController {  @RequestMapping("/")  public String home() {  return "www.kuhnwei.com";  } } |

因为从MVC实际标准来讲，控制器需要传递一些属性到页面上进行显示，按照这样的原则并不是所有的开发都会以Restful结构返回，但是Rest结构是SpringCloud的实现核心技术。

1. 现在所给出的控制器的类里面只是负责了简单的信息返回，那么实际上也可以进行参数的接收处理，传递参数到控制器之中最简单的做法是使用地址重写传递“xx?参数名称=内容”；

|  |
| --- |
| @RequestMapping("/echo") public String echo(String msg) {  return "【ECHO】 " + msg; } |

访问路径：<http://localhost:8080/echo?msg=hello> ;

1. 由于SpringBoot支持Rest风格处理，所以此时对于参数的接收可以采用路径参数的形式完成：

|  |
| --- |
| @RequestMapping(value = "/echo/{message}", method = RequestMethod.*GET*) public String echo(@PathVariable("message") String msg) {  return "【ECHO】 " + msg; } |

访问路径：<http://localhost:8080/echo/hello> ;

个人意见：虽然路径参数的形式属于rest操作标准，但是个人觉得使用地址重写传递参数更加简单，不过这一点使用什么样的模式来处理，取决于你所处的项目团队

1. 在SpringBoot的处理操作之中实际上已经充分考虑到了此类情况，所以追加所有自动加载配置的依赖库；

|  |
| --- |
| <dependency>  <groupId>org.springframework</groupId>  <artifactId>springloade</artifactId> </dependency> <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-devtools</artifactId> </dependency> |

## 使用内置对象

通过整个SpringBoot程序可以发现，在SpringBoot中的控制器的形式和SpringMVC是一样的，所以如果现在要想在你的程序之中去使用JSP的内置对象，那么也可以按照与SpringMVC同样的方式进行。

|  |
| --- |
| @RequestMapping("/object") public String object(HttpServletRequest request, HttpServletResponse response) {  System.*out*.println("\*\*\* 客户端IP地址：" + request.getRemoteAddr());  System.*out*.println("\*\*\* 取得客户端响应编码：" + response.getCharacterEncoding());  System.*out*.println("\*\*\* 取得SeesionID：" + request.getSession().getId());  System.*out*.println("\*\*\* 取得真实路径：" + request.getServletContext().getRealPath("/upload/"));  return "www.kuhnwei.com"; } |
| \*\*\* 客户端IP地址：0:0:0:0:0:0:0:1  \*\*\* 取得客户端响应编码：ISO-8859-1  \*\*\* 取得SeesionID：CB6C6877AC98E82DE80E6C17115C79E4  \*\*\* 取得真实路径：C:\Users\kuhnwei\AppData\Local\Temp\tomcat-docbase.6497389346945161688.8080\upload\ |

通过以上的信息可以发现，此时的SpringBoot运行依然需要有一个工作目录，只不过这个工作目录是由SpringBoot自己定义的，主要就是当前用户的目录下存在。

## 项目打包发布

SpringBoot作为微架构实现主要技术，其发布项目的方式极为简单，只需要你在你的项目中配置好插件，以及打包就可以执行了，并且这个执行不需要特别复杂的配置。

1、【examples-springboot-parent项目】修改pom.xml配置文件，追加新的插件：

|  |
| --- |
| <plugin>  <!-- 该插件的主要功能是进行项目的打包发布处理 -->  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-maven-plugin</artifactId>  <configuration>  <!-- 设置程序的主类 -->  <mainClass>com.kuhnwei.base.SampleController</mainClass>  </configuration>  <executions>  <execution>  <goals>  <goal>repackage</goal>  </goals>  </execution>  </executions> </plugin> |

由于增加了新的插件，所以对于整个的程序一定要进行整体的项目更新。

2、【examples-springboot-parent项目】将当前项目进行打包处理：mvn clean package，此时将形成“examples-springboot-base.jar”程序文件，并且这个文件里面包含有全部的以来支持库文件；

3、将“examples-springboot-base.jar”文件随意拷贝到一个路径之中，例如：D盘，而后进入到命令行方式下：

|  |
| --- |
| java –jar examples-springboot-base.jar |

如果此时要想在Linux下执行，只需要将这个\*.jar文件直接上传到Linux下即可。

# SpringBoot开发深入

在之前已经基本上了解了整个SpringBoot运行机制，但是也需要清楚的认识到以下的问题，在实际的项目开发之中，尤其是Java的MVC版项目里面，所有的项目都一定需要满足于如下几点要求：

* 访问的端口不能够是8080，应该使用默认的80端口；
* 在项目之中为了方便进行数据的维护，建议建立一系列的\*.properties配置文件，例如：提升消息、跳转路径；
* 所有的控制器现在都采用了Rest风格输出，但是正常来讲，信息的显示应该交给页面（不再是JSP）负责完成；
* 在进行项目打包的时候应该考虑到不同的profile配置。

## 配置环境属性

通过当前的执行可以发现，默认情况下，在SpringBoot里面启动WEB容器为Tomcat：

|  |
| --- |
| INFO 5072 --- [main] o.s.j.e.a.AnnotationMBeanExporter : Registering beans for JMX exposure on startup  INFO 5072 --- [main] s.b.c.e.t.TomcatEmbeddedServletContainer : Tomcat started on port(s): 8080 (http) |

从实际的开发来讲，我们的WEB部署项目如果是单独运行不可能运行在8080端口上。从正常来讲我们的服务器应该运行在80端口上，所以如果要想修改这样的默认环境，则必须编写与之对应的配置文件，该配置文件一定要卸载classpath之中，例如：项目中的“src/main/resources”就是一个classpath路径，那么在这个目录之中直接创建有一个application.properties（文件名称绝对不要改变）。
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**范例**：定义application.properties配置文件

|  |
| --- |
| # 设置Tomcat的运行服务所在端口 server.port=80 |

随后重新运行程序会出现有如下的提示信息：“Tomcat started on port(s):80 (http)”。

**范例**：如果有需要也可以配置contextPath的信息

|  |
| --- |
| # 可以配置ContextPath访问路径，但是在实际开发之中是不能够进行配置的 server.context-path=/advance |

此时的访问路径需要追加contextPath前缀：<http://localhost/advance/>；

严格来讲在SpringBoot、SpringCloud里面可以使用两类配置文件：application.properties、application.yml。

|  |
| --- |
| **YAML文件**：  这是一种结构化的数据文件，其在很多的地方上都使用过，例如：Apache Storm开发组件上进行配置的时候使用的就是yml配置文件，该配置文件的全称（Yet Another Markup Languange、仍然是一种标记语言）。 |

**范例**：定义application.yml配置文件

|  |
| --- |
| server:  port:80 #此处设置的服务的访问端口配置 |

无聊的测试：如果application.properties和application.yml两个文件同时存在使用哪个？

那么这个时候将优先进行application.properties配置文件的加载，如果现在两个配置项的作用冲突了，则以properties为主，如果不冲突，则以存在的为主。

在之前默认默认使用的WEB容器是Tomcat容器，实际上在SpringBoot里面如果用户需要也可以将容器更换为jetty容器，如果现在要想使用这个容器，则只需要追加一些依赖即可：

|  |
| --- |
| <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-jetty</artifactId> </dependency> |

如果在以后项目以微服务的方式进行打包发布的时候，强烈建议大家使用jetty服务进行发布。

## 读取资源文件

在实际的项目开发之中资源文件一定不可或缺，因为所有的提示文字信息都要求在资源文件之中进行定义，而且资源文件是实现国际化技术的主要手段。如果要想在SpringBoot里面进行资源文件的配置只需要做一些简单的application.yml配置即可，而且所有注入的资源文件都可以像最初的Spring处理那样直接使用MessageSource进行读取。

1. 为了统一管理资源文件，在“src/main/resources”目录之中建立有一个i18n的存储目录；
2. 在“src/main/resources/i18n”目录之中建立有两个资源文件：

* 建立messages.properties配置文件：

|  |
| --- |
| welcome.url=www.kuhnwei.com welcome.msg=欢迎{0}光临！ |

* 建立pages.properties配置文件：

|  |
| --- |
| mamber.add.page=/pages/back/admin/member/member\_add.jsp member.add.action=/pages/back/admin/member/member\_add.action |

1. 修改application.yml配置文件：

|  |
| --- |
| *# 表示该配置直接为Spring容器负责处理* **spring:** *# 表示进行资源配置* **messages:** *# 资源文件的名称* **basename:** i18n/messages,i18n/pages **server:** *# 此处设置的服务的访问端口配置* **port:** 80 |

1. 当执行完以上的配置之后会自动为用户创建MessageSource对象，那么用户在使用的时候直接注入此对象即可。
   1. 考虑到实际开发的标准型，所以现在建议创建一个父的控制器的抽象类：AbstracBaseController，而后在此抽象类之中进行资源读取类的配置：

|  |
| --- |
| package com.kuhnwei.advance.web; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.context.MessageSource; import java.util.Locale; public abstract class AbstracBaseController {  @Autowired  private MessageSource messageSource;  public String getMessage(String key, String... args) {  return this.messageSource.getMessage(key, args, Locale.*getDefault*());  } } |

1. 在控制器的子类之中读取以上的配置信息：

|  |
| --- |
| package com.kuhnwei.advance.web; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.RequestMethod; import org.springframework.web.bind.annotation.RestController; @RestController public class MessageController extends AbstracBaseController {   @RequestMapping(value = "/echo", method = RequestMethod.*GET*)  public String echo(String mid) {  System.*out*.println("【\*\*\* 访问地址 \*\*\*】" + super.getMessage("member.add.action"));  return super.getMessage("welcome.msg", mid);  } } |

1. 编写一个junit测试类，来测试以上的控制器程序是否正确：

|  |
| --- |
| package com.kuhnwei.advance.advance; import com.kuhnwei.advance.StartSpringBootMain; import com.kuhnwei.advance.web.MessageController; import org.junit.Test; import org.junit.runner.RunWith; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.boot.test.context.SpringBootTest; import org.springframework.test.context.junit4.SpringJUnit4ClassRunner; import org.springframework.test.context.web.WebAppConfiguration; @SpringBootTest(classes = StartSpringBootMain.class) @RunWith(SpringJUnit4ClassRunner.class) @WebAppConfiguration public class MessageControllerTest {  @Autowired  private MessageController messageController;  @Test  public void echo() {  System.*out*.println(this.messageController.echo("kuhnwei"));  } } |

通过SpringBoot执行可以清楚的发现，在SpringBoot里面所有对象信息的注入配置操作，都直接通过一行简单的字符串实现了，而且最终也能够保持与之前同样的运行效果。

## Bean配置

在使用Spring进行开发配置的时候有两类选择：\*.xml配置文件、配置的Bean（@Configure），于是在SpringBoot的开发世界里面，为了继续崇尚所谓的“零配置”，提供有一种简单的支持，也就是说如果现在你真的有配置需要通过\*.xml文件编写，但是又不想出现配置文件的话，这个时候最简单的做法就是使用Bean的方式来进行类的配置。

前提：该配置程序的Bean所在的包必须是程序启动类所在的包的子包之中，这样才可以自动扫描到。

1. 下面准备一个程序，建立一个业务接口，而后定义这个接口的子类：

|  |
| --- |
| package com.kuhnwei.advance.service;public interface MessageService {  String info(); } |
| package com.kuhnwei.advance.service.impl; import com.kuhnwei.advance.service.MessageService;  import org.springframework.stereotype.Service;  @Servicepublic class MessageServiceImpl implements MessageService {  @Override  public String info() {  return "www.kuhnwei.com";  } } |

1. 建立控制层类，进行对象的配置注入

|  |
| --- |
| package com.kuhnwei.advance.web; import com.kuhnwei.advance.service.MessageService; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.RequestMethod; import org.springframework.web.bind.annotation.RestController;@RestController public class MessageController extends AbstracBaseController {  @Autowired  private MessageService messageService;  @RequestMapping(value = "/", method = RequestMethod.*GET*)  public String index() {  return this.messageService.info();  } } |

1. 建立一个测试类

|  |
| --- |
| package com.kuhnwei.advance.advance; import com.kuhnwei.advance.StartSpringBootMain; import com.kuhnwei.advance.web.MessageController; import org.junit.Test; import org.junit.runner.RunWith; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.boot.test.context.SpringBootTest; import org.springframework.test.context.junit4.SpringJUnit4ClassRunner; import org.springframework.test.context.web.WebAppConfiguration;@SpringBootTest(classes = StartSpringBootMain.class) @RunWith(SpringJUnit4ClassRunner.class) @WebAppConfiguration public class MessageControllerTest {  @Autowired  private MessageController messageController;  @Test  public void index() {  System.*out*.println(this.messageController.index());  } } |

1. 下面就利用以上的程序来了解一下什么叫做Bean配置，为了清楚的发现Bean的特点删除掉业务层实现子类中的“@Service”注解，也就是说这个对象现在无法直接被注入，于是下面在启动类所在包的子包里面建立一个配置程序类：com.kuhnwei.advance.ServiceConfig。

|  |
| --- |
| package com.kuhnwei.advance.config; import com.kuhnwei.advance.service.impl.MessageServiceImpl; import org.springframework.context.annotation.Bean; import org.springframework.context.annotation.Configuration;@Configuration public class ServiceConfig {  // 此处返回的是一个Spring的配置Bean,与xml的“<bean>”等价  @Bean  public MessageServiceImpl getMessageService() {  return new MessageServiceImpl();  } } |

此时采用了自动扫描Bean的模式来进行了相关对象的配置。

1. SSM或SSH开发框架出现的时间比较长，现在迁移到SpringBoot之中，那么如果说现在你已经有一个非常完善的xml配置文件出现了，那么难道还需要将整个的xml配置文件转换为Bean配置吗？为了防止这类情况出现，SpringBoot也支持有配置文件的读取，例如：下面创建一个spring-common.xml配置文件：

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xsi:schemaLocation="http://www.springframework.org/schema/beans   http://www.springframework.org/schema/beans/spring-beans.xsd">  <bean id="messageService" class="com.kuhnwei.advance.service.impl.MessageServiceImpl"/> </beans> |

1. 随后可以在程序类上使用xml进行配置加载：

|  |
| --- |
| package com.kuhnwei.advance; import org.springframework.boot.SpringApplication; import org.springframework.boot.autoconfigure.SpringBootApplication; import org.springframework.context.annotation.ImportResource;@SpringBootApplication @ImportResource(locations = {"classpath:spring-common.xml"}) public class StartSpringBootMain {  public static void main(String[] args) {  SpringApplication.*run*(StartSpringBootMain.class);  } } |

如果此时所配置的两个Bean没有名字那么在进行注入的时候一定会出现重复的错误，而这个错误在新版本里面将其做了完善，不过如果要想在开发之中准确的注入指定的对象，则需要使用名字完成：

|  |
| --- |
| @Resource(name="messageService") private MessageService messageService; |

这样才可以准确的找到所需要的注入的实体对象。

## 模板渲染

在之前所见到的信息显示发现都是以Rest风格进行显示，但是很明显在实际的开发之中，所有数据的显示最终都应该交由页面完成，但是这个页面并不是\*.jsp页面，而是普通的\*.html页面，而且最为重要的是，此处所使用的渲染的页面采用的是模板方式的显示，而在Java开发行业，对于前台的显示模板常见的一共有三类技术：FreeMarker、Velocity、thymeleaf（推荐使用），于是下面就利用thymeleaf实现一个简单的模板渲染操作。

1. 如果要想在项目之中去使用thymeleaf模板，那么应该首先进行相关支持依赖库的导入，修改pom.xml配置文件：

|  |
| --- |
| <dependency>  <groupId>org.springframework.boot</groupId>  <artifactId>spring-boot-starter-thymeleaf</artifactId> </dependency> |

1. 本次的开发依然要通过一个控制层跳转到页面之中进行信息显示。在SpringMVC的时代使用的是ModelAndView传递，而现在在springboot里面如果要传递直接在方法中定义一个Model参数即可。

|  |
| --- |
| package com.kuhnwei.advance.web; import org.springframework.stereotype.Controller; import org.springframework.ui.Model; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.RequestMethod;@Controller public class MessageController extends AbstracBaseController {  @RequestMapping(value = "/show", method = RequestMethod.*GET*)  public String show(String mid, Model model) {  // request属性传递包装  model.addAttribute("url", "www.kuhnwei.com");  model.addAttribute("mid", mid);   // 此处只返回一个路径，该路径没有设置后缀，后缀默认是\*.html  return "message/message\_show";  } } |

1. 现在的控制器之中使用的是“@Controller”注解，所以此时执行该控制器的方法会进行跳转处理如果现在要进行跳转页面的定义，有严格要求：在CLASSPATH路径下（src/main/resources、src/main/view）必须建立有一个templates的目录，在这个目录里面保存有thymeleaf的所有相关页面，这些页面可以按照文件目录保存：
2. 编写message\_show.html页面（重要提示：该页面编写的时候所有的元素一定要完结）；

|  |
| --- |
| <!DOCTYPE html> <html lang="en" xmlns:th="http://www.w3.org/1999/xhtml"> <head>  <meta charset="UTF-8"/>  <title>SpringBoot模板渲染</title> </head> <body>  <p th:text="'官方网站：' + ${url}"/>  <p th:text="'用户名：' + ${mid}"/> </body> </html> |

1. 运行服务，而后输入访问路径：<http://localhost/advance/show?mid=kuhnwei>；

![](data:image/png;base64,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)

1. 如果现在我们所定义的要访问的页面不是通过控制器跳转的怎么办？那么为了解决这样的问题，可以考虑在thymeleaf所在的父路径之中建立一个static子目录，该目录保存的是所有静态页面；在以后的实际开发之中，像js、css、images等信息文件都要求放在static目录里面。
2. thymeleaf默认的访问的页面路径的后缀为\*.html，那么也可以通过修改application.yml配置文件进行变更：spring.thymeleaf.suffix: .htm

## profile配置

在实际的开发之中，由于开发（dev）、测试（beta）、运行（product）的环境不同，有可能需要选择不同的配置文件，所以在SpringBoot里面充分的考虑到此类问题，那么就专门提供有多个profile配置，但是对于多profile配置一定要区分是yml还是properties，这两种资源的配置是不同的。

1. 基于yml实现profile的配置处理：
   1. 在使用yml配置文件的时候所有可以使用的profile配置项都要求在一个文件之中编写；

|  |
| --- |
| **spring:  profiles:  active:** dev ---  **spring:  messages:  basename:** i18n/message,i18n/pages  **profiles:** dev **server:  port:** 80 ---  **spring:  messages:  basename:** i18n/message,i18n/pages  **profiles:** beta **server:  port:** 8080 ---  **spring:  messages:  basename:** i18n/message,i18n/pages  **profiles:** product **server:  port:** 80 |

最初进行profile切换的处理可以通过Maven的编译工具动态选择，但是在Spring里面可以方便的实现这种切换。

1. 此时所有的thymeleaf页面都保存在“src/main/resources”目录之中，而且所有的SpringBoot配置文件（\*.yml）这个文件也应该都一起输出到jar文件里面，那么就需要配置一个资源的引用，修改父pom中的pom.xml配置文件：

|  |
| --- |
| <resources>  <resource>  <directory>src/main/resources</directory>  <includes>  <include>\*\*/\*.properties</include>  <include>\*\*/\*.yml</include>  <include>\*\*/\*.xml</include>  <include>\*\*/\*.tld</include>  <include>templates/\*\*/\*.\*</include>  <include>static/\*\*/\*.\*</include>  <include>i18n/\*\*/\*.\*</include>  </includes>  <filtering>false</filtering>  </resource>  <resource>  <directory>src/main/java</directory>  <includes>  <include>\*\*/\*.properties</include>  <include>\*\*/\*.yml</include>  <include>\*\*/\*.xml</include>  <include>\*\*/\*.tld</include>  </includes>  <filtering>false</filtering>  </resource> </resources> |

1. 随后可以将项目进行打包处理，在打包之后也可以动态切换profile配置：
   1. Maven打包：mvn clean package;
   2. 难道以后每一次访问都需要重新打包吗？也就是说为了方便用户的动态进行profile切换，可以在程序执行的时候设置一个执行的处理参数：  
      java –jar \*.jar --spring.profiles.active=beta;
2. 更换网站logo，把ico文件拷贝到“src/main/resources/static/images”目录之中，随后在页面之中进行引入：

|  |
| --- |
| <link rel="icon" type="image/x-icon" href="/images/\*.icon"/> |

1. 在进行profile配置的时候特别需要注意一点，如果你使用的是application.properties配置，这样的配置处理过程是不一样的，也就是说如果你基于属性文件完成配置，那么久需要编写多个属性文件内容：

|  |  |  |
| --- | --- | --- |
| **开发** | **测试** | **线上** |
| application-dev.properties | application-beta.properties | application-product.properties |
| server.port=8080 | server.port=9090 | server.port=80 |

1. 随后现在讲开发程序打成\*.jar文件的话，也同样可以在执行的时候使用“--spring.profiles.avtive=beta”动态指派不同的profile配置文件。

## 总结

整个的深入配置只是让大家更加清楚的理解了springboot所谓的“零配置”的特点，但是也会发现，在springboot里面一些环境的配置还是需要的，而且一些资源对象的注入处理更加简单了。

以后如果遇见更加复杂的配置，就需要通过Bean配置模式完成了。

# SpringBoot错误处理

在之前的程序里面如果一旦出现了错误之后就会出现一堆的大白板，这个白班会有一些错误信息（虽然这些错误信息你可能看不懂，但是这些错误信息依然要告诉给用户）。在SpringBoot里面针对于错误的处理一共提供三种方式：数据验证错误、错误也指派以及全局异常的处理。

## 数据验证

现在假设说要进行表单信息提交，肯定需要有一个表单，而后这个表单要讲数据提交到VO类中，所以现在的基本实现如下：

1. 建立一个Member.java的VO类：

|  |
| --- |
| package com.kuhnwei.advance.domain; import java.io.Serializable; import java.util.Date;public class Member implements Serializable {  private String mid;  private Integer age;  private Double salary;  private Date birthday; } |

1. 由于此时的程序之中需要进行日期的转换处理操作，那么久需要为其做一个转换处理的格式配置，修改AbstractBaseController类，追加如下的转换操作方法绑定：

|  |
| --- |
| @InitBinder public void initBinder(WebDataBinder binder) {  // 首先建立一个可以将字符串转换为日期的工具程序类  SimpleDateFormat sdf = new SimpleDateFormat("yyyy-MM-dd");  // 明确的描述此时需要注册一个日期格式的转化处理程序类  binder.registerCustomEditor(java.util.Date.class, new CustomDateEditor(sdf, true)); } |

1. 建立一个MemberController程序类，负责实现Member的控制层处理操作：

|  |
| --- |
| package com.kuhnwei.advance.web; import com.kuhnwei.advance.domain.Member; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.RequestMethod; import org.springframework.web.bind.annotation.ResponseBody;@Controller public class MemberController extends AbstracBaseController {  @RequestMapping(value = "/goto\_add", method = RequestMethod.*GET*)  public String gotoAdd() {  return "member\_add";  }   @RequestMapping(value = "/add", method = RequestMethod.*POST*)  @ResponseBody  public Object add(Member vo) {  return vo;  } } |

1. 编写一个页面进行用户的表单填写：member\_add.html；

|  |
| --- |
| <!DOCTYPE html> <html lang="en"> <head>  <meta charset="UTF-8"/>  <title>SpringBoot模板渲染</title> </head> <body>  <form action="advance/add" method="post">  用户邮箱：<input type="text" name="mid" value="email@kuhnwei.com"/><br/>  用户年龄：<input type="text" name="age" value="18"/><br/>  用户工龄：<input type="text" name="salary" value="500000"/><br/>  用户生日：<input type="text" name="birthday" value="2000-01-01"/><br/>  <input type="submit" value="提交"/>  <input type="reset" value="重置"/>  </form> </body> </html> |

1. 此时的代码只是一个最为普通的处理操作，但是这个时候对于该程序也是存在有如下问题的：
   1. 如果某些数据没有输入，则内容是null，如果要进行严格控制，这些null不应该存在；
   2. 某些数据需要进行格式验证，例如：用户名应该是邮箱，这个的信息应该进行邮箱验证；

所以现在如果要想进行这些验证，SpringBoot里面有默认的支持，只不过这种支持未必是最好的，在SpringBoot里面为了方便用户编写验证专门提供有一个hibernate-validation.jar工具包是由hibernate开发框架提供的。

|  |  |  |
| --- | --- | --- |
| 验证注解 | | |
| **No.** | **注解** | **描述** |
| 1 | @Null | 被注释的元素必须为null |
| 2 | @NotNull | 被注释的元素不为null |
| 3 | @AssertTure | 被注释的元素必须为true |
| 4 | @AssertFalse | 被注释的元素必须为false |
| 5 | @Min(value) | 被注释的元素必须是一个数字，其值必须大于等于指定的最小值 |
| 6 | @Max(value) | 被注释的元素必须是一个数字，其值必须小于等于指定的最大值 |
| 7 | @DecimalMin(value) | 被注释的元素必须是一个数字，其值必须大于等于指定的最小值 |
| 8 | @DecimalMax(value) | 被注释的元素必须是一个数字，其值必须小于等于指定的最大值 |
| 9 | @Size(max=,min=) | 被注释的元素必须是一个数字，其值大小必须在指定的范围内 |
| 10 | @Digtis(integer,fraction) | 被注释的元素必须是一个数字，其值必须在可接受的范围内 |
| 11 | @Past | 被注释的元素必须是一个过去的日期 |
| 12 | @Future | 被注释的元素必须是一个将来的日期 |
| 13 | @Pattern(regex=,flag=) | 被注释的元素必须符合指定的正则表达式 |
| 14 | @NotBlank(message=) | 被注释的元素验证字符串非null，且长度必须大于0 |
| 15 | @Email | 被注释的元素必须是电子邮箱地址 |
| 16 | @Length(min=,max=) | 被注释的字符串的大小必须在指定的范围内 |
| 17 | @NotEmpty | 被注释的字符串必须非空 |
| 18 | @Range(min=,max=,message=) | 被注释的元素必须在合适的范围内 |

1. 如果要想进行验证，那么首先要解决的问题就必须是错误的提示信息问题，而在SpringBoot里面对于错误信息的保存，都要求其保存在ValidationMessages.properties文件，在“src/main/resources”目录中建立此文件；

|  |
| --- |
| member.mid.notnull.error=用户名不允许为空！ member.mid.email.error=用户名的注册必须输入正确的邮箱！ member.mid.length.error=用户名的格式错误！ member.age.notnull.error=年龄不允许为空 member.age.digits.error=年龄必须是合法数字！ member.salary.notnull.error=工资不允许为空！ member.salary.digits.error=工资必须是合法数字！ member.birthday.notnull.error=生日不允许为空！ |

提示：你一个表单就需要编写这么多的配置项，那么如果要有几百个表单呢？这样的配置项太可怕了，所以最好的数据检测还是利用拦截器处理最合适。

1. 修改Member.java程序类追加验证的处理方式：

|  |
| --- |
| package com.kuhnwei.advance.domain; import org.hibernate.validator.constraints.Email; import javax.validation.constraints.Digits; import javax.validation.constraints.NotNull; import java.io.Serializable; import java.util.Date;public class Member implements Serializable {  @NotNull(message = "{member.mid.notnull.error}")  @Email(message = "{member.mid.email.error}")  private String mid;  @NotNull(message = "member.age.notnull.error")  @Digits(integer = 3,fraction = 0,message = "{member.age.digits.error}")  private Integer age;  @NotNull(message = "{member.salary.notnull.error}")  @Digits(integer = 20,fraction = 2,message = "{member.salary.digits.error}")  private Double salary;  @NotNull(message = "{member.birthday.notnull.error}")  private Date birthday; } |

1. 修改MemberController类中的add()方法来观察错误信息的显示：

|  |
| --- |
| @RequestMapping(value = "/add", method = RequestMethod.*POST*) @ResponseBody public Object add(@Valid Member vo, BindingResult result) {  // 现在表示执行的验证出现错误  if (result.hasErrors()) {  // 获取全部错误信息  Iterator<ObjectError> iterator = result.getAllErrors().iterator();  while(iterator.hasNext()) {  // 取出每一个错误  ObjectError error = iterator.next();  System.*out*.println("【错误信息】code = " + error.getCode() + ", message = " + error.getDefaultMessage());  }  return result.getAllErrors();  } else {  return vo;  } } |

对于此类的验证大家理解即可，不需要将其作为重点，但是需要清楚，默认情况下SpringBoot提供的数据验证需要通过注解以及一系列的资源文件进行定义后才可以使用，而且所有的错误都必须用户自己来处理，这一点的设计不如直接编写具体的反射拦截器方便。

## 处理错误页

错误页绝对是所有的WEB项目之中必须具有的一项信息显示处理，但是在传统的WEB项目开发过程之中，错误页都是在web.xml文件之中进行配置的，不过遗憾的是SpringBoot之中并不存在有web.xml配置文件这一项，那么如果要想进行错误页的处理，最好的做法是需要根据每一个错误代码创建一个属于自己的错误显示页。

1. 所有的错误页都是普通的静态文件，那么建议在“src/main/resources/static”目录下创建几个常见的错误页（常见的错误的HTTP返回编码：404、500、400）
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1. 添加一个错误页的配置类，在启动类中编写一个错误页的配置项；

|  |
| --- |
| package com.kuhnwei.advance.config; import org.springframework.boot.context.embedded.ConfigurableEmbeddedServletContainer; import org.springframework.boot.context.embedded.EmbeddedServletContainerCustomizer; import org.springframework.boot.web.servlet.ErrorPage; import org.springframework.context.annotation.Bean; import org.springframework.context.annotation.Configuration; import org.springframework.http.HttpStatus;@Configuration public class ErrorPageConfig {  @Bean  public EmbeddedServletContainerCustomizer containerCustomizer() {  return new EmbeddedServletContainerCustomizer() {  @Override  public void customize(ConfigurableEmbeddedServletContainer container) {  ErrorPage errorPage400 = new ErrorPage(HttpStatus.*BAD\_REQUEST*, "/error-400.html");  ErrorPage errorPage404 = new ErrorPage(HttpStatus.*NOT\_FOUND*, "/error-404.html");  ErrorPage errorPage500 = new ErrorPage(HttpStatus.*INTERNAL\_SERVER\_ERROR*, "/error-500.html");  container.addErrorPages(errorPage400, errorPage404, errorPage500);  }  };  } } |

那么此时只要出现了错误，就会找到相应的http状态码，而后跳转到指定的错误路径上进行显示。

## 全局异常

下面首先来观察一个程序代码，例如：现在建立一个控制器，而后这个控制器自己抛出一个异常。

|  |
| --- |
| @RequestMapping(value = "/get") @ResponseBody public String get() {  System.*out*.println("除法计算：" + (10 / 0));  return "hello world"; } |

如果此时配置有错误页，那么这个时候错误会统一跳转到500所在的路径上进行错误的显示，但是如果说现在希望能够显示出错误更加详细的内容呢？

所以这个时候可以单独定义一个页面进行错误的信息显示处理，而这个页面，可以定义在“src/main/templates/error.html”，这个页面里面要求可以输出一些信息；

1. 定义一个全局的异常处理类；

|  |
| --- |
| package com.kuhnwei.advance.handler; import org.springframework.web.bind.annotation.ControllerAdvice; import org.springframework.web.bind.annotation.ExceptionHandler; import org.springframework.web.servlet.ModelAndView; import javax.servlet.http.HttpServletRequest; // 作为一个控制层的切面处理 @ControllerAdvice public class GlobalExceptionHandler {  // 定义错误显示页 error.html  public static final String *DEFAULT\_ERROR\_VIEW* = "error";  // 所有的异常都是Exception的子类  @ExceptionHandler(Exception.class)  public ModelAndView defaultErrorHandler(HttpServletRequest request, Exception e) {  // 出现异常之后会跳转到此方法  //设置跳转路径  ModelAndView mav = new ModelAndView(*DEFAULT\_ERROR\_VIEW*);  // 将异常对象传递过去  mav.addObject("exception", e);  // 获得请求的路径  mav.addObject("url", request.getRequestURL());  return mav;  } } |

1. 定义error.html页面：

|  |
| --- |
| <!DOCTYPE html> <html lang="en" xmlns:th="http://www.w3.org/1999/xhtml"> <head>  <meta charset="UTF-8"/>  <title>SpringBoot模板渲染</title> </head> <body>  <p th:text="${url}"/>  <p th:text="${exception.message}"/> </body> </html> |

对于全局异常信息显示除了采用以上的跳转处理方式之外，也可以做得简单一些，使用rest进行显示。

范例：修改全局异常处理类

|  |
| --- |
| package com.kuhnwei.advance.handler; import org.springframework.web.bind.annotation.ExceptionHandler; import org.springframework.web.bind.annotation.RestControllerAdvice; import org.springframework.web.servlet.ModelAndView; import javax.servlet.http.HttpServletRequest;// 作为一个控制层的切面处理 @RestControllerAdvice public class GlobalExceptionHandler {  // 定义错误显示页 error.html  public static final String *DEFAULT\_ERROR\_VIEW* = "error";  // 所有的异常都是Exception的子类  @ExceptionHandler(Exception.class)  public Object defaultErrorHandler(HttpServletRequest request, Exception e) {  class ErrorInfo {  private Integer code;  private String message;  private String url;  public Integer getCode() {  return code;  }  public void setCode(Integer code) {  this.code = code;  }  public String getMessage() {  return message;  }  public void setMessage(String message) {  this.message = message;  }  public String getUrl() {  return url;  }  public void setUrl(String url) {  this.url = url;  }  }  ErrorInfo info = new ErrorInfo();  // 标记一个错误信息类型  info.setCode(100);  info.setMessage(e.getMessage());  info.setUrl(request.getRequestURL().toString());  return info;  } } |

如果现在要想把异常的信息显示的更加华丽一些（不是面对所有用户），那么最好的做法就是使用全局异常处理的方式完成。

# 模板1

## 模板1.1

后续还有 SpringBoot整合mybatis、redis、shiro、mq等内容 …