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**Постановка задачи:**

Разработать шаблонный класс множество (MySet) на базе шаблонного класса вектор (MyVector) для выполнения операций над множествами (+, -, \*, +=, -=, \*=, ==) и функцию main() для его тестирования.

Класс вектор должен быть динамическим массивом, размер которого может автоматически изменяться (увеличиваться или уменьшаться) в процессе выполнения программы. Добавление элементов производится в конец вектора.

Для ускорения выполнения операций над множествами вектор, используемый классом множество, должен быть отсортирован (сортировку достаточно делать только при добавлении элемента в множество). Для поиска элементов множества следует использовать метод половинного деления.

Методы add\_element() и delete\_element() производного класса MySet переопределяют одноименные методы базового класса MyVector, а остальные элементы класса MyVector наследуются классом MySet.

**Разработка алгоритма:**

**Библиотека containers**

**Класс MyVector<T> -**

int max\_size - максимально возможное количество элементов в массиве

int size - текущее количество элементов в массиве

T\* pdata - указатель на начало массива данных

void resize - изменяет размер массива в зависимости от текущего количества элементов

MyVector - конструктор по умолчанию, инициализирует вектор с начальными значениями

MyVector(T el, int max\_size = MAX\_SIZE) - конструктор, инициализирует вектор одним элементом или пустым

MyVector(const MyVector &v) - конструктор копирования, копирует данные из другого вектора

~MyVector - деструктор, очищает выделенную память

void add\_element(T el) - добавляет элемент в конец вектора

bool delete\_element(int i) - удаляет элемент по заданному индексу

T& operator[](int i) const - предоставляет доступ к элементу по индексу

void sort - сортирует элементы вектора

int get\_size - возвращает текущее количество элементов

int get\_max\_size - возвращает максимально возможное количество элементов

int find(T el) const - поиск элемента, возвращает индекс или -1 если не найден

MyVector& operator=(const MyVector &v) - оператор присваивания, копирует элементы из другого вектора

std::ostream& operator<<(std::ostream &out, const MyVector &v) - оператор вывода вектора в поток

**Класс MySet<T> (наследуется от MyVector<T>) -**

int q\_find(const T &el) - выполняет бинарный поиск элемента, возвращает его индекс или -1

MySet(const T &el) - конструктор, инициализирует множество одним элементом

MySet() - конструктор по умолчанию

bool operator==(MySet &s) - сравнивает множества на равенство

MySet& operator+=(MySet &s) - добавляет элементы из другого множества

MySet& operator-=(MySet &s) - удаляет элементы, совпадающие с элементами другого множества

MySet& operator\*=(MySet &s) - пересекает множества

void add\_element(const T &el) - добавляет элемент, если он отсутствует

void delete\_element(const T &el) - удаляет элемент

bool is\_element(const T &el) - проверяет наличие элемента

std::ostream& operator<<(std::ostream &out, const MySet &s) - оператор вывода множества в поток

MySet operator+(const MySet &s1, const MySet &s2) - объединение множеств

MySet operator-(const MySet &s1, const MySet &s2) - разность множеств

MySet operator\*(const MySet &s1, const MySet &s2) - пересечение множеств

MySet& operator=(const MySet &el) - оператор присваивания, копирует множество

**Текст программы:**

**MyVector.h**

#pragma once

#include <iostream>

#include <cstring>

const int MAX\_SIZE = 4;

template <typename T>

class MyVector

{

protected:

    int max\_size;

    int size;

    T \*pdata;

    void resize()

    {

        if (size >= max\_size)

        {

            max\_size \*= 2;

        }

        else if (size < max\_size / 4 && max\_size / 2 >= 8)

        {

            max\_size /= 2;

        }

        else

        {

            return;

        }

        T \*newData = new T[max\_size];

        for (size\_t i = 0; i < size; i++)

        {

            newData[i] = pdata[i];

        }

        delete[] pdata;

        pdata = newData;

    }

public:

    MyVector()

    {

        max\_size = MAX\_SIZE;

        size = 0;

        pdata = new T[max\_size];

    }

    MyVector(T el, int max\_size = MAX\_SIZE)

    {

        this->max\_size = max\_size;

        size = 0;

        pdata = new T[max\_size];

        if (el)

        {

            add\_element(el);

        }

    }

    MyVector(const MyVector &v)

    {

        max\_size = v.max\_size;

        size = v.size;

        pdata = new T[max\_size];

        for (size\_t i = 0; i < size; i++)

        {

            pdata[i] = v.pdata[i];

        }

    }

    ~MyVector()

    {

        delete[] pdata;

    }

    void add\_element(T el)

    {

        resize();

        pdata[size++] = el;

    }

    bool delete\_element(int i)

    {

        if (i < 0 || i >= size)

        {

            return false;

        }

        delete pdata[i];

        for (int j = i + 1; j < size; j++)

        {

            pdata[j - 1] = pdata[j];

        }

        size--;

        resize();

        return true;

    }

    T &operator[](int i) const

    {

        if (i < 0 || i >= size)

        {

            std::cout << "\nwrong index, 0 index will be returned\n";

            return pdata[0];

        }

        return pdata[i];

    }

    void sort()

    {

        for (int i = 0; i < size; i++)

        {

            for (int j = i + 1; j < size; j++)

            {

                if (pdata[i] > pdata[j])

                {

                    std::swap(pdata[i], pdata[j]);

                }

            }

        }

    }

    int get\_size() const { return size; }

    int get\_max\_size() const { return max\_size; }

    int find(T el) const

    {

        for (size\_t i = 0; i < size; i++)

        {

            if (compare(el, pdata[i]) == 0)

            {

                return i;

            }

        }

        return -1;

    }

    MyVector &operator=(const MyVector &v)

    {

        if(this == &v){return \*this;}

        delete[] pdata;

        pdata = new T[v.max\_size];

        size = 0;

        max\_size = v.max\_size;

        for (int i = 0; i < v.size; i++)

        {

            add\_element(v.pdata[i]);

        }

        return \*this;

    }

    friend std::ostream &operator<<(std::ostream &out, const MyVector &v)

    {

        out << '{';

        for (size\_t i = 0; i < v.size; i++)

        {

            out << ' ' << v[i];

        }

        out << '}' << '\n';

        return out;

    }

};

//------------------------------------------------------------------------------

template <>

MyVector<char \*>::MyVector(const MyVector &v)

{

    max\_size = v.max\_size;

    size = v.size;

    pdata = new char \*[max\_size];

    for (size\_t i = 0; i < size; i++)

    {

        pdata[i] = new char[strlen(v.pdata[i]) + 1];

        strcpy(pdata[i], v.pdata[i]);

    }

}

template <>

MyVector<char \*>::~MyVector()

{

    for (size\_t i = 0; i < size; i++)

    {

        delete[] pdata[i];

    }

    delete[] pdata;

}

template <>

void MyVector<char \*>::add\_element(char \*el)

{

    resize();

    pdata[size] = new char[strlen(el) + 1];

    strcpy(pdata[size], el);

    size++;

}

template <>

MyVector<char \*>::MyVector(char \*el, int maxsize) : pdata(nullptr), size(0), max\_size(maxsize > MAX\_SIZE ? maxsize : MAX\_SIZE)

{

    pdata = new char \*[max\_size];

    add\_element(el);

}

template <>

bool MyVector<char \*>::delete\_element(int i)

{

    if (i < 0 || i >= size)

    {

        return false;

    }

    delete[] pdata[i]; //!!!!!!!тут исправление

    for (int j = i + 1; j < size; j++)

    {

        pdata[j - 1] = pdata[j];

    }

    size--;

    resize();

    return true;

}

template <>

MyVector<char \*> &MyVector<char \*>::operator=(const MyVector &v)

{

    if(this == &v){return \*this;}

    for (int i = 0; i < size; i++)

    {

        delete[] pdata[i];

    }

    delete[] pdata;

    pdata = new char \*[v.max\_size];

    size = 0;

    max\_size = v.max\_size;

    for (int i = 0; i < v.size; i++)

    {

        add\_element(v.pdata[i]);

    }

    return \*this;

}

template <>

void MyVector<char \*>::sort()

{

    for (int i = 0; i < size; i++)

    {

        for (int j = i + 1; j < size; j++)

        {

            if (strcmp(pdata[i],pdata[j])>0)

            {

                std::swap(pdata[i], pdata[j]);

            }

        }

    }

}

**MySet.h**

#include <iostream>

#include "myvector.h"

template <typename T>

class MySet : public MyVector<T>

{

private:

  int q\_find(const T &el)

  {

    size\_t left = 0, right = this->size;

    while (left < right)

    {

      size\_t mid = left + (right - left) / 2;

      if (this->pdata[mid] < el)

      {

        left = mid + 1;

      }

      else if (this->pdata[mid] > el)

      {

        right = mid;

      }

      else

      {

        return mid;

      }

    }

    return -1;

  }

public:

  using MyVector<T>::max\_size;

  using MyVector<T>::size;

  using MyVector<T>::pdata;

  MySet(const T &el) : MyVector<T>(el) {}

  MySet() : MyVector<T>() {}

  bool operator==(MySet &s)

  {

    if (size != s.size)

    {

      return false;

    }

    for (size\_t i = 0; i < size; i++)

    {

      if (pdata[i] != s.pdata[i])

      {

        return false;

      }

    }

    return true;

  }

  MySet &operator+=(MySet &s)

  {

    \*this = \*this + s;

    return \*this;

  }

  MySet &operator-=(MySet &s)

  {

    \*this = \*this - s;

    return \*this;

  }

  MySet &operator\*=(MySet &s)

  {

    \*this = \*this \* s;

    return \*this;

  }

  void add\_element(const T &el)

  {

    if (is\_element(el))

    {

      return;

    }

    this->resize();

    size++;

    int ind = 0;

    while ((ind < size - 1) && (pdata[ind] < el))

    {

      ind++;

    }

    for (int i = size - 1; i > ind; i--)

    {

      pdata[i] = pdata[i - 1];

    }

    pdata[ind] = el;

  }

  void delete\_element(const T &el)

  {

    int index = q\_find(el);

    if (index == -1)

    {

      return;

    }

    delete pdata[index];

    for (size\_t i = index; i < this->size; i++)

    {

      pdata[i] = pdata[i + 1];

    }

    this->size--;

    pdata[size] = nullptr;

  }

  bool is\_element(const T &el)

  {

    return q\_find(el) != -1;

  }

  friend std::ostream &operator<<(std::ostream &out, const MySet &s)

  {

    out << '{';

    for (size\_t i = 0; i < s.get\_size(); i++)

    {

      out << ' ' << s[i];

    }

    out << '}' << std::endl;

    return out;

  }

  friend MySet operator+(const MySet &s1, const MySet &s2)

  {

    MySet s3(s1);

    for (size\_t i = 0; i < s2.get\_size(); i++)

    {

      if (!s3.is\_element(s2[i]))

      {

        s3.add\_element(s2[i]);

      }

    }

    return s3;

  }

  friend MySet operator-(const MySet &s1, const MySet &s2)

  {

    MySet s3(s1);

    for (size\_t i = 0; i < s2.get\_size(); i++)

    {

      if (s3.is\_element(s2[i]))

      {

        s3.delete\_element(s2[i]);

      }

    }

    return s3;

  }

  friend MySet operator\*(const MySet &s1, const MySet &s2)

  {

    MySet s3(s1);

    for (size\_t i = 0; i < s2.get\_size(); i++)

    {

      if (!s3.is\_element(s2[i]))

      {

        s3.delete\_element(s2[i]);

      }

    }

    return s3;

  }

  MySet &operator=(const MySet &el)

  {

    delete[] pdata;

    pdata = new T[el.max\_size];

    size = 0;

    max\_size = el.max\_size;

    for (int i = 0; i < el.size; i++)

    {

      add\_element(el.pdata[i]);

    }

    return \*this;

  }

};

//--------------------------------------------------------------------------

template <>

int MySet<char \*>::q\_find(char \*const &el)

{

  size\_t left = 0, right = this->size;

  while (left < right)

  {

    size\_t mid = left + (right - left) / 2;

    if (strcmp(this->pdata[mid], el) < 0)

    {

      left = mid + 1;

    }

    else if (strcmp(this->pdata[mid], el) > 0)

    {

      right = mid;

    }

    else

    {

      return mid;

    }

  }

  return -1;

}

template <>

void MySet<char \*>::add\_element(char \*const &el)

{

  if (is\_element(el))

  {

    return;

  }

  this->resize();

  size++;

  int ind = 0;

  while ((ind < size - 1) && (strcmp(pdata[ind], el) < 0))

  {

    ind++;

  }

  for (int i = size - 1; i > ind; i--)

  {

    pdata[i] = pdata[i - 1];

  }

  pdata[ind] = new char[strlen(el) + 1];

  strcpy(pdata[ind], el);

}

template <>

void MySet<char \*>::delete\_element(char \*const &el)

{

  int index = q\_find(el);

  if (index == -1)

  {

    return;

  }

  delete[] pdata[index];

  for (size\_t i = index; i < this->size; i++)

  {

    pdata[i] = pdata[i + 1];

  }

  this->size--;

  pdata[size] = nullptr;

}

template <>

bool MySet<char \*>::operator==(MySet &s)

{

  if (this->size != s.size)

  {

    return false;

  }

  for (size\_t i = 0; i < this->size; i++)

  {

    if (strcmp(this->pdata[i], s.pdata[i]) != 0)

    {

      return false;

    }

  }

  return true;

}

В срр файлах просто заинклюжены заголовочные файлы

**Main.cpp**

#include <iostream>

#include "containers/myvector.h"

#include "containers/myset.h"

int main()

{

    system("chcp 65001");

    MyVector<char \*> v((char\*)"Hello!");

    v.add\_element("Привет!");

    v.add\_element("Привет!");

    v.add\_element("Привет!");

    v.add\_element("Привет!");

    v.add\_element("Привет!");

    std::cout << "Вектор v: " << v << std::endl;

    v.add\_element("Привет!");

    v.add\_element("Привет!");

    v.add\_element("Привет!");

    std::cout << "Вектор v: " << v << std::endl;

    MyVector<char \*> v1 = v;

    std::cout << "Вектор v1: " << v1 << std::endl;

    for (int i = 0; i < v1.get\_size()-1; i++)

        v1.delete\_element(0);

    std::cout << "Вектор v1: " << v1 << std::endl;

    MySet<char \*> s("Yes"), s1, s2;

    s.add\_element("Привет!");

    s.add\_element("No");

    char \*str = "Hello!";

    s.add\_element(str);

    std::cout << "Множество s: " << s << std::endl;

    s1.add\_element("Cat");

    s1.add\_element("No");

    s1.add\_element("Привет!");

    std::cout << "Множество s1: " << s1 << std::endl;

    s2 = s1 - s;

    std::cout << "Множество s2=s1-s: " << s2 << std::endl;

    std::cout << "Множество s1: " << s1 << std::endl;

    std::cout << "Множество s: " << s << std::endl;

    s2 = s - s1;

    std::cout << "Множество s2=s-s1: " << s2 << std::endl;

    std::cout << "Множество s1: " << s1 << std::endl;

    std::cout << "Множество s: " << s << std::endl;

    s2 = s1 + s;

    std::cout << "Множество s2=s1+s: " << s2 << std::endl;

    std::cout << "Множество s1: " << s1 << std::endl;

    std::cout << "Множество s: " << s << std::endl;

    s2 = s1 \* s;

    std::cout << "Множество s2=s1\*s: " << s2 << std::endl;

    std::cout << "Множество s1: " << s1 << std::endl;

    std::cout << "Множество s: " << s << std::endl;

    MySet<char \*> s3 = s2;

    std::cout << "Множество s3=s2: " << s3 << std::endl;

    if (s3 == s2)

        std::cout << "Множество s3=s2\n";

    else

        std::cout << "Множество s3!=s2\n";

    if (s3 == s1)

        std::cout << "Множество s3=s1\n";

    else

        std::cout << "Множество s3!=s1\n";

    if (s1 == s3)

        std::cout << "Множество s1=s3\n";

    else

        std::cout << "Множество s1!=s3\n";

    MySet<int> s4;

    s4.add\_element(5);

    s4.add\_element(2);

    std::cout<<s4;

    return 0;

}

**CMakeLists.txt**

cmake\_minimum\_required(VERSION 3.23)

set(project "lab5")

project(${project})

set(CMAKE\_CXX\_STANDARD 17)

set(${project}\_SOURCES

        main.cpp)

add\_subdirectory(containers)

set(${project}\_SOURCE\_LIST

        ${${project}\_SOURCES})

add\_executable(${project}

        ${${project}\_SOURCE\_LIST})

target\_link\_libraries(${project} containers)

cmake\_minimum\_required(VERSION 3.23)

set(project "containers")

project(${project})

set(CMAKE\_CXX\_STANDARD 17)

set(${project}\_SOURCES

        myset.cpp myvector.cpp)

set(${project}\_HEADERS

        myset.h myvector.h)

set(${project}\_SOURCE\_LIST

        ${${project}\_SOURCES}

        ${${project}\_HEADERS})

add\_library(${project}

        STATIC

        ${${project}\_SOURCE\_LIST})

**Анализ результатов**

![](data:image/png;base64,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)