**Supporting Information Appendix S1**

#R code for simulating multi-fate nest data with fixed-effects covariates

require(jagsUI)

#define simulation function with the following arguments:

#n.marked = # nests entering study

#ni = number of iterations for MCMC chains

#nb = number burnin for MCMC chains

#nt = thinning rate for MCMC chains

#nc = number of parallel MCMC chains to run

nest.fate.fn.fixedeffs <- function(n.marked = 200, ni = 3000, nb = 1000, nt = 1, nc = 3){

#set nest initiation dates

#most nests initiated around day 32 - drawn from binomial dist

init <- c(1:n.marked)

for(i in 1:length(init)){

init[i] <- rnbinom(1,84,32)

}

n.occasions <- 120 #length of breeding season in days

#define intercepts and covariate effects

alpha.p <- -4.2 #predation intercept

alpha.a <- -8.3 #abandonment intercept

alpha.f <- -6.4 #flooding intercept

beta.p.ex <- -2.1 #exclosure effect on predation

beta.p.veg <- -1.0 #vegetation effect on predation

beta.a.ex <- 1.8 #exclosure effect on abandonment

beta.a.init <- -1.2 #nest init. date on abandonment

#assign 16% of nests to the mod-high veg category

veg.vec <- rep(rbinom(n.marked, 1, 0.16))

#randomly assign 1/2 nests to be exclosed

exclose.nest <- rep(rbinom(n.marked,1,0.5))

#initialize empty exclosure matrix

ex <- matrix(0,ncol=n.occasions, nrow=n.marked)

#fill in exclosure matrix with variable age at exclosure

for(i in 1:n.marked){

ex[i,(init[i] + 4 + sample(1:4,1)):n.occasions]<-exclose.nest[i]

}

#scale nest initiation date

init.sc <- as.numeric(scale(init))

#prepare fate matrices and linear predictors

#empty fate probability matrices:

pred <- matrix(0, ncol = n.occasions, nrow = n.marked)

aban <- matrix(0, ncol = n.occasions, nrow = n.marked)

flood <- matrix(0, ncol = n.occasions, nrow = n.marked)

surv <- matrix(0, ncol = n.occasions, nrow = n.marked)

#linear predictors (Equation 2)

#predation

ctp <- exp(alpha.p + beta.p.ex\*ex + beta.p.veg\*veg.vec)

#abandonment

cta <- exp(alpha.a + beta.a.ex\*ex + beta.a.init\*init.sc)

#flooding

ctf <- exp(alpha.f)

#survival

cts <- 1

#denominator of Equation 3

den <- ctp + cta + cts + ctf

#daily survival probability

survp<-cts/den

#fill in fate matrices with daily fate probabilities

pred <- ((ctp/den)/(1-survp)\*(1-survp))

aban <- ((cta/den)/(1-survp)\*(1-survp))

flood <- ((ctf/den)/(1-survp)\*(1-survp))

surv <- survp #daily survival probability

#work probabilities into 3-dimensional array to be used

#in drawing daily fates for each nest

PHI <- array(NA, dim = c(n.marked,n.occasions,4))

PHI[,,1] <- surv

PHI[,,2] <- pred

PHI[,,3] <- flood

PHI[,,4] <- aban

#nests hatch if they survive to day 34

hatch <- 34

#initialize empty matrix of daily nest fates

Fate.mat <- matrix(0, ncol=n.occasions, nrow=n.marked)

#create vector to keep track of final nest fates

final.fate <- rep(0,n.marked)

#Fill in fate matrix

for(i in 1:n.marked){

#all nests are alive (status == 1) on nest intiation date

Fate.mat[i,init[i]] <- 1

if (init[i] == n.occasions) next

for(t in (init[i]+1):n.occasions){

#draw fate from multinomial distribution

status <- which(rmultinom(1,1,PHI[i,t-1,])== 1)

Fate.mat[i,t]<-status

#terminate nest fate history and move to next nest

#if nest fails

if (status == 2) break #predation

if (status == 3) break #flood

if (status == 4) break #abandonment

if (t-(init[i]-1) == hatch) break #allow nests to hatch

}#t

final.fate[i]<-max(Fate.mat[i,])

}#i

###observation process: probability of discovering a nest, and ##checking every other day on average###

disc <- 0.97 #probability of discovering an active nest

freq <- 0.5 #check every other day on average

p <- disc\*freq #average daily probability of discovering a nest

#initialize empty encounter history

encounter.history <- matrix(0, ncol = n.occasions, nrow = n.marked)

discovery.date <- rep(NA, n.marked)

last.check <- rep(NA, n.marked)

#discover nests

for(i in 1:n.marked){

for(t in (init[i]):n.occasions){

#only active nests can be discovered

if (Fate.mat[i,t] == 1)

{encounter.history[i,t] <- rbinom(1,1,p)}

#known nests are not subject to discovery probability

if (encounter.history[i,t] == 1) break

}#t

#record discovery dates in vector

#undiscovered nests assigned a "discovery date" as last day of #season to avoid warnings

if (sum(encounter.history[i,]) > 0) discovery.date[i] <-which(encounter.history[i,] == 1)

else discovery.date[i] <- n.occasions

}#i

#fill in remaining encounter history

for(i in 1:n.marked){

for(t in (discovery.date[i]):n.occasions){

if (discovery.date[i] == n.occasions) break

if (Fate.mat[i,t] == 1) encounter.history[i,t] <- rbinom(1,1,freq)

}#t

#deal with nests never encountered to avoid warnings

if (sum(encounter.history[i,]) == 0)

{final.fate[i] <- 0

last.check[i] <- 1}

else

#record final nest fate 0-2 days after it happens

{last.check[i]<-(max(which(encounter.history[i,] > 0)) + sample(0:2,1)) }

if (last.check[i] > n.occasions)

last.check[i] <- n.occasions

encounter.history[i,last.check[i]] <- final.fate[i]

}#i

#rearrange data into vectorized format with covariates

fate.vec <- c(t(encounter.history)) #vector of observed fates

exclose.vec <- c(t(ex)) #vector of exclosure status

veg.vec <- rep(veg.vec, each = n.occasions) #vegetation

init.vec <- rep(init.sc, each = n.occasions) #nest init. date

#vector of season dates

days <- rep(1:n.occasions, n.marked)

nestID <- rep(c(1:n.marked), each = n.occasions)

site.vec <- c(t(site)) #site ID vector

#combine fate histories and covariates into data frame

nestdata <- as.data.frame(cbind(fate.vec, days, nestID, exclose.vec, veg.vec, init.vec))

#remove dates for which nests were not checked

#(recoreded as fate = 0)

nestdata=nestdata[nestdata$fate.vec!=0,]

#calculate exposure days

expose<-rep(NA, length(nestdata$nestID))

for(i in 2:length(nestdata$nestID)){

if (nestdata$nestID[i] == nestdata$nestID[i-1]) {expose[i] <- (nestdata$days[i] - nestdata$days[i-1])}

else {expose[i] <- NA}

}

#bind exposure days to data and remove first encounters

nestdata$expose <- expose

nestdata <- nestdata[!(is.na(nestdata$expose)),]

#extract and define nest fate matrix

n <- length(nestdata$expose)

Surv <- rep(0,n)

Aban <- rep(0,n)

Pred <- rep(0,n)

Flood <- rep(0,n)

for (i in 1:n){

Surv[i][nestdata$fate.vec[i] == 1] <- 1

Aban[i][nestdata$fate.vec[i] == 4] <- 1

Pred[i][nestdata$fate.vec[i] == 2] <- 1

Flood[i][nestdata$fate.vec[i] == 3] <- 1

}

Fate<-cbind(Surv, Aban, Pred, Flood)

#bundle data for analysis in JAGS

win.data <- list(ex = nestdata$exclose.vec, n = n, interval = nestdata$expose, Fate = Fate, veg = nestdata$veg.vec, init = nestdata$init.vec)

#define function to draw initial values for MCMC chains

inits <- function() {list(

alpha.p = rnorm(1, 0, 1), alpha.a = rnorm(1, 0, 1), alpha.f = rnorm(1,0,1), beta.a.ex = rnorm(1, 0, 1), beta.p.ex = rnorm(1,0,1,), beta.p.veg = rnorm(1,0,1), beta.a.init = rnorm(1,0,1))}

#list of parameters to be monitored

parameters <- c("alpha.p", "alpha.a", "alpha.f", "beta.a.ex", "beta.a.init", "beta.p.ex", "beta.p.veg")

#run JAGS

out <- jags(win.data, inits, parameters, "basic\_model.txt", n.thin = nt, n.chains = nc, n.burnin = nb, n.iter = ni, parallel = TRUE)

#extract and store estimated values

output <- list(out = out, aban = sum(Aban), pred = sum(Pred), flood = sum(Flood))

return(output)

} #function end

#simulations

#initiate vectors to store output results

n.sims <- 1000 #number of simulations to run

alpha.a.vec2 <- rep(NA, n.sims)

alpha.p.vec2 <- rep(NA, n.sims)

alpha.f.vec2 <- rep(NA, n.sims)

beta.a.ex.vec2 <- rep(NA, n.sims)

beta.a.init.vec2 <- rep(NA, n.sims)

beta.p.ex.vec2 <- rep(NA, n.sims)

beta.p.veg.vec2 <- rep(NA, n.sims)

aban.count2 <- rep(NA, n.sims)

pred.count2 <- rep(NA, n.sims)

flood.count2 <- rep(NA, n.sims)

#initiate simulation (runtime ~ 8.5 min per simulation or 141

# hrs total runtime on an Intel Xeon E5-1650 v3 processor with

# 32 GB RAM)

for (i in 1: n.sims){

sim2 <- nest.fate.fn.fixedeffs(n.marked = 400, ni = 5000, nb = 2000)

alpha.a.vec2[i] <- sim2$out$mean$alpha.a

alpha.p.vec2[i] <- sim2$out$mean$alpha.p

alpha.f.vec2[i] <- sim2$out$mean$alpha.f

beta.p.ex.vec2[i] <-sim2$out$mean$beta.p.ex

beta.p.veg.vec2[i] <- sim2$out$mean$beta.p.veg

beta.a.ex.vec2[i] <- sim2$out$mean$beta.a.ex

beta.a.init.vec2[i] <- sim2$out$mean$beta.a.init

aban.count2[i] <- sim2$aban

pred.count2[i] <- sim2$pred

flood.count2[i] <- sim2$flood

cat("Finished",i,"of", n.sims,"runs")

}

**Supporting Information Appendix S2**

BUGS code of multinomial nest survival model, used to analyze data simulated in Appendix A

model{

# Priors for predation sources of mortality

alpha.p ~ dnorm(0,0.001) #intercept

beta.p.ex ~ dnorm(0, 0.001) #exclosure slope

beta.p.veg ~ dnorm(0, 0.001) #vegetation slope

#priors for abandonment

alpha.a ~ dnorm(0,0.001) #intercept

beta.a.ex ~ dnorm(0,0.001) #exclosure slope

beta.a.init ~ dnorm(0, 0.001) #nest initiation date slope

#priors for flooding

alpha.f ~ dnorm(0,0.001) #intercept

# Likelihood

for (i in 1:n) {

#linear predictors (Equation 2)

#flooding

ctf[i] <- exp(alpha.f)

#predation

ctp[i] <- exp(alpha.p + beta.p.ex\*ex[i] + beta.p.veg\*veg[i])

#abandonment

cta[i] <- exp(alpha.a + beta.a.ex\*ex[i] + beta.a.init\*init[i])

#survival

cts[i] <- 1

#Equation 3 denominator

den[i] <- ctf[i] + ctp[i] + cta[i] + cts[i]

#Equation 3 daily survival probability

survp[i] <- cts[i]/den[i]

#interval probabilities of nest loss (Equation 4)

#flooding

p[i,4] <- ((ctf[i]/(den[i]))/(1 - survp[i]))\*(1 - pow(survp[i], interval[i]))

#abandonment

p[i,2] <- ((cta[i]/(den[i]))/(1 - survp[i]))\*(1 - pow(survp[i], interval[i]))

#flooding

p[i,3] <- ((ctp[i]/(den[i]))/(1 - survp[i]))\*(1-pow(survp[i], interval[i]))

#interval survival probability

p[i,1] <- pow(survp[i], interval[i])

Fate[i,1:4] ~ dmulti(p[i,] , 1 )

}

}

**Supporting Information Appendix S3**

R code for analysis of real data set with Bayesian indicator variable model selection

##read in nest data, which contains one row per observation per #nest and the following columns:##

#Nest.ID : factor with unique codes for each nest

#Interval: length of nest check (exposure) interval

#Status: nest status at each nest check. 1 = active, 2 = #depredated, 3 = flooded, 4 = abandoned, 5 = unknown cause #of failure

#Veg.Cover: numeric column with cover categories 0-3

#Habitat: factor column with habitat types

#Exclosed: numeric column with 0 = no exclosure and 1 = #exclosure

#Nest.Initiation: numeric column with Julian day of nest #initiation

nestdata <- read.csv("allTheData.csv")

#remove date of discovery from each nest

#IMPORTANT: this method requires that the data be sorted

#by nest and then by date

#equals vector: is the previous observation of the same nest?

equals <- rep(NA, length(nestdata$Nest.ID))

for(i in 2:length(nestdata$Nest.ID)){

equals[i] <- nestdata$Nest.ID[i] == nestdata$Nest.ID[i-1]

}

equals[1] <- FALSE

nestdata$equals <- equals

nestdata <- subset(nestdata, equals=="TRUE")

#define fate matrix

n <- length(nestdata$Interval)

Surv <- rep(0, n)

Aban <- rep(0, n)

Flood <- rep(0, n)

Pred <- rep(0, n)

for (i in 1:n){

Surv[i][nestdata$Status[i] == 1 | nestdata$Status[i] == 6] <- 1

Aban[i][nestdata$Status[i] == 4] <- 1

Pred[i][nestdata$Status[i] == 2] <- 1

Flood[i][nestdata$Status[i] == 3] <- 1

}

Fate <- cbind(Surv, Aban, Pred, Flood)

#change other/unknown fates from row of 0s(which causes JAGS to #crash) to NAs

for (i in 1:length(Fate[,1])){

if (sum(Fate[i,]) == 0) {Fate[i,] <- NA}

}

#reduce vegetation cover categories from 4 levels to 3

veg.cover.low <- rep(0, n) #1-20% vegetation cover

veg.cover.mod <- rep(0, n) #> 20% vegetation cover

for (i in 1:n){

veg.cover.low[i][nestdata$Veg.Cover[i] == 1] <- 1

veg.cover.mod[i][nestdata$ Veg.Cover[i] == 2 | nestdata$Veg.Cover[i] == 3] <- 1

}

#define habitat covariate codes

#lump rare interior habitats with Dune

nestdata$Habitat[nestdata$Habitat == "Blowout" | nestdata$Habitat == "Dry bayside flats"] <- "Dune"

dune <- rep(0, n)

overwash <- rep(0, n)

dune[][nestdata$Habitat[] == "Dune"] <- 1

overwash[][nestdata$Habitat[] == "Overwash"] <- 1

#create BUGS text file

sink("BUGS\_model\_subset\_select.txt ")

cat("

model {

#HyperPriors

for (i in 1:nSite){

eta.p.s[i] ~ dnorm(0, tau.p) #site effect for predation

eta.a.s[i] ~ dnorm(0, tau.a) #site effect for abandonment

eta.f.s[i] ~ dnorm(0, tau.f) #site effect flooding

}

#Precision hyperparameters

tau.p <- 1/(pow(sigma.p,2)) #predation

tau.a <- 1/(pow(sigma.a,2)) #abandonment

tau.f <- 1/(pow(sigma.f,2)) #flooding

#Standard Deviation hyperparameters

sigma.p ~ dunif(0,50)

sigma.a ~ dunif(0,50)

sigma.f ~ dunif(0,50)

#Model Priors for total model variance

tau.V ~ dgamma(3.29, 7.8)

#number of parameters entering model (sum of inclusion #variables)

K <- (w.p.ex

+ w.p.veg

+ w.a.hab

+ w.a.ex

+ w.a.init

)

#total model variance

tau.model <- tau.V\*K

# Priors for predation sources of mortality

alpha.p ~ dnorm(0, 0.001) #intercept

beta.p.ex ~ dnorm(0, tau.model) #exclosure slope

beta.p.lowveg ~ dnorm(0, tau.model) #veg slope 1

beta.p.modveg ~ dnorm(0, tau.model) #veg slope 2

#Priors for predation inclusion variables

w.p.ex ~ dbern(0.5) #exclosure slope

w.p.veg ~ dbern(0.5) #vegetation slopes

#priors for abandonment

alpha.a ~ dnorm(0, 0.001) #intercept

beta.a.ex ~ dnorm(0, tau.model) #exclosure slope

beta.a.init ~ dnorm(0, tau.model) #init. date

beta.a.dune ~ dnorm(0, tau.model) #habitat - dune

beta.a.over ~ dnorm(0, tau.model) #habitat - overwash

#priors for abandonment inclusion variables

w.a.ex ~ dbern(0.5) #exclosure

w.a.init ~ dbern(0.5) #nest initiation date

w.a.hab ~ dbern(0.5) #habitat

#priors for flooding

alpha.f ~ dnorm(0,0.001) #intercept

# Likelihood

for (i in 1:n) {

#linear predictors (Equation 2)

#flooding:

ctf[i] <- exp(alpha.f + eta.f.s[site[i]])

#predation:

ctp[i] <- exp(alpha.p + eta.p.s[site[i]]

+ w.p.ex\*beta.p.ex\*ex[i]

+ w.p.veg\*beta.p.lowveg\*veg.cov.low[i]

+ w.p.veg\*beta.p.modveg\*veg.cov.mod[i]

)

#abandonment:

cta[i] <- exp(alpha.a + eta.a.s[site[i]]

+ w.a.ex\*beta.a.ex\*ex[i]

+ w.a.init\*beta.a.init\*init[i]

+ w.a.hab\*beta.a.dune\*dune[i]

+ w.a.hab\*beta.a.over\*over[i]

)

cts[i] <- 1

#Equation 5

den[i] <- ctf[i] + ctp[i] + cta[i] + cts[i]

survp[i] <- cts[i]/den[i]

#interval nest loss probabilities (Equation 4)

#flooding:

p[i,4] <- ((ctf[i]/(den[i]))/(1 - survp[i]))\*(1 - pow(survp[i], interval[i]))

#abandonment

p[i,2] <- ((cta[i]/(den[i]))/(1 - survp[i]))\*(1 - pow(survp[i], interval[i]))

#predation

p[i,3] <- ((ctp[i]/(den[i]))/(1 - survp[i]))\*(1 - pow(survp[i], interval[i]))

#interval survival probability

p[i,1] <- pow(survp[i],interval[i])

#Equation 1

Fate[i,1:4] ~ dmulti(p[i,] , 1 )

}

#Derived quantities

#Intermediate calculations for exclosed nests:

ctp.ex <- exp(alpha.p + beta.p.ex)

cta.ex <- exp(alpha.a + beta.a.ex)

den.ex <- (ctp.ex + cta.ex + ctf.mean + 1)

#Intermediate calculations for unexclosed nests:

ctp.un <- exp(alpha.p)

cta.un <- exp(alpha.a)

den.un <-(ctp.un + cta.un + ctf.mean + 1)

#Intermediate calculations for flooding

ctf.mean <- exp(alpha.f)

#Daily fate probabilities for exclosed nests

Survp.ex<-1/den.ex

Abanp.ex<-cta.ex/den.ex

Predp.ex<-ctp.ex/den.ex

#Daily fate probabilties for unexclosed nests

Survp.un<-1/den.un

Abanp.un<-cta.un/den.un

Predp.un<-ctp.un/den.un

#Mean daily flooding probability

Floodp<-ctf.mean/den.un

}

", fill=T)

sink()

#package data for analysis in JAGS

win.data.sc <- list(ex = scale(nestdata$Exclosed), n = n,

site = as.numeric(droplevels(nestdata$Site.x)), nSite = 46, interval = as.numeric(nestdata$Interval),Fate = Fate, init = scale(nestdata$Nest.Initiation), dune = scale(dune),over = scale(overwash),veg.cov.low = scale(veg.cover.low), veg.cov.mod = scale(veg.cover.mod))

#define function to draw initial values for MCMC chains

inits <- function() {list(alpha.p = rnorm(1, 0, 1), alpha.a = rnorm(1, 0, 1), alpha.f = rnorm(1,0,1), beta.a.ex = rnorm(1, 0, 1), sigma.a = rlnorm(1), sigma.p = rlnorm(1), sigma.f = rlnorm(1), beta.p.ex = rnorm(1,0,1), beta.a.init = rnorm(1,0,1), beta.a.dune = rnorm(1,0,1), beta.a.over = rnorm(1,0,1), beta.p.lowveg = rnorm(1,0,1), beta.p.modveg = rnorm(1,0,1), w.p.ex = 1, w.p.veg = 1, w.a.ex = 1, w.a.init = 1,w.a.hab =1)}

#list parameters to monitor

params <- c("sigma.a", "sigma.p", "sigma.f", "alpha.p", "alpha.f", "alpha.a", "beta.a.ex", "beta.p.ex", "beta.p.lowveg", "beta.p.modveg", "beta.a.init", "beta.a.dune", "beta.a.over", "Survp.ex", "Survp.un", "Abanp.ex", "Abanp.un",

"Predp.ex", "Predp.un","Floodp", "w.p.ex", "w.p.veg", "w.a.ex", "w.a.init", "w.a.hab")

ni <- 70000

nb <- 40000

nt <- 1

nc <- 3

out.sub3.sc <- jags(win.data.sc, inits, params, "BUGS\_model\_subset\_select.txt", n.iter=ni, n.thin=nt, n.burnin=nb, n.chains=nc, parallel=TRUE)
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R code for goodness-of-fit tests used for the real dataset

##read in nest data, which contains one row per observation per #nest and the following columns:##

#Nest.ID : factor with unique codes for each nest

#Interval: length of nest check (exposure) interval

#Status: nest status at each nest check. 1 = active, 2 = #depredated, 3 = flooded, 4 = abandoned, 5 = unknown cause #of failure

#Veg.Cover: numeric column with cover categories 0-3

#Habitat: factor column with habitat types

#Exclosed: numeric column with 0 = no exclosure and 1 = #exclosure

#Nest.Initiation: numeric column with Julian day of nest #initiation

#Nest.Age: numeric with nest age in days (first egg = day 0)

nestdata <- read.csv("allTheData.csv")

#remove unknown age nests

nestdata <- nestdata[!is.na(nestdata$Nest.Age),]

#create observation column (observation 1 through ... for each #nest)

obs.numb<-rep(1, length(nestdata[,1]))

for(i in 2:length(obs.numb)){

if (nestdata$Nest.ID[i] == nestdata$Nest.ID[i-1]) obs.numb[i] <- obs.numb[i-1] + 1

else next

}

nestdata$obs.numb<-obs.numb

#count number of nests in dataset

n.nests<-length(unique(droplevels(nestdata$Nest.ID)))

# occasions = max number of observations

n.occ <-max(obs.numb)

#initialize empty fate matrix

fate.mat <- matrix(NA, ncol = n.occ, nrow = n.nests)

#some data reshaping to create an array with nests in rows and #occasions in columns

#aggregate fates and covariates by nest x occasion

fates <- aggregate(nestdata$Status, list(nestdata$Nest.ID, nestdata$obs.numb), max)

#exclosure use

ex <- aggregate(nestdata$Exclosed, list(nestdata$Nest.ID, nestdata$obs.numb), max)

#nest check intervals

interval <- aggregate(nestdata$Interval, list(nestdata$Nest.ID, nestdata$obs.numb),max)

#nest initiation date

init <- aggregate(nestdata$Nest.Initiation, list(nestdata$Nest.ID), max)$x

site <- aggregate(as.numeric(nestdata$Site.x), list(nestdata$Nest.ID), max)$x

discovery.age <- aggregate(nestdata$Nest.Age, list(nestdata$Nest.ID), min)$x

veg <- aggregate(nestdata$Prev.Veg.Cover, list(nestdata$Nest.ID, nestdata$obs.numb), max)

#transform time-varying vectors into matrices, nest x occasion

fate.mat<-acast(fates, Group.1~Group.2)

ex.mat<-acast(ex, Group.1~Group.2) #exclosure matrix

ex.mat[is.na(ex.mat)]<-0

interval.mat<-acast(interval, Group.1~Group.2)

interval.mat[is.na(interval.mat)]<-1

veg.mat<-acast(veg, Group.1~Group.2)

#determine final fate and last observation intervals

final.fate<-rep(0, n.nests)

fate.mat[is.na(fate.mat)]<-0

for(i in 1:n.nests){

final.fate[i] <- fate.mat[i, last.obs[i]]

}

#create known and expected hatch matrices

hatch.mat <- matrix(0, ncol = n.occ, nrow = n.nests)

exp.hatch <- matrix(0, ncol = n.occ, nrow = n.nests)

#fill hatch matrix

for(i in 1:n.nests){

for(t in 1:n.occ){

if(fate.mat[i,t] == 6) hatch.mat[i,t] <- 1

if(t == max(which(fate.mat[i,] > 0)) & fate.mat[i,t] == 1) hatch.mat[i,t] <- 1 #some hatches weren't coded 6

}}

for(i in 1:n.nests){

for(t in 1:n.occ){

if (sum(interval.mat[i,1:t]) + discovery.age[i] >= 34) exp.hatch[i,t] <- 1

}}

#create vector defining the occasion at which nests last #observed

last.obs<-rep(0, n.nests)

for(i in 1:n.nests){

last.obs[i] <- max(which(fate.mat[i,] > 0), na.rm=TRUE)

}

##remove uknown-fate nests from all matrices and vectors

fate.mat <- subset(fate.mat, final.fate[] != 5 & final.fate[] != 7)

ex.mat <- subset(ex.mat, final.fate[] != 5 & final.fate[] != 7)

hatch.mat <- subset(hatch.mat, final.fate[] != 5 & final.fate[] != 7)

interval.mat <- subset(interval.mat, final.fate[] != 5 & final.fate[] != 7)

discovery.age <- subset(discovery.age, final.fate[] !=5 & final.fate[] != 7)

site <- subset(site, final.fate[] != 5 & final.fate[] != 7)

veg.mat<-subset(veg.mat, final.fate[]!=5 & final.fate[]!=7)

#update nest count with subsetted data

n.nests <- length(fate.mat[,1])

#fill in NAs in veg.mat and then convert to dummy variable to represent three categories

for(i in 1:n.nests){

for(j in 2:n.occ)

if (is.na(veg.mat[i,j])) veg.mat[i,j]<-veg.mat[i,j-1]

}

veg.cover.low <- matrix(0, nrow = n.nests, ncol = n.occ)

veg.cover.mod <- matrix(0, nrow = n.nests, ncol = n.occ)

veg.cover.low[,][veg.mat[,] == 1]<-1

veg.cover.mod[,][veg.mat[,] == 2| veg.mat[,] == 3]<-1

#site needs to be renumbered

site <- as.numeric(factor(site))

#compile fate matrix for analysis

Fate <- array(0, dim=c(n.nests, n.occ,4))

Fate[,,1][fate.mat[,] == 1|fate.mat[,] == 6] <- 1

Fate[,,2][fate.mat[,] == 2] <- 1

Fate[,,3][fate.mat[,] == 3] <- 1

Fate[,,4][fate.mat[,] == 4] <- 1

#package data for analysis in JAGS

mat.data <- list(ind = n.nests, Fate = Fate, last.obs = last.obs, ex = ex.mat, init = scale(init), interval = interval.mat, lowveg = veg.cover.low, modveg = veg.cover.mod, hatch.mat = hatch.mat, exp.hatch = exp.hatch, n.occ = n.occ, site = as.numeric(site), nSite = length(unique(site)))

#define function to draw initial values for MCMC chains

inits <- function() {list(alpha.p = rnorm(1, 0, 1), alpha.a = rnorm(1, 0, 1), alpha.f=rnorm(1,0,1), sigma.p = rlnorm(1), sigma.a = rlnorm(1), sigma.f = rlnorm(1))}

#define parameters to monitor

parameters<-c("alpha.p", "alpha.a", "alpha.f", "sigma.a", "sigma.p","sigma.f", "beta.p.ex", "beta.p.modveg", "beta.p.lowveg", "beta.a.ex", "beta.a.init", "bp.surv", "bp.aban", "bp.pred", "bp.flood")

ni <- 10000

nb <- 5000

nt <- 1

nc <- 3

sink("BUGS\_GOF\_realData.txt")

cat("

model{

# Random site effect hyperpriors

for (i in 1:nSite){

eta.p.s[i] ~ dnorm(0, tau.p) #site effect for predation

eta.a.s[i] ~ dnorm(0, tau.a) #site effect for abandonment

eta.f.s[i] ~ dnorm(0, tau.f) #site effect for flooding

}

#Precision hyperparameters

tau.p <- 1/(pow(sigma.p,2))

tau.a <- 1/(pow(sigma.a,2))

tau.f <- 1/(pow(sigma.f,2))

#Standard Deviation hyperparameters

sigma.p ~ dunif(0,50)

sigma.a ~ dunif(0,50)

sigma.f ~ dunif(0,50)

# Priors for predation sources of mortality

alpha.p ~ dnorm(0,0.001)

beta.p.ex ~ dnorm(0, 0.001)

beta.p.modveg ~ dnorm(0, 0.001)

beta.p.lowveg ~ dnorm(0,0.001)

#priors for abandonment

alpha.a ~ dnorm(0,0.001)

beta.a.ex ~ dnorm(0,0.001)

beta.a.init ~ dnorm(0, 0.001)

#priors for flooding

alpha.f ~ dnorm(0,0.001)

#likelihood

for(i in 1:ind){

for(j in 2:n.occ){

#linear predictors (Equation 2)

#flooding:

ctf[i,j] <- exp(alpha.f + eta.f.s[site[i]])

#predation

ctp[i,j] <- exp(alpha.p + eta.p.s[site[i]] + beta.p.ex\*ex[i,j] + beta.p.lowveg\*lowveg[i,j] + beta.p.modveg\*modveg[i,j])

#abandonment

cta[i,j] <- exp(alpha.a + eta.a.s[site[i]] + beta.a.ex\*ex[i,j] + beta.a.init\*init[i])

#survival

cts[i,j] <- 1

#eqn3

den[i,j] <- ctf[i,j] + ctp[i,j] + cta[i,j] + cts[i,j]

survp[i,j] <- cts[i,j]/den[i,j]

#interval nest loss probabilities (Equation 4):

#flooding

p[i,j,3] <- ((ctf[i,j]/(den[i,j]))/(1-survp[i,j]))\*(1-pow(survp[i,j], interval[i,j]))

#abandonment

p[i,j,4] <- ((cta[i,j]/(den[i,j]))/(1-survp[i,j]))\*(1-pow(survp[i,j], interval[i,j]))

#predation

p[i,j,2] <- ((ctp[i,j]/(den[i,j]))/(1-survp[i,j]))\*(1-pow(survp[i,j], interval[i,j]))

#interval survival probability

p[i,j,1] <- pow(survp[i,j], interval[i,j])

#Draw fates for nests unless they have failed or hatched

Fate[i,j,1:4] ~ dmulti(p[i,j,], Fate[i,j-1,1]\*(1 - hatch.mat[i,j-1]))

#generate replicate data

Fate.rep[i,j, 1:4] ~ dmulti(p[i,j,], Fate.rep[i,j-1,1]\*(1- exp.hatch[i,j-1]))

##calculate observed and expected survival/failure curves

#cumulative fate probability curves for observed data:

#survival:

cum.surv[i,j] <- cum.surv[i,j-1]\*p[i,j,1]

#abandonment:

cum.aban[i,j] <- ((cta[i,j]/den[i,j])/(1-survp[i,j]))\*(1- cum.surv[i,j])

#predation

cum.pred[i,j] <- ((ctp[i,j]/den[i,j])/(1-survp[i,j]))\*(1-cum.surv[i,j])

#flooding:

cum.flood[i,j]<-((ctf[i,j]/den[i,j])/(1-survp[i,j]))\*(1-cum.surv[i,j])

#cumulative fate probability curves for replicate data

#survival:

cum.surv.rep[i,j]<-cum.surv.rep[i,j-1]\*p[i,j,1]

#abandonment:

cum.aban.rep[i,j] <- ((cta[i,j]/den[i,j])/(1-survp[i,j]))\*(1 - cum.surv.rep[i,j])

#predation:

cum.pred.rep[i,j] <- ((ctp[i,j]/den[i,j])/(1-survp[i,j]))\*(1-cum.surv.rep[i,j])

#flooding:

cum.flood.rep[i,j] <- ((ctf[i,j]/den[i,j])/(1-survp[i,j]))\*(1-cum.surv.rep[i,j])

#calculate deviance (eq 7) for observed data for:

#survival:

res.surv.data[i,j] <- pow((Fate[i,j,1]-cum.surv[i,j]),2)/(cum.surv[i,j]\*(1-cum.surv[i,j]))

dev.surv.data <- sum(res.surv.data[,2:n.occ])

#abandonment

res.aban.data[i,j] <- pow((Fate[i,j,4]-cum.aban[i,j]),2)/(cum.aban[i,j]\*(1-cum.aban[i,j]))

dev.aban.data <- sum(res.aban.data[,2:n.occ])

#predation

res.pred.data[i,j] <- pow((Fate[i,j,2]-cum.pred[i,j]),2)/(cum.pred[i,j]\*(1-cum.pred[i,j]))

dev.pred.data <- sum(res.pred.data[,2:n.occ])

#flooding:

res.flood.data[i,j] <- pow((Fate[i,j,3]-cum.flood[i,j]),2)/(cum.flood[i,j]\*(1-cum.flood[i,j]))

dev.flood.data <- sum(res.flood.data[,2:n.occ])

#calculate deviance statistic (eq 7) for replicate data:

#survival:

res.surv.rep[i,j] <- pow((Fate.rep[i,j,1]- cum.surv.rep[i,j]),2)/(cum.surv.rep[i,j]\*(1-cum.surv.rep[i,j]))

dev.surv.new <- sum(res.surv.rep[,2:n.occ])

#abandonment

res.aban.rep[i,j] <- pow((Fate.rep[i,j,4]-cum.aban.rep[i,j]),2)/(cum.aban.rep[i,j]\*(1-cum.aban.rep[i,j]))

dev.aban.new <- sum(res.aban.rep[,2:n.occ])

#predation:

res.pred.rep[i,j] <- pow((Fate.rep[i,j,2]-cum.pred.rep[i,j]),2)/(cum.pred.rep[i,j]\*(1-cum.pred.rep[i,j]))

dev.pred.new <- sum(res.pred.rep[,2:n.occ])

#flooding:

res.flood.rep[i,j] <- pow((Fate.rep[i,j,3]-cum.flood.rep[i,j]),2)/(cum.flood.rep[i,j]\*(1-cum.flood.rep[i,j]))

dev.flood.new <- sum(res.flood.rep[,2:n.occ])

}#j

#set cumulative survival at first observation to 1

cum.surv[i,1] <- 1

cum.surv.rep[i,1] <- 1

#for replicate fate data, set fate to survival for first #observation (j = 1)

Fate.rep[i,1,1] <- 1

Fate.rep[i,1,2] <- 0

Fate.rep[i,1,3] <- 0

Fate.rep[i,1,4] <- 0

}#i

#calculate Bayesian p-values for each fate

bp.surv <- step(dev.surv.data - dev.surv.new)

bp.aban <- step(dev.aban.data - dev.aban.new)

bp.pred <- step(dev.pred.data - dev.pred.new)

bp.flood <- step(dev.flood.data - dev.flood.new)

}#model

", fill=T)

sink()

#run jags

out <- jags(mat.data, inits, parameters, "BUGS\_GOF\_realData.txt", n.thin=nt, n.chains=nc, n.burnin=nb, n.iter=ni, parallel=TRUE)

![](data:image/png;base64,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)

Figure S1. Interval probability of abandonment or hatch as a function of nest initiation date for Piping Plover *Charadrius melodus* nests at 46 sites along the U.S. Atlantic Coast in 2015. Hatched lines represent 95% quantile range.
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Figure S2. Probability of nest predation as a function of vegetation cover for Piping Plovers *Charadrius melodus* at 46 sites along the U.S. Atlantic Coast in 2015. Boxes represent 25-75% interquartile ranges (IQR), lines represent medians, and whiskers represent data range excluding outliers (>1.5 times IQR).