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1. Файлы в C.
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## Файлы и потоки.

Интуитивное определение файла звучит примерно так. **Файл** -- именованная область на жестком диске. На самом деле с точки зрения ОС UNIX это совсем не так. В ОС UNIX файл -- очень удобная абстракция. С точки зрения UNIX файлом называется "что-нибудь", из чего можно считывать информацию или во что можно записывать информацию. Файлы это:

* Файлы в обычном смысле: файлы, которые хранятся на жестком диске (можно считывать из них и запиcывать в них информацию);
* Экран монитора: файл, в который можно выводить информацию (отобразится на экране монитора);
* Клавиатура: файл, из которого можно считывать информацию;
* Принтер: файл, в который можно выводить информацию (печать текста);
* Модем: файл, из которого можно считывать информацию и в который можно записывать информацию (обмен информации по сети);

**Файл** -- это всё, что предназначено для ввода или вывода информации.

С этой точки зрения файлы бывают разными: принтер может только выводить информацию, а клавиатура -- только вводить. У такого рода файлов есть много особенностей. У файла на жестком диске есть понятие конца файла. Мы можем его считывать до тех пор, пока он не кончится. Тогда как у клавиатуры нет конца.

Неправильно думать, что между сущностями "файл" и "название файла" есть взаимно однозначное соответствие.

Можно привести аналогию из жизни: если представить, что файл -- это банка с некоторым содержимым, то название файла -- это этикетка на этой банке. Логично предположить, что у банки может быть несколько этикеток.

С точки зрения UNIX:
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Правильно говорить, что у названия есть файл. И наоборот: неправильно говорить, что у файла есть название. Никакого эффективного способа узнать имя файла не существует (но можно перебрать все файлы файловой системы).

**Чтение и запись: printf и scanf**

Всем хорошо известная функция printf:

printf("Hello!");//печать текста на экран;

printf("N = %d", N);//форматированный вывод на экран: вывести число N в десятичной записи;

printf("N = %x", N);//форматированный вывод на экран: вывести число N в шестнадцатеричной записи;

Аналогично парная функция scanf:

scanf("%d", &N);//считывание с клавиатуры значения переменной N в десятичной записи;

char **\*ptr =** newchar[10];

scanf("%s", ptr);//считывание с клавиатуры строки в массив \*ptr

Тут могут возникать различные проблемы.

1. **Проблема безопасности:**

char **\*ptr =** newchar[10];

scanf("%s", ptr);

Тут налицо потенциальная проблема переполнения буфера (в данном примере в буфере всего 10 байт).

Никогда не следует пользоваться scanf-ом для чтения строк.

**scanf + "%s" -- запрещенная комбинация!**

1. **Форматная строка не компилируется:** она будет разбираться в момент исполнения программы. Это обозначает проблему быстродействия. scanf -- не предназначен для чтения большого количества информации. Аналогично printf -- тоже сравнительно медленный (однако существенно быстрее, чем scanf).
2. **Проблема безопасной работы со стеком**:

printf("%d %d", N);

Проблема состоит в том, что форматная строка "%d %d" будет проанализирована в момент исполнения. В данном случае произойдет ошибка при работе со стеком: во время исполнения будет взят лишний int.

Перечисленные недостатки означают, что использование функций printf и scanf небезопасно и малоэффективно. Существенным плюсом этих функций является возможность простого форматированного ввода и вывода.

Для нас файл является частью памяти, обычно на диске, со своим именем. Мы считаем, например, stdio.h именем файла, содержащего некоторую полезную информацию. Для операционной системы файл более сложен, но это системные проблемы, а не наши. Однако мы должны знать, что означает файл для программы на языке Си. В предлагаемых для обсуждения функциях, работающих с файлами, язык Си «рассматривает» файл как структуру. Действительно, файл stdio.h содержит определение структуры файла.

В stdio.h (на моем компьютере) фрагмент описания файла выглядит следующим образом:

#ifndef \_FILE\_DEFINED

struct \_iobuf {

char \*\_ptr; /\* текущий указатель буфера \*/

int \_cnt; /\* текущий счетчик байтов \*/

char \*\_base; /\* базовый адрес буфера ввода-вывода\*/

int \_flag; /\* управляющий признак \*/

int \_file; /\* номер файла \*/

int \_charbuf;

int \_bufsiz;

char \*\_tmpfname;

};

typedef struct \_iobuf FILE;

#define \_FILE\_DEFINED

#endif

А вот типичный пример, взятый из IBM-версии компилятора Lattice С:

struct \_iobuf

{

char \*\_ptr; /\* текущий указатель буфера \*/

int \_cnt; /\* текущий счетчик байтов \*/

char \*\_ base; /\* базовый адрес буфера ввода-вывода\*/

char \_ flag; /\* управляющий признак \*/

char \_ file; /\* номер файла \*/

};

#define FILE struct \_iobuf /\* краткая запись \*/

Здесь мы не собираемся разбираться детально в этом определении. Главное состоит в том, что файл является структурой, и что краткое наименование шаблона файла — FILE. (Многие системы используют директиву typedef для установления этого соответствия.) Таким образом, программа, имеющая дело с файлами, будет использовать тип структуры FILE, чтобы делать так.

Имея это в виду, мы сможем лучше понять операции над файлами.

**Файлом** называют последовательность байтов, хранящихся на внешнем носителе информации. Под доступом к файлу понимают запись и чтение данных из файла. **Потоком** называется логический интерфейс (программа), который обеспечивает доступ к файлу. Прежде чем использовать поток для доступа к файлу, его необходимо соединить с этим файлом, то есть обеспечить поток информацией о файле. Эта информация хранится в структуре типа FILE. Потому считается, что поток имеет тип FILE\*, то есть является указателем на файл. Когда поток соединяют с файлом, то говорят, что файл **открывают**. Когда поток отсоединяют от файла, то говорят, что файл **закрывают**.

Каждый поток может работать в двух режимах: **текстовом** и **бинарном**. Режим работы потока задается при его соединении с файлом.

В **текстовом** режиме поток записывает и читает из файла текстовые строки, которые заканчиваются символом ‘\n’ и могут содержать символ ‘\t’. По стандарту поток должен обеспечивать обработку строк длиной не менее 254 символа, включая символ ‘\n’. Стандартом допускается, что при чтении и записи данных текстовым потоком может происходить их преобразование.

В **бинарном** режим поток записывает и читает данные из файла в том виде, в котором они хранятся в оперативной памяти.

Далее будут описаны стандартные функции для работы с файлами, используемые в языке С. Прототипы этих функций находятся в заголовочном файле stdio.h.

Термин поток происходит из представления процесса ввода-вывода в файл в виде последовательности или потока байтов. Над потоком можно выполнять следующие операции:

* Считывание блока данных из потока в оперативную память;
* Запись блока данных из оперативной памяти в поток;
* Обновление блока данных в потоке;
* Считывание записи из потока;
* Занесение записи в поток.

**Все потоковые функции ввода-вывода обеспечивают буферизированный, форматированный или не форматированный ввод и вывод.**

Когда начинается выполнение программы, автоматически открываются следующие потоки:

* stdin - стандартное устройство ввода;
* stdout - стандартное устройство вывода;
* stderr - стандартное устройство сообщений об ошибках;
* stdprn - стандартное устройство печати;
* stdaux - стандартное вспомогательное устройство.

Все они называются стандартными (или предопределенными) потоками ввода-вывода. По умолчанию **стандартным устройством ввода, вывода и сообщений об ошибках** является пользовательский терминал. Поток **стандартного устройства печати** относится к принтеру, а поток **стандартного вспомогательного устройства** - к вспомогательному порту компьютера. По умолчанию при открытии все стандартные потоки, за исключением потоков stderr и stdaux, буферизуются.

## Связь с файлами.

Часто нам бывает нужна программа получения информации от файла или размещения результатов в файле. Один способ организации связи программы с файлом заключается в использовании **операций переключения** < и >. Этот метод прост, но ограничен. Например, предположим, вы хотите написать диалоговую программу, которая спрашивает у вас названия книг (звучит фамильярно?), и вы намерены сохранить весь список в файле. Если вы используете переключение как, например, в

books > bklist

то ваши диалоговые приглашения также будут переключены на bklist. И тогда не только нежелательная чепуха запишется в bklist, но и пользователь будет избавлен от вопросов, на которые он, как предполагалось, должен отвечать.

К счастью, язык Си предоставляет и более мощные методы связи с файлами. Один подход заключается в использовании функции fopen(), которая открывает файл, затем применяются специальные функции ввода-вывода для чтения файла или записи в этот файл и далее используется функция fclose() для закрытия файла. Однако прежде чем исследовать эти функции, нам нужно хотя бы кратко познакомиться с сущностью файла.

**Чтение и запись файлов: FILE\*, fopen, fprintf, fscanf**

Есть несколько способов работы с файлами c использованием языков C и C++.

Самый распространенный связан со структурой FILE (это не класс, потому что сущность языка C). Эта структура определена в заголовочном файле стандартной библиотеки <stdio.h>. **Размер этой структуры и ее поля зависят от ОС и от версии компилятора.** Поэтому никто не пользуется структурой FILE. Обычно пользуются указателем на эту структуру: FILE\*. Например:

FILE \*f = fopen("file1.txt", "r");

fopen -- функция из стандартной библиотеки. Первый параметр -- имя файла (в текущем каталоге). Второй параметр задает режим открытия файла; в данном случае "r" означает, что файл будет открыт только для чтения. Эта функция возвращает ненулевой указатель, если открытие прошло успешно; и возвращает NULL, если произошла ошибка. Ошибка может возникать в следующих ситуациях:

* не существует файла;
* у программы недостаточно прав доступа для работы с файлом;

Для дальнейшей корректной работы следует писать примерно такой код:

if **(f == NULL) {**

// файл не удалось открыть

}

else **{**

// Работа с файлом

}

Допустим, что нам удалось открыть файл, т.е. f != NULL. Тогда для того, чтобы считывать файл, можно использовать функцию:

fscanf(f, "%s", ptr);

Эта функция работает аналогично функции scanf. Поэтому использовать эту функцию небезопасно! Все проблемы, перечисленные для scanf-а, имеют место и при работе с fscanf-ом.

Если мы хотим записать в файл что-то, то мы должны сначала открыть его на запись:

FILE \*f = fopen("file2.html", "w");

Тут "w" означает, что мы открываем файл на запись (от write). Если файл не существовал, то он создастся и откроется на запись, а если он существовал, то он сначала будет уничтожен, а затем создан заново, и потом файл будет открыт на запись.

Еще один способ открыть файл -- это открыть его на дозапись. Это можно сделать с помощью параметра "a" (от append). Если файл не существовал, то он создастся и откроется на запись, а если он существовал, то он откроется на запись, и запись будет производится в конец файла.

Затем можно использовать функцию fprintf(f, ...)

**Замечание**

Подробности и примеры использования fopen в вопросе «1.8. Соединение и отсоединение потока от файла»

## Закрытие потоков.

По завершении работы с потоком он должен быть закрыт. Это осуществляется с помощью функции fclose(), которая имеет следующий прототип:

int **fclose(FILE \*stream);**

Все буферы, связанные с потоком, освобождаются перед закрытием потока. В случае успеха fclose() возвращает 0; в случае ошибки - EOF. Если ваша программа не закрывает поток с помощью явного вызова fclose (), то он закрывается автоматически по ее завершению.

Две функции **fclose()** и **fcloseall()** используются для закрытия потока или всех потоков, соответственно. Функция fclose() закрывает отдельный файл, а функция fcloseall() закрывает все открытые потоки, за исключением **stdin, stdout, stderr, stdprn и stdaux**. Однако, если ваша программа не закрывает поток явно, то он закрывается автоматически по ее завершению. Поскольку количество потоков, открытых одновременно, ограничено, то желательно закрывать поток по окончанию работы с ним.

Наш пример показывает, как закрывать файл:

fclose(in);

Просто используйте функцию fclose(). Заметим, что аргументом ее является in, указатель на файл, а не test, имя файла.

Для программы, более серьезной, чем эта, следовало бы посмотреть, успешно ли закрыт файл. Функция fclose() возвращает значение 0, если файл закрыт успешно, и — 1 в противном случае.

**Зачем нужно закрывать файлы**

* Зададимся вопросом: "Что надо сделать после того, как мы поработали с файлом?"

Формальный ответ: "Закрыть файл." Это можно сделать с помощью функции:

fclose(f);

Но зачем это делать?

Ввиду механического устройства жесткого диска, данные в файл попадают не сразу. Сначала данные записываются в так называемый буфер (область оперативной памяти), и когда он переполнится, то данные из буфера будут записаны в файл. Такая схема придумана для ускорения работы с файлами. На самом деле, буфер -- это поле структуры FILE: указатель на массив char-ов.

Если мы напишем fprintf(...), то запись произведется в буфер. И только тогда, когда буфер будет заполнен до конца, он будет сразу весь записан на жесткий диск. По этой причине, если мы не закроем файл функцией fclose(f), то последние данные из буфера не запишутся в файл. Отсутствие этой команды может привести к потере данных в файле, который был открыт для записи (дозаписи).

* А зачем закрывать файлы, открытые только на чтение?

Если не закрывать файлы (которые открыты даже для чтения), то это может привести к ограничению доступа к файлу для других программ. Какие именно ограничения наложатся - это зависит от ОС. Но в ОС Windows если файл открыт на чтение и не закрывается, то из другой программы его нельзя удалить.

* В любой ОС есть ограничение на количество одновременно открытых файлов. И это еще одна причина для закрытия файлов.

**Замечание**

Подробности и примеры использования fclose в вопросе «1.8. Соединение и отсоединение потока от файла»

## Обработка ошибок в C и C++

Ошибки, увы, неизбежны, поэтому их обработка занимает очень важное место в программировании. И если алгоритмические ошибки можно выявить и исправить во время написания и тестирования программы, то ошибок во время выполнения избежать нельзя в принципе. Рассмотрим функции стандартной библиотеки ([C Standard Library](https://en.wikipedia.org/wiki/C_standard_library)) и [POSIX](https://en.wikipedia.org/wiki/POSIX), используемые в обработке ошибок.

### Переменная errno и коды ошибок

[**<errno.h>**](https://en.wikipedia.org/wiki/Errno.h) **(С) и <cerrno> (C++)**

**errno** – переменная, хранящая целочисленный код последней ошибки. В каждом потоке существует своя локальная версия **errno**, чем и обусловливается её безопасность в многопоточной среде. Обычно **errno** реализуется в виде макроса, разворачивающегося в вызов функции, возвращающей указатель на целочисленный буфер. **При запуске программы значение errno равно нулю**.

Все коды ошибок имеют положительные значения, и могут использоваться в директивах препроцессора **#if**. В целях удобства и переносимости заголовочный файл **<errno.h>** определяет макросы, соответствующие кодам ошибок.

Стандарт ISO C определяет следующие коды:

**EDOM** – (Error domain) ошибка области определения.

**EILSEQ** – (Error invalid sequence) ошибочная последовательность байтов.

**ERANGE** – (Error range) результат слишком велик.

Прочие коды ошибок (несколько десятков) и их описания определены в стандарте POSIX. Кроме того, в спецификациях стандартных функций обычно указываются используемые ими коды ошибок и их описания.

Если вызов функции завершился ошибкой, то она устанавливает переменную **errno** в ненулевое значение. Если же вызов прошёл успешно, функция обычно не проверяет и не меняет переменную **errno**. Поэтому перед вызовом функции её нужно установить в **0**.

Макрос **errno** возвращает последний номер ошибки. Этот макрос заменяется на модифицируемое значение типа int, поэтому **errno** может изменять ход работы программы.

В C++, ошибка всегда объявляется как макрос.

#include<iostream>// для оператора cout

#include<cerrno>// для макроса errno

#include<math.h>// для функции sqrt

usingnamespace **std;**

int **main()**

{

**setlocale(LC\_ALL,** "Rus");

double **x = -1, answer;**

**answer = sqrt(x);**

**cout <<** "EDOM = " **<< EDOM << endl**

**<<** "nerrno = " **<< errno << endl;**

if **(errno == EDOM)** // если значения макросов errno и EDOM равны

**cout <<** "Ошибка области допустимых значений\n";

**system(**"pause");

return **0;**

}

![](data:image/png;base64,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)

#include<errno.h>

#include<stdio.h>

#include<stdlib.h>

#include<iostream>// для оператора cout

void **main(**void)

{

**setlocale(LC\_ALL,** "Rus");

**FILE \*fp;**

**errno = 0;**

**fp = fopen(**"Nofile", "r");

if **( errno != 0 )**

**{**

**perror(**"Error occurred while opening file.\n");

**system(**"pause");

**exit(1);**

**}**

}
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Здесь представлена наиболее полная информация для работы с файлами

https://msdn.microsoft.com/en-us/library/z5hh6ee9.aspx

// crt\_fopen\_s.c

// This program opens two files. It uses

// fclose to close the first file and

// \_fcloseall to close all remaining files.

#include<stdio.h>

#include<iostream>

FILE \*stream, \*stream2;

int **main(** void **)**

{

**errno\_t err;**

// Open for read (will fail if file "crt\_fopen\_s.c" does not exist)

**err = fopen\_s( &stream,** "crt\_fopen\_s.c", "r" **);**

if( err == 0 )

**{**

**printf(** "The file 'crt\_fopen\_s.c' was opened\n" **);**

**}**

else

**{**

**printf(** "The file 'crt\_fopen\_s.c' was not opened\n" **);**

**}**

// Open for write

**err = fopen\_s( &stream2,** "data2", "w+" **);**

if( err == 0 )

**{**

**printf(** "The file 'data2' was opened\n" **);**

**}**

else

**{**

**printf(** "The file 'data2' was not opened\n" **);**

**}**

// Close stream if it is not NULL

if( stream )

**{**

**err = fclose( stream );**

if **( err == 0 )**

**{**

**printf(** "The file 'crt\_fopen\_s.c' was closed\n" **);**

**}**

else

**{**

**printf(** "The file 'crt\_fopen\_s.c' was not closed\n" **);**

**}**

**}**

// All other files are closed:

int **numclosed = \_fcloseall( );**

**printf(** "Number of files closed by \_fcloseall: %u\n", numclosed );

**system(**"pause");

}
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## Переключение и работа с файлами.

Понятие ввода-вывода включает в себя функции, данные и устройства. Рассмотрим, например, нашу программу ввод-вывод4. В ней используется функция getchar(), осуществляющая ввод, причем устройство ввода — клавиатура (в соответствии с нашим предположением), а входные данные — отдельные символы. Нам бы хотелось сохранить функции ввода и тип данных, но изменить источник их поступления в программу. Зададимся вопросом: откуда программа узнает, где искать входные данные?

По умолчанию Си-программа рассматривает «стандартный ввод» как источник поступления данных. «Стандартным вводом» называется устройство, принятое в качестве обычного средства ввода данных в машину. Это может быть устройство чтения данных с магнитной ленты или перфокарт, телетайп или (как мы продолжаем считать) терминал. Современная машина — это послушный инструмент, и мы можем воздействовать на нее так, чтобы она вводила данные из любого источника. В частности, мы можем сообщить программе, что источник входных данных — файл, а не клавиатура.

Существуют два способа написания программ, работающих с файлами. Первый способ заключается в явном использовании специальных функций, которые открывают и закрывают файлы, организуют чтение и запись данных и т. п.; мы не хотим пока касаться этого вопроса. Второй способ состоит в том, чтобы использовать программу, спроектированную первоначально в предположении, что данные в нее вводятся с клавиатуры и выводятся на экран, но переключить ввод и вывод на другие информационные каналы, например, из файла в файл. Этот способ в некоторых отношениях обладает меньшими возможностями, чем первый, но зато гораздо проще в использовании. Мы изучим понятие переключения в данном разделе.

Операция переключения — это средство ОС UNIX, а не самого языка Си. Но она оказалась настолько полезной, что при переносе компилятора с языка Си на другие вычислительные системы часто вместе с ним переносится в какой-то форме и эта операция. Более того, многие из вновь созданных операционных систем, таких, как MS-DOS 2, включают в себя данное средство. Поэтому, даже если вы не работаете в среде ОС UNIX существует большая вероятность того, что вы в той или иной форме сможете воспользоваться операцией переключения. Мы обсудим сначала возможности этой операции в ОС UNIX, а затем и в других системах.

### Переключение вывода.

Предположим, вы осуществили компиляцию программы ввод-вывод4 и поместили выполняемый объектный код в файл с именем getput4. Затем, чтобы запустить данную программу, вы вводите с терминала только имя файла

getput4

и программа выполняется так, как было описано выше, т. е. получает в качестве входных данных символы, вводимые с клавиатуры. Теперь предположим, что вы хотите посмотреть, как наша программа работает с «текстовым файлом» с именем words. (Текстовой файл — это файл, содержащий некоторый текст, т. е. данные в виде символов. Это может быть, например, очерк или программа на языке Си. Файл, содержащий команды на машинном языке, например файл, полученный в результате компиляции данной программы, не является текстовым. Поскольку наша программа занимается обработкой символов, она должна использоваться вместе с текстовыми файлами.) Все, что для этого требуется — ввести вместо команды, указанной выше, следующую:

getput4 < words

Символ < служит обозначением операции переключения, используемой в ОС UNIX. Выполнение указанной операции приводит к тому, что содержимое файла words будет направлено в файл с именем getput4. Сама программа ввод-вывод4 не знает (и не должна знать), что входные данные поступают из некоторого файла, а не с терминала; на ее вход просто поступает поток символов, она читает их и последовательно, по одному выводит на печать до тех пор, пока не встретит признак EOF. В операционной системе UNIX файлы и устройства ввода-вывода в логическом смысле представляют собой одно и то же, поэтому теперь файл для данной программы является устройством ввода-вывода. Если вы попробуете ввести команду

getput4 < words

то в результате на экране могут появиться, например, следующие строки:

В одном мгновеньи видеть вечность,

Огромный мир - в зерне песка,

В единой горсти - бесконечность,

И небо - в чашечке цветка

Но мы, конечно, не можем гарантировать, что в файле, который выберете вы, тоже окажется четверостишие Вильяма Блейка.

### Переключение ввода.

Теперь предположим (если вы еще не устали и в состоянии что-нибудь предположить), вам хочется, чтобы слова, вводимые с клавиатуры, попадали в файл с именем mywords. Для этого вы должны ввести команду

getput4 > mywords

и начать ввод символов. Символ > служит обозначением еще одной операции переключения, используемой в ОС UNIX. Ее выполнение приводит к тому, что создается новый файл с именем mywords, а затем результат работы программы ввод-вывод4, представляющий собой копию вводимых символов, направляется в данный файл. Если файл с именем mywords уже существует, он обычно уничтожается, и вместо него создается новый. (В некоторых реализациях ОС UNIX, однако, вам предоставляется возможность защитить существующие файлы.) На экране в данном случае появятся лишь вводимые вами символы, их же копии будут направлены в указанный файл. Чтобы закончить работу программы, введите признак EOF (в системе UNIX это обычно символ [CTRL/D]). Попробуйте воспользоваться описанной здесь операцией. Если вам ничего другого не придет в голову, просто воспроизведите на своей машине пример, приведенный ниже. Знак приглашения, выводимый на экран интерпретатором команд SHELL, обозначается здесь символом %. Не забывайте оканчивать каждую введенную строку символом [возврат], чтобы содержимое буфера пересылалось в программу.

% getput4 > mywords

У вас не должно быть трудностей с запоминанием того, какая операция переключения для чего предназначена. Необходимо помнить только, что знак каждой операции указывает на направление информационного потока. Вы можете по ассоциации представлять себе этот знак в виде воронки. [CTRL/D]

%

После того как введен символ [CTRL/D], программа заканчивает свою работу и возвращает управление операционной системе UNIX, на что указывает повторное появление знака приглашения. Как убедиться в том, что наша программа вообще работала? В ОС UNIX существует команда Is, которая выводит на экран имена файлов; обращение к ней должно продемонстрировать вам, что файл с именем mywords теперь существует. Чтобы проверить его содержимое, вы можете воспользоваться командой cat или запустить заново программу ввод-вывод4, направляя в нее на этот раз содержимое входного файла.

% getput4 < mywords

У вас не должно быть трудностей с запоминанием того, какая операция переключения для чего предназначена. Необходимо помнить только, что знак каждой операции указывает на направление информационного потока. Вы можете по ассоциации представлять себе этот знак в виде воронки.

### Комбинированное переключение.

Предположим теперь, что вы хотите создать копию файла mywords и назвать ее savewords. Введите для этого команду

getput4 < mywords >savewords

и требуемое задание будет выполнено. Команда

getput4 >savewords < mywords

приведет к такому же результату, поскольку порядок указания операций переключения не имеет значения.

Нельзя использовать в одной команде один и тот же файл и для ввода и для вывода одновременно.

getput4 <mywords >mywords /\*НЕПРАВИЛЬНО\*/

Причина этого заключается в том, что указание операции >mywords приводит к стиранию исходного файла перед его использованием в качестве входного.

Теперь, мы думаем, настало время суммировать правила, касающиеся использования двух операций переключения < и >.

1. Операция переключения связывает выполняемую программу (в том числе и стандартные команды ОС UNIX) с некоторым файлом. Она не может использоваться для связи одного файла с другим или одной программы с другой.
2. Имя выполняемой программы должно стоять слева от знака операции, а имя файла — справа от него.
3. При использовании этих операций ввод не может осуществляться более чем из одного файла, а вывод — более чем в один файл.
4. Обычно между именем и операцией пробелы не обязательны кроме тех редких случаев, когда используются некоторые символы специального назначения в интерпретаторе команд UNIX. Мы могли бы писать, например, так: getput4< words, или, что более предпочтительно, getput4 < words.

Мы уже привели выше несколько примеров правильного использования операций переключения. Ниже дается несколько ошибочных примеров (addup и count — выполняемые программы, a fish и stars — текстовые файлы).

fish > stars //Нарушение правила 1

addup < count //Нарушение правила 1

stars > count //Нарушение правила 2

addup < fish < stars //Нарушение правила 3

count > stars > fish //Нарушение правила 3

В ОС UNIX **применяются также операция >>, позволяющая добавлять данные в конец существующего файла, и операция «канал» (]), связывающая файл вывода одной программы с вводом другой**. Для получения более детальной информации обо всех этих операциях вам необходимо обратиться к руководству по ОС UNIX (по аналогии с этим нам приходит в голову название «ОС UNIX: руководство для начинающих»).

Рассмотрим еще один пример: напишем очень простую программу, шифрующую сообщения. C этой целью мы немного изменим программу ввод-вывод4 и получим:

// простой шифр

// заменяет каждый символ текста

// следующим по порядку из кода ASCII

// X24.C

#include <stdio.h>

void main(void)

{

char ch;

printf("Для окончания работы введите <CTRL/Z>\n");

while ((ch=getchar()) != EOF)

putchar(ch+1);

}
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Функция putchar() переводит целое «ch + 1» в соответствующий символ.

Выполните теперь компиляцию программы и поместите выполняемый объектный код в файл с именем simplecode. Затем занесите приведенные ниже строки (Перевод: знание орфографии — залог четкости письма) в файл с именем original. (Для этого можно воспользоваться системным текстовым редактором или, как было показано ранее, программой ввод-вывод4.)

Good spelling is an aid

to clear writing.

Теперь введите команду

simplecode < original

Результат должен выглядеть приблизительно так:

!!!!!Hppe!tqfmmjoh!jtbo!bje^Kup!dmfbs!xsjujohl^k

Буква G заменится на Н, о на р и т. д. Вас может удивить следующее: во-первых, что пробелы превратились в восклицательные знаки. Это служит напоминанием, что пробел — такой же символ, как и все остальные. Во-вторых, две строки слились в одну. Почему? Потому что в тексте, содержащемся в файле original, в конце первой строки находится символ «новая строка», служащий указанием компьютеру начать вывод следующего слова с новой строки. Но этот символ также был изменен. В нашей системе он был заменен символом ^К, являющимся аналогом специального символа [CTRL/K], и поэтому последующий вывод на печать был продолжен на прежней строке. Если мы хотим иметь программу шифровки сообщений, сохраняющую первоначальную структуру текста (по строкам), нам необходимо средство, позволяющее изменять все символы, кроме символа «новая строка». В дальнейшем мы узнаем, как это сделать.

### Конвейерная пересылка

Можно также осуществить соединение выходного потока одной программы с входным потоком другой. Это называется конвейерной пересылкой. Если имеются две выполнимые программы example1 и example2, то конвейерная пересылка между ними организуется с помощью символа вертикальной черты ‘|’. Следующая строка организует конвейерную пересылку между example1 и example2:

example1 | example2

Организацию конвейерной пересылки обеспечит операционная система.

## Текстовые и бинарные (двоичные) файлы

Язык С++ унаследовал от языка C библиотеку стандартных функций ввода-вывода. Функции ввода-вывода объявлены в заголовочном файле <stdio.h>. Операции ввода-вывода осуществляются с файлами. Файл может быть **текстовым** или **бинарным (двоичным)**. **Различие между ними** заключается в том, что в **текстовом** файле последовательности символов разбиты на строки. Признаком конца строки является пара символов CR (возврат каретки) и LF (перевод строки) или, что то же самое - '\г' + '\n'. При вводе информации из текстового файла эта пара символов заменяется символом CR, при выводе, наоборот, - символ CR заменяется парой символов CR и LF. **Бинарный (или двоичный)** файл - это просто последовательность символов. Обычно двоичные файлы используются в том случае, если они являются источником информации, не предполагающей ее непосредственного представления человеку. При вводе и выводе информации в бинарные файлы никакого преобразования символов не производится.

**Текстовые и бинарные файлы; что меняет опция t/b**

Рассмотрим строку:

fopen(f, "file1.txt", "w");

Почему второй параметр "w" является строкой, а не символом?

На самом деле бывает много способов прочитать/записать файл. Например:

fopen("file1.txt", "wt") -- откроет файл как текстовый файл;

fopen("file1.txt", "wb") -- откроет файл как бинарный файл.

Но в чем отличие? **Разница заключается лишь в том, что символы переноса строк запишутся по разному.** Рассмотрим пример в UNIX и Windows.

Исходная строка кода выглядит так:

fprintf("Hello\n");
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1. Откроем в Windows файл на запись с параметром "wb" (как бинарный файл). Это означает, что в него запишется в точности то, что мы передали в функции fprintf. Тогда в файл запишутся ровно 6 байт:   
     
   Hello\10
2. А теперь мы откроем в Windows файл на запись с параметром "wt" (как текстовый файл). Тогда в файл запишутся ровно 7 байт:  
     
   Hello\10\13  
     
   Тут \10\13 означает символы перевода строки в ОС Windows.
3. Откроем в UNIX файл на запись с параметром "wt" или "wb". Тогда в файл запишутся ровно 6 байт:  
     
   Hello\10  
     
   Тут \10 означает символы перевода строки в ОС UNIX.

В ОС UNIX разницы все-таки нет.

**Различие между "wt" и "wb" объясняется тем, что в разных операционных системах символы перевода строки разные. При чтении файла, т.е. при открытии файла с параметрами "rt" или "rb", проблема следующая. Если мы поставим параметр "rb", то при чтении файла символ \10 будет восприниматься как перевод строки. А если поставим параметр "rt", то при чтении файла пара символов \10\13 будет восприниматься как символ перевода строки.**

http://rsdn.org/forum/cpp/2277645.hot

**Двоичные файлы**

Двоичные и текстовые файлы — это, как говорят в Одессе, «две большие разницы». Обмен данными между программой и двоичным потоком выполняется без всякого преобразования, поэтому работает быстрее. **Двоичный** **ввод** выполняется функцией **fread()**, имеющей следующий прототип:

size\_t fread(void **\*buffer, size\_t size, size\_t n, FILE \*stream);**

Тип **size\_t** обычно определен как **unsigned int**. **Первый** параметр часто определяет массив (или указатель на динамический массив), в который будет прочитана информация; **третий** параметр задает размер одного элемента данных в байтах, а **второй** — количество читаемых элементов. **Четвертый** параметр определяет **двоичный файл**, из которого информация вводится. Общее количество считанных байтов равно **size\*n**. Однако **возвращает функция количество корректно прочитанных элементов, а не байтов**.

**Вывод в двоичный файл** выполняется функцией **fwrite()**, которая имеет совершенно аналогичный прототип:

size\_t fwrite(constvoid **\*buffer, size\_t size, size\_t n, FILE \*stream);**

Функция записывает **n** элементов размера **size** в двоичный файл **stream** из буфера, указатель на который задается в качестве **первого** аргумента. Общее количество выводимых байтов равно **size\*n**. Однако **возвращает функция количество корректно записанных элементов, а не байтов**.

В качестве элементов могут использоваться любые переменные любых типов, в том числе и динамические. Даже массив может быть одним-единственным элементом! Рассмотрим несколько простых примеров, аналогичных примерам для текстовых файлов. Создадим на диске C: каталог **BinFiles** и все двоичные файлы будем размещать в нем. Переделаем пример создания файла

//Создание и чтение двоичных файлов

#include<cstdio>

#include<cstdlib>

#include<ctime>

int **main()**

{ int **m[10]={0};**

**srand((**unsigned)time(NULL)); // инициализация датчика случайных чисел

**FILE \*stream;**

/\* открываем двоичный файл для записи \*/

//if((stream = fopen("c:/binfiles/number1.bin", "wb" )) == NULL)

if((stream = fopen("number1.bin", "wb" **)) == NULL)**

return **1;** // ошибка при открытии

/\* заполняем массив m числами \*/

for(int **i = 0; i < 10; i++)**

**m[i] = rand()%10;** // случайные числа от 0 до 9

// заполняем файл number1.bin элементами-числами

for(int **i = 0; i < 10; i++)**

**fwrite(&m[i], 1,** sizeof(int), stream);

**fclose(stream);** // закрываем файл

/\* открываем другой файл для записи \*/

//if((stream = fopen("c:/binfiles/number2.bin", "wb" )) == NULL)

if((stream = fopen("number2.bin", "wb" **)) == NULL)**

return **1;** // ошибка при открытии

// заполняем файл number2.bin элементом-массивом

**fwrite(m, 1,** sizeof(m), stream); // массив - один элемент

**fclose(stream);** // закрываем файл

// вывод второго двоичного файла на экран

// открываем файл для чтения

//if((stream = fopen("c:/binfiles/number2.bin", "rb" )) == NULL)

if((stream = fopen("number2.bin", "rb" **)) == NULL)**

return **1;** // ошибка при открытии

int **a = 0;** // сюда вводим

// читаем второй файл поэлементно

// правильный цикл

**printf(**"number2.bin\n");

**fread(&a, 1,** sizeof(int), stream); // предварительное чтение

while(!feof(stream)) // пока не конец файла

**{ printf(**"%d\n", a);

**fread(&a, 1,** sizeof(int), stream);

**}**

**fclose(stream);**

// открываем первый файл в режиме чтения

**printf(**"number1.bin\n");

//if((stream = fopen("c:/binfiles/number1.bin", "rb" )) == NULL)

if((stream = fopen("number1.bin", "rb" **)) == NULL)**

return **1;**

int **t[10] = {0};** // массив для чтения

// читаем первый файл как массив

**fread(t, 1,** sizeof(t), stream);

for(int **i = 0; i < 10; i++)** // выводим поэлементно

**printf(**"%d\n",t[i]);

**fclose(stream);**

char **ch = getchar();**

return **0;**

}
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## Потоковый ввод-вывод.

Многие широко используемые языки высокого уровня имеют механизмы ввода/вывода, позволяющие создавать нетривиальные алгоритмы для получения и отображения сложных структур данных. Это не относится к языку С, в котором имеется весьма развитая библиотека функций ввода/вывода, хотя, исторически, ввод/вывод никогда не являлся частью самого языка С. Если вы пользуетесь только простыми операторами ввода/вывода, подобными операторам Паскаля readln и writeln, то такая ситуация может вас удивить. Здесь описываются более 20 различных способов организации ввода/вывода в С.

Библиотека стандартных функций ввода/вывода С позволяет считывать данные и записывать их в файлы и устройства. Однако в самом языке С отсутствуют какие-либо предопределенные файловые структуры. В С все данные обрабатываются как последовательность байт. Имеется **три основных типа функций ввода/вывода**:

* потоковые,
* работающие с консолью и портами,
* низкоуровневые.

В **потоковых** функциях ввода/вывода файлы или объекты данных рассматриваются как поток отдельных символов. Выбирая соответствующую потоковую функцию, вы можете обрабатывать данные любого необходимого размера или формата, начиная от отдельных символов и заканчивая большими, сложными структурами данных.

На техническом уровне, когда программа открывает файл для ввода/вывода при помощи потоковых функций, открытый файл связывается с некоторой структурой типа FILE (предопределенной в stdio.h), содержащей базовую информацию об этом файле. После открытия потока возвращается указатель на файловую структуру. Указатель файла, иногда называемый указателем потока или потоком, используется для ссылки к файлу при всех последующих операциях ввода/вывода.

Все потоковые функции ввода/вывода обеспечивают буферизированный, форматированный или неформатированный ввод и вывод. Буферизированный поток обеспечивает место для промежуточного хранения всей информации, вводимой из потока или записываемой в поток.

Поскольку дисковый ввод/вывод занимает довольно много времени, буферизация потока разгружает приложение. Вместо того чтобы вводить данные из потока по одному символу или по одному элементу данных, потоковые функции ввода/вывода получают данные поблочно. Когда приложению необходимо обработать введенную информацию, оно просто обращается к буферу, что гораздо быстрее. Когда буфер становится пустым, выполняется считывание с диска другого блока.

Во многих языках высокого уровня существует одна проблема с буферизированным вводом/выводом, которую нужно принимать во внимание. Например: **если ваша программа выполнила несколько операторов вывода, которые не заполнили буфер вывода, и запись на диск не произошла, то по завершении программы эта информация будет потеряна.** Для решения этой проблемы обычно выполняется вызов соответствующей функции для очистки буфера. В отличие от других языков высокого уровня, в языке С данная проблема с буферизированным вводом/выводом решается путем автоматической очистки содержимого буфера по завершении программы. Конечно, хорошо написанное приложение не должно рассчитывать на эти автоматические действия; все действия программы должны описываться в явном виде. Дополнительное замечание: если вы используете потоковый ввод/вывод и приложение заканчивается с аварийным остановом, то буферы вывода могут оказаться неочищенными, что приведет к потере данных.

Аналогичным образом выглядят процедуры, **работающие с консолью и портами**; их можно рассматривать как расширенные потоковые функции. Они позволяют читать и писать на терминал (консоль) или в порт ввода/вывода (например, в порт принтера). Функции портов ввода/вывода выполняют простое побайтное считывание и запись. Функции ввода/вывода на консоль обеспечивают несколько дополнительных возможностей. Например, можно определить: введен ли с консоли символ или имеют ли вводимые символы эхо-отображение на экране. Последним типом ввода и вывода является низкоуровневый. Функции **низкоуровнего ввода/вывода** не выполняют никакой буферизации и форматирования; они непосредственно обращаются к средствам ввода и вывода операционной системы. Эти функции позволяют обращаться к файлам и периферийным устройствам на более низком уровне, чем это делают потоковые функции. При открытии файла на этом уровне возвращается описатель файла (file handle), представляющий собой целое число, использующееся затем для обращения к этому файлу при последующих операциях. В общем случае не рекомендуется смешивать функции потокового ввода/вывода с низкоуровневыми. Поскольку потоковые функции являются буферизированными, а низкоуровневые — нет, при обращении к файлу или устройству при помощи двух разных способов возможны рассогласование или даже потеря данных в буферах. Поэтому для каждого конкретного файла необходимо использовать либо потоковые, либо низкоуровневые функции. В табл. 17.1 перечислены наиболее часто используемые в С функции потокового ввода/вывода.

Таблица 17.1. Функции С потокового ввода и вывода

|  |  |
| --- | --- |
| **Функция** | **Описание** |
| clearer() | Сбрасывает индикатор ошибок потока и устанавливает в ноль индикатор конца файла (end-of-file) |
| fclose() | Закрывает поток |
| fcloseall() | Закрывает все потоки |
| fdopen() | Открывает поток, используя его описатель (handle), полученный при помощи creat, dup, dup2 или open |
| feof() | Проверяет поток на признак конца файла |
| ferror() | Проверяет поток на признак конца файла |
| fflush() | Проверяет поток на признак конца файла |
| fgetc() | Считывает символ из потока |
| fgetchar() | Считывает символ из потока stdin |
| fgetpos() | Возвращает текущий указатель файла |
| fgets() | Возвращает строку из потока |
| filelength() | Возвращает размер потока в байтах |
| fileno() | Возвращает описатель файла, связанного с потоком |
| flushall() | Очищает буферы всех потоков |
| fopen() | Открывает поток |
| fprintf() | Выполняет форматированную запись в поток |
| fputc() | Записывает символ в поток |
| fputchar() | Записывает символ в stdout |
| fputs() | Записывает строку в поток |
| fread() | Считывает неформатированные данные из потока |
| freopen() | Переназначает указатель потока |
| fscanf() | Считывает форматированные данные из потока |
| fseek() | Позиционирует указатель файла в указанную позицию |
| fsetpos() | Позиционирует указатель файла потока |
| fstat() | Возвращает информацию об открытом файле |
| ftell() | Возвращает положение текущего указателя файла |
| fwrite() | Записывает неформатированные данные в поток |
| getc() | Этот макрос считывает символ из потока |
| getchar() | Этот макрос считывает символ из stdin |
| gets() | Возвращает строку из stdin |
| getw() | Считывает целое число из потока |
| perror() | Выдает системную ошибку на stderr |
| printf() | Записывает форматированные данные в stdout |
| putc() | Этот макрос записывает символ в поток |
| putchar() | Этот макрос записывает символ в stdout |
| puts() | Записывает строку в stdout |
| putw() | Записывает целое число в поток |
| remove() | Удаляет файл |
| rename() | Переименует файл |
| rewind() | Позиционирует указатель файла на начало потока |
| scanf() | Сканирует и вводит форматированные данные из stdln |
| setbuf() | Отменяет автоматическую буферизацию, позволяя приложению определить собственный буфер для потока |
| setvbuf() | То же самое, что и setbuf(); позволяет также определить размер буфера |
| sprintf() | Записывает форматированные данные в строку |
| sscanf() | Сканирует и вводит форматированные данные из строки |
| tmpnam() | Создает в заданном подкаталоге файл с уникальным именем |
| ungetch() | Засылает символ в буфер клавиатуры |
| vfprintf() | Записывает форматированные данные в поток, используя указатель на форматирующую строку |
| vfscanf() | Сканирует и форматирует ввод из потока, используя указатель на форматирующую строку |
| vprintf() | Записывает форматированные данные в stdout, используя указатель на форматирующую строку |
| vscanf() | Сканирует и форматирует ввод из stdin, используя указатель на форматирующую строку |
| vsprintf() | Записывает форматированные данные в строку, используя указатель на форматирующую строку |
| vsscanf() | Сканирует и форматирует ввод строки, используя указатель на форматирующую строку |

## Соединение и отсоединение потока от файла.

### Функция fopen

Для **соединения потока** с файлом используется функция:

FILE\* fopen(constchar\* filename, constchar\* mode);

которая открывает файл, имя которого задано параметром filename, в режиме, заданнном параметром mode. В случае успешного завершения функция fopen возвращает указатель на поток, а в случае неудачи – NULL.

Параметр mode может принимать следующие значения:

“r” – чтение в текстовом режиме,

“w” – запись в текстовом режиме,

“a” – присоединение в текстовом режиме,

“rb” – чтение в бинарном режиме,

“wb” – запись в бинарном режиме,

“ab” – присоединение в бинарном режиме,

“r+” или “w+” или “a+” – чтение и запись в текстовом режиме,

“r+b” или “w+b” или “a+b” – чтение и запись в бинарном режиме,

“rb+” или “wb+” или “ab+” – чтение и запись в бинарном режиме.

При открытии файла в режимах “r”, “rb”, “r+”, “r+b” его индикатор позиции устанавливается на начало файла. В случае, если открывается несуществующий файл, то функция fopen заканчивается неудачей.

При открытии файла в режимах “w”, “wb”, “w+”, “w+b” создается новый файл. Если файл с заданным именем существует, то его содержимое стирается, а индикатор позиции устанавливается на начало файла.

При открытии файла в режимах “a”, “ab”, “a+”, “a+b” создается новый файл. Если файл с заданным именем существует, то он открывается, и индикатор позиции устанавливается на конец файла.

Следует учитывать, что если текстовый файл открывается в режиме чтения и записи, то базовая операционная система может открыть его в бинарном режиме. Максимальное количество файлов, которые можно открыть одновременно задается переменной FOPEN\_MAX (равно 20 в Visual C++). Максимальная длина имени файла задается переменной FILENAME\_MAX (равно 260 в ОС Windows).

### Функция fclose

Для **отсоединения потока** от файла используется функция:

int **fclose(FILE\* stream);**

которая закрывает файл, при этом освобождая все буферы потока. При успешном завершении функция возвращает 0, а в случае неудачи – EOF.

### Функция freopen

Для **перенаправления потока** используется функция:

FILE\* freopen(constchar\* filename, constchar\* mode, FILE\* stream);

которая закрывает файл, соединенный с потоком **stream**, и соединяет с этим потоком файл **filename** в режиме **mode**. В случае успеха функция возвращает указатель на поток, а в случае неудачи – NULL. Параметр mode принимает те же значения, что и в функции fopen.

Поясним подробнее разницу между текстовым и бинарным режимами работы потока. Как в текстовом так и в бинарном режиме можно использовать все функции для доступа к файлу. **При работе в бинарном режиме поток записывает на диск и считывает с диска точные копии данных, переданные функциями записи данных на диск и требуемые функциями чтения данных с диска соответственно.** Работа потока в текстовом режиме отличается тремя моментами от работы потока в бинарном режиме. **Во-первых**, в этом случае символ CTRL+Z интерпретируется как конец файла. **Во-вторых**, при записи в текстовый поток из комбинации символов “\r” (carriage return, возврат каретки) и “\n” (new line, новая строка) в файл записывается только символ “\n”, а при чтении из текстового потока символ “\n” преобразуется в комбинацию символов “\r”+”\n”. **В-третьих**, так как при записи в текстовый поток может происходить преобразование количества и представления символов, то для получения требуемой позиции в файле нужно использовать только функции **fgetpos** и **ftell**.

## Работа с индикаторами ошибки, позиции и конца файла (ferror, clearerr, feof, rewind, fseek, fsetpos, ftell, fgetpos).

**1. Работа с индикатором ошибки.** С каждым потоком связан индикатор ошибки, который находится в установленном положении, если в потоке, связанном с файлом произошла ошибка. В противном случае индикатор ошибки находится в сброшенном состоянии. Для работы с индикатором ошибки используются функции **ferror** и **clearerr**.

Функция

int **ferror(FILE\* stream);**

возвращает ненулевое значение, если индикатор ошибки установлен, в противном случае – возвращает 0.

Функция

void **clearerr(FILE\* strem);**

сбрасывает индикаторы ошибки и конца файла для потока **stream**.

**2.** **Работа с индикатором конца файла.** Структура **FILE** содержит индикатор конца файла, который устанавливается в ненулевое значение функцией чтения из файла при достижении этой функцией конца файла. Состояние конца файла читается функцией

int **feof(FILE\* stream);**

которая возвращает ненулевое значение, если индикатор конца файла установлен, в противном случае функция возвращает 0.

**3. Работа с индикатором позиции.** Для каждого файла, после его открытия, определяется индикатор позиции, который указывает на смещение от начала файла в байтах. Тип индикатора позиции определяется как

typedeflong **fpos\_t;**

Для работы с индикатором позиции предназначены следующие функции.

Функция

void **rewind(FILE\* stream);**

устанавливает индикатор позиции на начало файла, связанного с потоком **stream**. При этом сбрасывется индикатор ошибки и конца файла.

Функция

int **fseek(FILE\* stream,** long **offset,** int **mode);**

сдвигает индикатор позиции файла на **offset** байт. В случае успешного завершения функция возвращает **0**, в противном случае – ненулевое значение. Параметр **mode** указывает на режим сдвига и может принимать следующие значения:

SEEK\_SET – смещение от начала файла,

SEEK\_CUR – смещение от текущей позиции,

SEEK\_END – смещение от конца файла.

При работе с текстовым потоком должны использоваться только следующие комбинации значений параметров:

mode = SEEK\_SET offset = 0 или

offset = значению, возвращаемому функцией ftell

mode = SEEK\_CUR offset = 0

mode = SEEK\_END offset = 0

Функция

int **fsetpos(FILE\* stream,** const **fops\_t \*pos);**

устанавливает индикатор позиции файла **stream** в позицию, на которую указывает параметр **pos**. Индикатор конца файла сбрасывается. В случае успеха функция возвращает 0, а в случае неудачи возвращает ненулевое значение и устанавливает переменную **errno**.

Функция

long **ftell(FILE\* stream);**

в случае успешного завершения возвращает текущую позицию файла **stream**, а в случае неудачи – возвращает значение **1L** и устанавливает значение переменной **errno**. Для бинарного потока позиция равна смещению в байтах от начала файла, а в случае текстового потока – значению, которое может использоваться функцией **fseek**.

Функция

int **fgetpos(FILE\* stream, fops\_t\* pos);**

записывает текущую позицию файла **stream** по адресу **pos**. В случае успеха функция возвращает 0, а в случае неудачи – ненулевое значение и устанавливает значение переменной **errno**.

## Блочный ввод-вывод (fwrite, fread).

Блоком называется область оперативной памяти, содержимое которой записывается в файл. Ввод-вывод блоками используется **бинарными потоками**.

Для записи блока в файл используется функция

size\_t fwrite(constvoid\* ptr, size\_t size, size\_t nitems, FILE\* stream);

которая записывает содержимое блока памяти, на который указывает **ptr**, в файл **stream**. Длина записываемого блока определяется как произведение **size\*nitems**. Функция возвращает число записанных единиц памяти. В случае удачи это число должно быть равно **nitems**.

Для чтения блока из файла используется функция

size\_t fread(constvoid\* ptr, size\_t size, size\_t nitems, FILE\* stream);

параметры которой имеют тот же смысл, что и в функции fwrite.

По стандарту состояние индикатора позиции после работы функций **fwrite** и **fread** не определено.

В следующей программе создается бинарный файл.

// создание бинарного файла

#include<stdio.h>

struct **emp**

{

int **code;**

char **name[20];**

double **salary;**

};

int **main()**

{

**FILE\* out;** // выходной поток

struct **emp s;** // для записей файла

// открываем выходной поток в бинарном режиме

//if(!(out = fopen("C:\\employee.bin", "wb")))

if(!(out = fopen("employee.bin", "wb")))

**{**

**printf(**"Open file failed.\n");

return **0;**

**}**

**printf(**"Input code, name and salary.\n");

**printf(**"Press Ctrl+z to exit.\n");

**printf(**">");

// вводим первую запись с консоли

**scanf(**"%d%s%lf", &s.code, &s.name, &s.salary);

while **(!feof(stdin))**

**{**

// пишем запись в файл

**fwrite(&s,** sizeof(struct **emp), 1, out);**

**printf(**">");

// вводим следующие записи с консоли

**scanf(**"%d%s%lf", &s.code, &s.name, &s.salary);

**}**

// закрываем выходной поток

**fclose(out);**

return **1;**

}
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В следующей программе выполняется чтение записей из бинарного файла.

// чтение бинарного файла

#include<stdio.h>

struct **emp**

{

int **code;**

char **name[20];**

double **salary;**

};

int **main()**

{

**FILE\* in;** // выходной поток

struct **emp s;** // для записей файла

unsigned **i;** // номер записи

// открываем входной поток в бинарном режиме

//if(!(in = fopen("C:\\employee.bin", "rb")))

if(!(in = fopen("employee.bin", "rb")))

**{**

**printf(**"Open file failed.\n");

return **0;**

**}**

**printf(**"Press Ctrl+z to exit.\n");

// читаем индекс

**printf(**"Input an index: ");

**scanf(**"%u", &i);

while **(!feof(stdin))**

**{**

// устанавливает указатель на нужную запись

**fseek(in, i\***sizeof(struct **emp), SEEK\_SET);**

// читаем запись из файла

if(!fread(&s, sizeof(struct **emp), 1, in))**

**{**

**printf(**"The wrong index.\n");

continue;

**}**

// выводим запись на консоль

**printf(**"\tcode = %d name = %s sal = %f\n",

**s.code, s.name, s.salary);**

// читаем индекс

**printf(**"Input an index: ");

**scanf(**"%u", &i);

**}**

// закрываем входной поток

**fclose(in);**

return **1;**

}
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## Символьный ввод-вывод.

Символьный ввод-вывод используется с **текстовыми потоками**.

### Функции fputc, putc, fgetc, getc, ungetc

**Ввод-вывод символов.** Для записи и чтения символов из текстового файла используются функции **fputc, putc, fgetc, getc**.

Функция

int **fputc(**int **c, FILE\* stream);**

записывает символ **с** в поток **stream** и продвигает индикатор позиции на следующий символ. В случае успеха функция возвращает символ **с**, а в случае неудачи **EOF** и устанавливает индикатор ошибки.

Функция

int **putc(**int **c, FILE\* stream);**

работает так же как и функция fputc, но может быть реализована как макрокоманда.

Функция

int **fgetc(FILE\* stream);**

читает символ из потока **stream** и продвигает индикатор позиции на следующий символ. В случае успешного завершения функция возвращает прочитанный символ. В случае достижения конца файла функция возвращает **EOF** и устанавливает индикатор конца файла. В случае ошибки функция возвращает **EOF** и устанавливает индикатор ошибки.

Функция

int **getc(FILE\* stream);**

работает так же кака и функция fgetc, но может быть реализована как макрокоманда.

Функция

int **ungetc(**int **c, FILE\* stream);**

записывает символ **с** в поток **stream**. Функции **fseek, fsetpos** и **rewind** игнорируют такие символы. Доступ к записанным символам выполняется по правилу **FIFO**. В случае успеха функция возвращает записанный символ, а в случае неудачи – **EOF**.

### Функции fputs и fgets

**Ввод-вывод строк.** Для записи и чтения строк из символьного потока используются символы fpus и fgets.

Функция

int **fputs(**constchar\* str, FILE\* stream);

записывает строку **str** в файл **stream**, не включая завершающий нулевой байт. В случае успешного завершения функция возвращает ненулевое число, а в случае неудачи – **EOF**.

Функция

int **fgets(**char\* str, int **n, FILE\* stream);**

читает строку из потока **stream** в строку **str**. Останавливается функция в случае, если прочитан (n-1) символ, или встретился символ **‘\n’**, или достигнут конец файла.. В любом из этих случаев в конец строки помещается символ **‘\n’**. В случае успеха функция возвращает указатель **str**, а в случае неудачи – **NULL**. Строка **str** не изменяется, если не прочитан ни один символ и встретился конец файла.

### Функции fprintf, fscanf

**Форматированный ввод-вывод.** Для форматированного ввода-вывода в текстовые файлы используются функции **fscanf** и **fprintf**.

Функция

int **fprintf(FILE\* stream,** constchar\* format, …);

выполняет вывод в файл **stream** в соответствии с форматной строкой **format**. Работает эта функция так же, как и функция форматирования строк **sprintf**, которая была рассмотрена в лабораторной работе №5.

Функция

int **fscanf(FILE\* stream,** constchar\* format, …);

выполняет ввод из файла **stream** текста в соответствии с форматной строкой **format**. Работает эта функция так же, как и функция форматирования строк **sscanf**, которая была рассмотрена в лабораторной работе №5.

В следующей программе создается текстовый файл.

// создание текстового файла

#include<stdio.h>

int **main()**

{

int **code;**

char **name[80];**

double **salary;**

**FILE\* out;** // выходной поток

// открываем выходной поток в текстовом режиме

**//**if(!(out = fopen("C:\\employee.txt", "w")))

if(!(out = fopen("employee.txt", "w")))

**{**

**printf(**"Open file failed.\n");

return **0;**

**}**

**printf(**"Input code, name and salary.\n");

**printf(**"Press Ctrl+z to exit.\n");

**printf(**">");

// вводим первую запись с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

while **(!feof(stdin))**

**{**

// пишем запись в файл

**fprintf(out,** "%d %s %f ", code, name, salary);

**printf(**">");

// вводим следующие записи с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

**}**

// закрываем выходной поток

**fclose(out);**

return **1;**

}
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В следующей программе читается текстовый файл.

// чтение текстового файла

#include<stdio.h>

int **main()**

{

int **code;**

char **name[80];**

double **salary;**

**FILE\* in;** // входной поток

// открываем входной поток в текстовом режиме

//if(!(in = fopen("C:\\employee.txt", "r")))

if(!(in = fopen("employee.txt", "r")))

**{**

**printf(**"Open file failed.\n");

return **0;**

**}**

// читаем первую запись

**fscanf(in,** "%d%s%lf", &code, name, &salary);

while **(!feof(in))**

**{**

// выводим запись на консоль

**printf(**"code = %d name = %s sal = %f\n", code, name, salary);

// читаем следующие записи

**fscanf(in,** "%d%s%lf", &code, name, &salary);

**}**

// закрываем входной поток

**fclose(in);**

**scanf(**"%u", &code);

return **1;**

}
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## Работа с буферами (setvbuf, setbuf, fflush).

**Буфером** называется область оперативной памяти, используемая потоком для временного хранения данных из файла. Для работы с буферами используются функции **setvbuf, setbuf, fflush**.

Функция

int **setvbuf(FILE\* stream,** char\* buffer, int **mode, size\_t size);**

определяет буфер ввода-вывода и режим работы с ним для потока **stream**. Вызывается эта функция после открытия файла, но перед доступом к нему. При успешном завершении функция возвращает значение **0**, а вслучае неудачи – ненулевое значение.

Параметр **buffer** указывает на блок памяти для буфера. Если этот параметр равен **NULL**, то функция **setvbuf** использует функцию **malloc** для захвата памяти под буфер.

Параметр **mode** определяет режим работы с буфером и может принимать следующие значения:

\_IOFBF вывод данных из буфера во внешнюю память выполняется только при полной загрузке буфера или при закрытии файла;

\_IOLBF вывод данных из буфера во внешнюю память выполняется при записи в буфер символа ‘\n’;

\_IONBF нет буферизации, в этом случае параметры size и buffer игнорируются.

Параметр **size** определяет длину буфера в байтах.

Функция

int **setbuf(FILE\* stream,** char\* buffer);

вызывает функцию **setvbuf**. Причем, если значение параметра **buffer** не равно **NULL**, то функция **setvbuf** вызывается следующим образом:

setvbuf(stream, 0, \_IOFBF, BUFSIZE);

где константа **BUFSIZE** задает длину буфера по умолчанию. Эта константа описана в заголовочном файле stdio.h. В противном случае функция **setvbuf** вызывается следующим образом:

setvbuf(stream, 0, \_IOFBF, BUFSIZE);

То есть в этом случае буферизация не используется.

Функция

int **fflush(FILE\* stream);**

записывает данные из буфера потока **stream**, в соединенный с этим потоком файл. В случае успешного завершения функция возвращает значение **0**, а в случае неудачи – **EOF**. Если значение параметра **stream** равно **NULL**, то освобождаются буферы всех потоков, которые работают в режиме вывода.

В следующей программе создается текстовый файл с буфером.

// создание файла с буфером

#include<stdio.h>

int **main()**

{

int **code;**

char **name[80];**

double **salary;**

**FILE\* out;**

constunsigned **size = 1024;** // размер буфера

char **buffer[size];** // буфер потока

// открываем выходной поток в текстовом режиме

//if(!(out = fopen("C:\\employee.txt", "w")))

if(!(out = fopen("employee.txt", "w")))

**{**

**printf(**"Open file failed.\n");

return **0;**

**}**

// устанавливаем буфер для потока

if(setvbuf(out, buffer, \_IOFBF, size))

**{**

**printf(**"Set buffer failed.\n");

return **0;**

**}**

**printf(**"Input code, name and salary.\n");

**printf(**"Press Ctrl+z to exit.\n");

**printf(**">");

// вводим первую запись с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

while **(!feof(stdin))**

**{**

// пишем запись в файл

**fprintf(out,** "%d %s %f ", code, name, salary);

**printf(**">");

// вводим следующие записи с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

**}**

// закрываем выходной поток

**fclose(out);**

return **1;**

}

![](data:image/png;base64,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)

В следующей программе создается текстовый файл без буфера.

// создание файла без буфера

#include<stdio.h>

int **main()**

{

int **code;**

char **name[80];**

double **salary;**

**FILE\* out;**

// открываем выходной поток в текстовом режиме

//if(!(out = fopen("C:\\employee.txt", "w")))

if(!(out = fopen("employee.txt", "w")))

**{**

**printf(**"Open file failed.\n");

return **0;**

**}**

// нет буферизации

**setbuf(out, NULL);**

**printf(**"Input code, name and salary.\n");

**printf(**"Press Ctrl+z to exit.\n");

**printf(**">");

// вводим первую запись с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

while **(!feof(stdin))**

**{**

// пишем запись в файл

**fprintf(out,** "%d %s %f ", code, name, salary);

**printf(**">");

// вводим следующие записи с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

**}**

// закрываем выходной поток

**fclose(out);**

return **1;**

}
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## Стандартные потоки (putchar, getchar, puts, gets, perror).

Каждой программе предоставляются **три стандартных потока**, которые по умолчанию соединены с консолью. Указатели на эти потоки возвращают макрокоманды **stdin, stdout, stderr**. Для работы со стандартными потоками предназначены рассмотренные ранее функции **scanf, printf**, а также следующие функции:

int **putchar(**int **c);** // вывод символа в stdout

int **getchar(**void); // ввод символа из stdin

int **puts(**constchar\* str); // вывод строки в stdout

char\* gets(char\* str); // ввод строки из stdin

void **perror(**constchar\* str); // вывод сообщения об ошибке в stderr

Работают эти функции так же, как и аналогичные функции для работы с файлами.

## Служебные функции для работы с файлами (remove, rename, tmpfile, tmpnam).

Здесь перечислим служебные функции для работы с файлами, которые не входят ни в одну из вышеперечисленных категорий. К ним относятся функции **remove, rename, tmpfile, tmpname**.

Функция

int **remove(**constchar\* filename);

удаляет файл с именем **filename**. Если файл открыт, то работа функции зависит от реализации. В случае успешного завершения функция возвращает **0**, а в случае неудачи – ненулевое значение.

В следующей программе показывается, как удалить файл.

// удаление файла

#include<stdio.h>

int **main()**

{

//if(remove("C:\\employee.bin"))

if(remove("employee.bin"))

**{**

**printf(**"There is no such a file.\n");

return **0;**

**}**

**printf(**"The file was deleted.\n");

return **1;**

}

Функция

int **rename(**constchar\* old\_filename, constchar\* new\_filename);

переименовывает файл с именем **old\_filename** в файл с именем **new\_filename**. Если файл с именем **new\_filename** уже существует, то работа функции зависит от реализации. В случае успешного завершения функция возвращает **0**, а в случае неудачи – ненулевое значение.

В следующей программе показывается, как переименовать файл.

// переименование файла

#include<stdio.h>

int **main()**

{

//if(rename("C:\\employee.txt", "C:\\emp.txt"))

if(rename("employee.txt", "emp.txt"))

**{**

**printf(**"There is no such a file.\n");

return **0;**

**}**

**printf(**"The file was renamed.\n");

return **1;**

}

Функция

FILE\* tmpfile(void);

создает временный файл в режиме “**w+b**”. После закрытия потока файл удаляется. В случае успешного завершения функция возвращает указатель на файл, а в случае неудачи – **NULL**.

Функция

char\* tmpnam(char\* str);

возвращает имя для временного файла. Максимальное количество имен равно **TMP\_MAX**, а максимальная длина имени равна **L\_tmpnam**. Если значение параметра **str** равно NULL, то функция возвращает указатель на свою строку, в противном случае возвращается указатель **str**.

Следующая программа показывает пример использования временного файла.

// использование временного файла

#include<stdio.h>

int **main()**

{

int **code;**

char **name[80];**

double **salary;**

**FILE\* temp;** // временный файл

// открываем временный файл

if(!(temp = tmpfile()))

**{**

**printf(**"Create temp file failed.\n");

return **0;**

**}**

**printf(**"Input code, name and salary.\n");

**printf(**"Press Ctrl+z to exit.\n");

**printf(**">");

// вводим первую запись с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

while **(!feof(stdin))**

**{**

// пишем запись в файл во временный файл

**fprintf(temp,** "%d %s %f ", code, name, salary);

**printf(**">");

// вводим следующие записи с консоли

**scanf(**"%d%s%lf", &code, &name, &salary);

**}**

// устанавливаем индикатор позиции на начало файла

**rewind(temp);**

**printf(**"\nRead records from the temporary file.\n");

// читаем первую запись из временного файла

**fscanf(temp,** "%d%s%lf", &code, name, &salary);

while **(!feof(temp))**

**{**

// выводим запись на консоль

**printf(**"code = %d name = %s sal = %f\n", code, name, salary);

// читаем следующие записи из временного файла

**fscanf(temp,** "%d%s%lf", &code, name, &salary);

**}**

// закрываем временный файл

**fclose(temp);**

**scanf(**"%d", &code);

return **1;**

}

![](data:image/png;base64,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)

## Низкоуровневый ввод и вывод в С.

В следующем списке перечислены наиболее часто используемые в программах функции низкоуровневого ввода и вывода:

|  |  |
| --- | --- |
| **Функция** | **Описание** |
| close() | Закрывает дисковый файл |
| lseek() | Поиск указанного байта в файле |
| open() | Открывает дисковый файл |
| read() | Читает данные в буфер |
| unlink() | Удаляет файл из подкаталога |
| write() | Записывает буфер данных |

Функции низкоуровневого ввода и вывода не буферизируют и не форматируют данные. Доступ к файлам, открываемых функциями нижнего уровня, осуществляется при помощи описателя файла (handle — целое число, используемое операционной системой для обращения к файлу). Для открытия файлов используется функция ореn(). Для открытия файла с атрибутами совместного использования (sharing) можно использовать макрос sopen().

**Низкоуровневые функции отличаются от своих аналогов — потоковых функций — тем, что они не требуют включения заголовочного файла stdio.h.** Однако, могут быть полезны некоторые часто используемые константы, предопределенные в **stdio.h**: например, **EOF** и **NULL**. Объявления низкоуровневых функций дается в заголовочном файле io.h.

Первоначально данная система дискового ввода/вывода была создана для операционной системы UNIX. Поскольку комитет по стандарту ANSI С решил не стандартизовывать эту UNIX-подобную систему небуферизированного, низкоуровневого ввода/вывода, то ее нельзя рекомендовать для дальнейшего использования. Для всех новых разработок рекомендуется использовать стандартизованную систему буферизированного ввода/вывода.

**File descriptors - open, close, read, write**

В языке C есть много способов работы с файлами. Помимо структуры FILE можно использовать так называемые дескрипторы файла (file descriptors). Дескриптор файла -- целое неотрицательное число. Оно обозначает номер открытого файла в таблице открытых файлов операционной системы. Использование дескрипторов файла -- более низкий уровень, чем нежели ипользование струкруты FILE. Структура FILE -- сущность языка C и его стандартной библиотеки, тогда как дескриптор файла -- сущность операционной системы. Например, при работе со структурой FILE автоматически создается буфер, и программист работает с более высокоуровневой абстракцией. А при работе с дескрипторами файла программист должен позаботится о буферизации вручную.

Пример работы с дескрипторами файла довольно прост и почти в точности повторяет процесс работы со структурой FILE:

int **fd = open(**"...");

Сходство работы с дескрипторами файла с работой со структурой FILE заключается в том, что в названии функций отсутствует буква "f". Иногда параметры функций незначительно отличаются.

Структуру FILE полезно использовать при работе с настоящими "файлами" (которые находятся на жестком диске). Ипользовать дескрипторы файла полезно в случаях работы со специальными "файлами". В этом подходе есть своя специфика работы, но сейчас просто полезно знать, что такой подход существует.

Аналогами stdin, stdout и stderr в дескрипторах файла являются числа 0, 1 и 2 соответственно. Стандарт POSIX.1 обозначил числа 0, 1, 2 символическими константами STDIN\_FILENO, STDOUT\_FILENO и STDERR\_FILENO соответственно.

**Memory mapping. Функция mmap**

Следующий способ работы с файлами удобен в тех случаях, когда приходится читать файл нелинейно: надо "ходить" вперед и назад. В предыдущих подходах такие ситуации оказывались неудобными с точки зрения программирования: получился бы громоздкий код.

В языке C был придуман удобный способ работы в таких ситуациях, который называется **memory mapping**. Соответствующая функция:

char **\*ptr = mmap(**"...");

Работает эта функция примерно так. Мы указываем этой функции файл на диске, и она "отображает" этот файл в такую-то область в памяти. В результате работы функции мы получаем указатель на начало файла. И потом мы можем работать с этим файлом как с обычным указателем на какую-то область памяти: можем "ходить" вперед и назад по этому файлу.

Можно "отобразить" не весь файл целиком, а, например, отдельную часть файла: с 3-его килобайта по 4-ый килобайт.

**Win32 API: FileCreate, FileRead, etc.**

При работе с файлами в ОС Windows можно использовать все те функции, которые были описаны выше. В ОС Windows есть своя большая стандартная библиотека **Win32 API**. В этой библиотеке также есть функции для работы с файлами: например, функции FileCreate(...) или FileOpen(...). Они по своей работе похожи на функции из стандартной библиотеки C, но отличия также присутствуют. Они заключаются в параметрах этих функций и небольших "хитростях", которые мы здесь опустим.

Если вы программируете под ОС Windows и пишите программу для работы в ОС Windows, то стоит пользоваться библиотекой Win32 API для работы с файлами.

## Форматированный вывод.

Богатый ассортимент средств управления форматом вывода в С позволяет легко создавать печатные графики, отчеты или таблицы. Двумя основными функциями, выполняющими этот форматированный вывод, являются **printf()** и эквивалентная функция для файлов — **fprintf()**. Эти функции могут использовать любые символы преобразования, показанные в табл. 11.2. Спецификация формата имеет следующий вид:

%[флаги] [ширина] [.точность] [{h | 1 | L}]тип

Таблица 11.2. Символы преобразования для функций printf() и fprintf()

|  |  |  |
| --- | --- | --- |
| **ПОЛЕ “ТИП”** | | |
| **Сим-**  **вол** | **Тип** | **Формат вывода** |
| c | int или wint\_t | printf—означает однобайтный символ  wprintf—означает широкий символ |
| C | int или wint\_t | printf—означает широкий символ  wprintf—означает однобайтный символ |
| d | int | Десятичное целое зо знаком |
| e | double | Число со знаком в виде [-]d.ddd e [знак]ddd,где d-отдельная десятичная цифра, ddd-одна или несколько десятичных цифр, ddd-ровно четыре десятичные цифры и знак “+” или ”-” |
| E | double | То же что и “е”, за исключением того, что перед экспонентой стоит “E” |
| f | double | Число со знаком в виде [-]ddd.ddd, где d-одна или несколько десятичных цифр. Число цифр после десятичной точки зависит от точности |
| g | double | Число со знаком в формате ”f” или ”e”. Используется наиболее компактная форма. Отсутствуют нули в младших разрядах. Нет десятичной точки, если за ней отсутствуют цифры |
| G | double | То же что и “g”, за исключением того, что перед экспонентой стоит “G” |
| i | int | Десятичное целое со знаком |
| n | Указатель на целое | Количество символов, записанных в поток или буфер. Адрес буфера, определяемого целочисленным аргументом |
| o | Int | Восьмеричное число без знака |
| p | Указатель на void | Печатается адрес(определяемый аргументом) |
| s | строка | printf – определяет строку однобайтных символов  wprintf - определяет строку широких символов(печать в NULL или с максимальной точностью) |
| S | строка | printf – определяет строку широких символов  wprintf - определяет строку однобайтных символов (печать в NULL или с максимальной точностью) |
| u | строка | Десятичное целое без знака |
| x | int | Шестнадцатеричное целое без знака (используются символы нижнего регистра) |
| X | int | Шестнадцатеричное целое без знака (используются символы верхнего регистра) |

Таблица 11.2 Символы преобразования для функций printf() и fprintf() (продолжение)

|  |  |
| --- | --- |
| **Флаг** | **Значение** |
| **#** | Перед ненулевыми значениями ставиться 0, 0x, или 0X (по умолчанию пробелы отсутствуют) |
| **.** | Для форматов “e”, “E”, или “f” символ “#” указывает на наличие в выходном значении десятичной точки во всех случаях (по умолчанию точка появляется тогда, когда за ним следуют цифры) |
| **-** | Если число введенных символов оказывается меньше указанного, результаты выравниваются по левому краю поля вывода(по умолчанию принято правостороннее выравнивание |
| **+** | При вводе знаковых чисел знак отображается всегда(по умолчанию знак устанавливается только перед отрицательными числами) |
| **0** | Если значению поля ширина предшествует символ ‘0’, выводимое число дополняется ведущими нулями до минимальной ширины поля вывода(по умолчанию в качестве заполнителей применяются пробелы); при левостороннем выравнивании игнорируется |
| **пробел** | Если выводится положительное знаковое число, перед ним ставится пробел(по умолчанию пробел в таких случаях не ставится); игнорируется при наличии флага + |

Поле спецификации является символом или числом, которое задает опцию форматирования. Простейший случай — знак процента и тип: например, %f. Поле "тип" используется для того, чтобы определить, что аргумент должен интерпретироваться как символ, строка или число. Поле "флаги" используется для управления печатью знаков, пробелов, десятичных точек, основания системы счисления выходных значений и так далее. Поле "ширина" указывает минимальное число печатаемых символов. Поле "точность" указывает максимальное число символов, печатаемых при выводе. Символы h | l | L являются необязательными префиксами, определяющими размер аргумента.

Все функции (в том числе scanf(), fscanf() и sscanf()) можно использовать для ввода чрезвычайно сложных данных. Взгляните, например, на следующий оператор:

scanf("%2d%5s%4f", &ivalue, psz, &fvalue);

Этот оператор вводит целое число из двух цифр, строку из пяти символов и вещественное число, занимающее максимально четыре позиции (2.97, 12.5 и так далее). Сможете ли вы определить, что выполняет следующий оператор:

scanf ("%\*[\t\n]\"%[^A-Za-z]%[^\"]\"", ps1, ps2);

Вначале оператор считывает, но не запоминает любой пустой символ (пробел). Это выполняется при помощи следующей спецификации форма-та: "%\*[\t\n]". Символ (\*) указывает функции, что она должна получить указанные данные, но не запоминать их ни в одной переменной. Если во входной строке содержатся только символы пробела, табуляции или перевода строки, то функция scanf() продолжает считывание до тех пор, пока не встретит двойную кавычку ("). Для этого используется спецификатор формата \", который указывает на то, что введенное значение должно совпадать с заданным символом. Символ двойной кавычки, однако, не вводится. огда функция scanf() обнаружила двойную кавычку, она получает указание вводить все символы, являющиеся цифрами, в переменную ps1. Для этого в спецификации формата %[^A-Za-z] используется модификатор — знак вставки (^), который указывает на то, что можно вводить любые символы, за исключением заглавных букв от "А" до "Z" и строчных букв от "а" до "z". Если бы знака вставки не было, то строка должна была бы содержать только буквенные символы. Знак тире между двумя символами "А" и "Z" и "а" и "z" говорит о том, что нужно рассматривать весь диапазон значений.

Мы уже использовали ранее функцию scanf() и формат %s для считывания строки. Основное различие между scanf() и gets() заключается в том, как они определяют, что достигли конца строки; scanf () предназначена скорее для получения слова, а не строки. Функция gets (), как мы уже видели, принимает все символы до тех пор, пока не встретит первый символ «новая строка». Функция scanf () имеет два варианта. Для любого из них строка начинается с первого встретившегося непустого символа. Если вы используете формат %s, строка продолжается до (но не включая) следующего пустого символа (пробел, табуляция или новая строка). Если вы определяете размер поля как %10s, то функция scanf() считает не более 10 символов или же считает до любого пришедшего первым пустого символа.

Функция scanf () возвращает целое значение, равное числу считанных символов, если ввод прошел успешно, или символ EOF, если он встретился.

### Использование функций printf() и fprintf().

Мы уже обсуждали функцию **printf()** довольно основательно. Подобно **puts()**, она использует указатель строки в качестве аргумента. Функция **printf()** менее удобна, чем **puts()**, но более гибка. Разница заключается в том, что **printf()** не выводит автоматически каждую строку текста с новой строки. Вы должны указать, что хотите выводить с новых строк. Так,

printf(" %s\n"**, string);**

дает то же самое, что и

puts(string);

Вы можете видеть, что первый оператор требует ввода большего числа символов и большего времени при выполнении на компьютере. С другой стороны, **printf()** позволяет легко объединять строки для печати их в одной строке. Например:

printf("Хорошо, %s, %s\n", name, MSG);

объединяет "Хорошо" с именем пользователя и с символьной строкой MSG в одну строку.

Функции ввода-вывода **fprintf()** и **fscanf()** работают почти как printf() и scanf(), но им нужен дополнительный аргумент для ссылки на сам файл. Он является первым в списке аргументов. Вот пример, иллюстрирующий обращение к этим функциям:

/\* образец использования fprintf() и fscanf() \*/

#include <stdio.h>

void main()

{

FILE \*fi;

int age;

fi = fopen("sam.txt" , "r"); /\* считывание \*/

fscanf( fi, " %d", &age); /\* fi указывает на sam \*/

fclose(fi);

fi = fopen("data.txt" , "a"); /\* дополнение \*/

fprintf( fi, "sam is %d.\n", age); /\* fi указывает на data \*/

fclose(fi);

}

Заметим, что можно было использовать fi для двух различных файлов, потому что мы закрыли первый файл, прежде чем открыть второй.

В отличие от **getc()** и **putc()** эти две функции получают указатель типа **FILE** в качестве первого аргумента. Две другие, описанные ниже, получают его в качестве последнего аргумента.

В следующем примере описываются переменные **четырех типов**: символьная, массив символов, целочисленная и вещественная; затем показано, как для каждой переменной использовать соответствующие средства управления форматированием. Исходный текст программы подробно прокомментирован, и для максимальной простоты использована нумерация строк вывода, связывающая выводимое значение и оператор, обеспечивающий это значение:

/\*Программа на С, демонстрирующая развитые средства преобразования

и форматирования\*/

#include "stdafx.h"

#include "E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void StopWait(void);

main()

{

char c = 'A',

psz1[] = "In making a living today many no ",

/\* Для того, чтобы жить, сегдня многие \*/

psz2[] = "longer leave any room for life.";

/\* не ыыходят из комнат в течение всей жизни. \*/

int iln = 0,

ivalue = 1234;

double dPi = 3.14159265;

/\* преобразования \*/

printf("\n[%2d] %c",++iln,c); /\*01\*//\* печать символа с \*/

printf("\n[%2d] %d",++iln,c); /\*02\*//\* печать ASCII-кода символа с \*/

printf("\n[%2d] %c",++iln,90); /\*03\*//\* печать символа с ASCII-кодом 90 \*/

printf("\n[%2d] %o",++iln,ivalue); /\*04\*//\* печать ivalue в восьмеричном виде \*/

printf("\n[%2d] %x",++iln,ivalue); /\*05\*//\* печать шестнадцатеричного числа буквами нижнего регистра \*/

printf("\n[%2d] %X",++iln,ivalue); /\*06\*//\* печать шестнадцатеричного числа буквами верхнего регистра \*/

/\* опции преобразования и форматирования \*/

printf("\n[%2d] %c",++iln,c); /\*07\*//\* минимальная ширина 1\*/

printf("\n[%2d] %5c",++iln,c); /\*08\*//\* минимальная ширина 5, выравнивание вправо \*/

printf("\n[%2d] %-5c",++iln,c); /\*09\*//\* минимальная ширина 5, выравнивание влево \*/

printf("\n[%2d] %s",++iln,psz1); /\*10\*//\* 33 не-null символа с автоматическим определением ширины \*/

printf("\n[%d] %s",++iln,psz2); /\*11\*//\* 31 не-null символ с автоматическим определением ширины \*/

printf("\n[%d] %5s",++iln,psz1); /\*12\*//\* минимальная ширина 5 переопределена, автоматическая — 33 \*/

printf("\n[%d] %38s",++iln,psz1);/\*13\*//\* минимальная ширина 38, выравнивание вправо \*/

printf("\n[%d] %-38s",++iln,psz2);/\*14\*//\* минимальная ширина 38, выравнивание влево \*/

printf("\n[%d] %d",++iln,ivalue);/\*15\*//\* ширина ivalue по умолчанию 4 \*/

printf("\n[%d] %+d",++iln,ivalue);/\*16\*//\* печать ivalue со знаком "+" \*/

printf("\n[%d] %3d",++iln,ivalue);/\*17\*//\* минимальная ширина 3 переопределена, автоматическая — 4 \*/

printf("\n[%d] %10d",++iln,ivalue);/\*18\*//\* минимальная ширина 10, выравнивание вправо \*/

printf ("\n[%d] %-10d",++iln,ivalue); /\*19\*//\* минимальная ширина 10, выравнивание влево \*/

printf ("\n[%d] %010d", ++iln, ivalue) ; /\*20\*//\* выравнивание влево с дополнением пробелов \*/

printf("\n[%d] %f",++iln,dPi); /\*21\*//\* использование количества цифр по умолчанию \*/

printf("\n[%d] %20f",++iln,dPi); /\*22\*//\* минимальная ширина 20, выравнивание вправо \*/

printf("\n[%d] %020f",++iln,dPi); /\*23\*//\* выравнивание вправо с ведущими нулями \*/

printf("\n[%d] %-20f",++iln,dPi); /\*24\*//\* минимальная ширина 20, выравнивание влево \*/

/\* дополнительная точность при форматировании \*/

printf("\n[%d] %19.19s",++iln,psz1); /\*25\*//\* минимальная ширина 19, печать всех 19 \*/

printf("\n[%d] %.2s",++iln,psz1); /\*26\*//\* печать первых 2-х символов \*/

printf("\n[%d] %19.2s",++iln,psz1); /\*27\*//\* печать 2-х символов, выравнивание вправо \*/

printf("\n[%d] %-19.2s",++iln,psz1); /\*28\*//\* печать 2-х символов, выравнивание влево \*/

printf("\n[%d] %\*.\*s",++iln,19,6,psz1); /\*29\*//\* использование аргументов printf \*/

printf("\n[%d] %10.8f",++iln,dPi); /\*30\*//\* ширина 10; 8 справа от '.' \*/

printf("\n[%d] %20.2f",++iln,dPi); /\*31\*//\* ширина 20; 2 до правой границы выравнивания \*/

printf("\n[%d] %-20.4f",++iln,dPi); /\*32\*//\* 4 десятичных позиций, выравнивание влево \*/

printf("\n[%d] %20.4f",++iln,dPi); /\*33\*//\* 4 десятичных позиций, выравнивание вправо \*/

printf("\n[%d] %20.2e",++iln,dPi); /\*34\*//\* ширина 20, экспоненциальное представление \*/

StopWait(); /\* Wait a little \*/

return (0);

}

Результат работы программы выглядит следующим образом:
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Изучив приведенный пример, вы сможете легко форматировать выходные данные вашей программы и выбирать те комбинации, которые соответствуют типам данных вашего приложения.

## Примеры

### Содержимое файла

/\* расскажите, что находится в файле "test" \*/

#include<stdio.h>

void **main()**

{

**FILE \*in;** /\* описываю указатель на файл \*/

int **ch;**

if **( (in = fopen(**"test.txt" **,** "r")) != NULL){

/\* открываю test для чтения, проверяя, существует ли он \*/

/\* указатель FILE ссылается теперь на test \*/

while **( (ch = getc(in) )!= EOF)** /\* получаю символ из in \*/

**putc(ch, stdout);** /\* посылаю на стандартный вывод \*/

**fclose(in);** /\* закрываю файл \*/

**}**

else

**printf(**"I couldn't open file \"test\" \n");

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAAAeCAIAAAA0DcyjAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsIB3nSZJQAAA1dJREFUeF7tWUtuGzEMdXoy3yDovsvsi56kyLJAD9BFDuGjVQYDmuZvqN9ImdEsAkeWyMenJ5LWvHz8+3NZz2JgEAMvv36+DXK93C4GLpelv6WCgQzc89/r9x8JwfV6TX9vtxt+dmDBNHhgITzW+KYpasSaTLEFcQ5ktqvrAp674ik2/q1sZZKLqhhr3JcUE24ZpPOswrNHU8YXDb9Qf1802mPAzj3kM0e9ob901PCpCaOVHSePSpwwQnsD+q9qSsVJLas22aDfbCAGusrxi42NBH+AJuShP0liqzzv2MEiHun/rJ1ohRN6WcwuuN8SG3zVym+ZnQOIL3H40J+V1eOHuyZBxtcWVJ/NtMdypDU/jatajNuPh3mSmdv9H6aEeIrK4q5AT1n245NZHpILgQEGuDc/Fv55eIszLGdu68/pP2ocZ7VlZY7w52H60LtaBasEQqrHE/RYRt1uqzz9OWTJ3lnKFOc0JF3lpZV9aodebdBfDBRAmV+Ztyw7Fp7dxLGHo/X+Yw+Wn30cI3U14S1af5s4O7kRvGSBJvLkbHyGv/Lf0sFABh7vf2VnMxBWV9fOxV5Xv9Mar/8xVBzavf5iLZBXr8V2Z164T+2b7VJwNjygkNX/dTkps222j2fgVeK9/v5+/0szMH6mdYqlaBoPTSe549bmq3YYidIvvTTxk5wabwLj4w/al5uNYCz7WTxYOC1+cvH4dlQScuPCeJ/yH7uxk1sIbnDzKJSCcSfz4EsFxjV0C8xvTQZThVhpn/UzTHxx/Lk8Aw/SvoWHTpYc1uOM7MuT/uiu08WJCFWL6kFhrGF/KccdfHAS5MGNhBSfw5I6LNzBbxwhzhxYIoNoy3gL9X8gPkYBipVKEwYlFGtcjS1LqUF21GlqnlPjqvFykrVlvIX0t5moWOaQdVmWuba7gh7VlOb4skotO0LF9suyggQ8mx2L0lyc/P6PJjOnqbS+yh13woCvIJuyD1AlYZBZiOgPQVLxSSFK445fVTEYAn7rUOqUgqAdecjV3bS2WBIu46XUWTkF7VvtEwXw+fu3bTYaZS0ivhpsve3XYJtwbUR/tfV3hrAh5/cTR2/7M3A4DMN6/zuM+uV4vf9YGhjLwBHq71gGl/caBpb+athba2sZ+A8YeAZcBTXr1wAAAABJRU5ErkJggg==)

### Чтение/запись из/в файл

/\*В данной программе на С показано, как объявлять и использовать

файлы для ввода и вывода. Программа считывает значение order\_price

из файла customer.txt и вычисляет значение billing\_price,

записываемое в файл billing.txt\*/

#include<stdio.h>

#include<iomanip.h>

#define **MIN\_DISCOUNT .97**

#define **MAX\_DISCOUNT .95**

main ()

{

float **forder\_price, fbilling\_price;**

**FILE \*fin,\*fout;**

**fin=fopen (**"customer.txt", "r") ;

**fout=fopen (**"billing.txt", "w") ;

while **(fscanf(fin,**"%f",&forder\_price) != EOF) {

**fprintf(fout,**"Your order of \t$%8.2f\n", forder\_price);

if **(forder\_price < 10000)**

**fbilling\_price = forder\_price \* MIN\_DISCOUNT;**

else **fbilling\_price = forder\_price \* MAX\_DISCOUNT;**

**fprintf(fout,**"is discounted to \t$%8.2f.\n\n", fbilling\_price);

**}**

**fclose(fin);**

**fclose(fout);**

return(0);

}

### Назначение буфера потоку stderr

/\*Программа на С, демонстрирующая описание и назначение буфера

потоку stderr\*/

#include"E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void **StopWait(**void);

char **cmyoutputbuffer[BUFSIZ];**

main(void)

{

/\* связь буфера с небуферизированным выходным потоком \*/

**setbuf(stderr, cmyoutputbuffer);** /\* строка, которую нужно \*//\*ЗАКАМЕНТИРУЙ для 2 варианта\*/

/\* заполнение буфера выходного потока \*/

**fputs(**"Sample output inserted into the\n",stderr); /\*"Пример вывода в" \*/

**fputs(**"output stream buffer.\n",stderr); /\* "буфер выходного потока." \*/

/\* вывод буфера выходного потока \*/

**fflush(stderr);**

**StopWait();** /\* Wait a little \*/

return **(0);**

}

### Демо для функции setvbuf()

/\*Программа на С, демонстрирующая использование функции setvbuf()\*/

#include"E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void **StopWait(**void);

#define **MYBUFSIZ 512**

main (void)

{

char **ichar, cmybuffer[MYBUFSIZ];**

**FILE \*pfinfile, \*pfoutfile;**

**pfinfile = fopen(**"E:\\LECTURE\\AlgorithmProgramming\\sample.in", "r");

**pfoutfile = fopen(**"E:\\LECTURE\\AlgorithmProgramming\\sample.out", "w");

if **(setvbuf(pfinfile, cmybuffer, \_IOFBF, MYBUFSIZ) != 0)**

**printf(**"pfinfile buffer allocation error\n"); /\* ошибка назначения \*/

else/\* буфера \*/

**printf(**"pfinfile buffer created\n"); /\* буфер создан \*/

if **(setvbuf(pfoutfile, NULL, \_IOLBF, 132) != 0)**

**printf(**"pfoutfile buffer allocation error\n"); /\* ошибка назначения\*/

else

/\* буфера \*/

**printf(**"pfoutfile buffer created\n");

/\* буфер создан \*/

while(fscanf(pfinfile,"%c",&ichar) != EOF)

**fprintf(pfoutfile,**"%c",ichar);

**fclose(pfinfile);**

**fclose(pfoutfile);**

**StopWait();** /\* Wait a little \*/

return **(0);**

}

### Структура и файл

#include<string.h>

#include<stdio.h>

usingnamespace **std;**

struct **Client{**

int **Num;**

char **SurName[27];**

char **Name[21];**

char **SecName[21];**

};

int **main(**void)

{

**setlocale(LC\_ALL,** "Rus");

**FILE \*stream;**

**Client AClient, RClient;**

//Открываем файл для вывода

if **((stream = fopen(**"SAMPLE.DAT", "wb"))== NULL){

**printf(**"Cannot open output file.\n");

**getchar(); getchar();**

return **1;**

**}**

**AClient.Num = 1;**

**strcpy(AClient.SurName,**"Petrov");

**strcpy(AClient.Name,** "Petr");

**strcpy(AClient.SecName,** "Petrovich");

//Запись структуры в файл

**fwrite(&AClient,** sizeof(AClient), 1, stream);

//Закрываем файл

**fclose(stream);**

//Открываем файл для чтения

if **((stream = fopen(**"SAMPLE.DAT", "rb")) == NULL){

**printf(**"Cannot open input file.\n");

**getchar(); getchar();**

return **2;**

**}**

**fread(&RClient,** sizeof(RClient), 1, stream);

//Закрываем файл fclose(stream);

**printf(**"The structure contains:\n");

**printf(**"Num = %d SurName = %s "

"Name = %s SecName = %s",

**RClient.Num, RClient.SurName,**

**RClient.Name, RClient.SecName);**

**getchar();**

return **0;**

}

### Сжатие файла

В нашем примере имя файла, который следовало открыть, было записано в программе. Мы не обязаны считаться с этим ограничением. Используя аргументы командной строки, можно сообщить нашей программе имя файла, который хотим считать. В нашем следующем примере так и происходит. С помощью, примитивного приема сжимается содержимое — остается только каждый третий символ. Наконец, сжатая версия размещается в новый файл, имя которого состоит из старого имени с добавкой .red (сокращение слова reduced). Обычно весьма важны первый и последний элементы (аргумент командной строки и добавка к имени файла). Само же сжатие имеет более ограниченное применение, но, как вы увидите, им можно пользоваться.

/\* сожмите ваши файлы в 2—3 раза! \*/

#include <stdio.h>

#include<string.h>

void main(int argc, char \*argv[])

{

FILE \*in, \*out; /\* описывает два указателя типа FILE \*/

int ch;

static char name [20]; /\* память для имени выходного файла \*/

int count = 0;

if ( argc < 2) /\* проверяет, есть ли входной файл \*/

printf("Sory, i need the title of the file.\n" );

else

{

if ( (in = fopen(argv[1], "r")) != NULL)

{

strcpy(name, argv[1]); /\* копирует имя файла в массив \*/

strcat(name, " .red"); /\* добавляет .red к имени \*/

out = fopen(name, " w"); /\* открывает файл для записи \*/

while ( (ch = getc(in)) ! = EOF)

if ( count++ %3 ==0)

putc(ch, out); /\* печатает каждый третий символ \*/

fclose(in);

fclose(out);

}

else

printf(" Я не смогла открыть файл\" %s\" \n", argv[1]);

}

}
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Мы поместили программу в файл, названный reduce и применили эту программу к файлу, названному eddy, который содержал одну единственную строку

Даже Эдди нас опередил с детским хором.

Была выполнена команда

reduce eddy

и на выходе получен файл, названный eddy .red, который содержит

Дед спел тихо

Какая удача! Наш случайно выбранный файл сделал осмысленное сокращение.

Вот некоторые замечания по программе.

Вспомните, что argc содержит определенное количество аргументов, в число которых входит имя программного файла. Вспомните также, что с согласия операционной системы argv[0] представляет имя программы, т. е. в нашем случае reduce. Вспомните еще, что argv[1] представляет первый аргумент, в нашем случае eddy. Так как сам argv[1] является указателем на строку, он не должен заключаться в двойные кавычки в операторе вызова функции.

Мы используем argc, чтобы посмотреть, есть ли аргумент. Любые избыточные аргументы игнорируются. Помещая в программу еще один цикл, вы могли бы использовать дополнительные аргументы — имена файлов и пропускать в цикле каждый из этих файлов по очереди.

С целью создания нового имени выходного файла мы используем функцию strcpy() для копирования имени eddy в массив name. Затем применяем функцию strcat() для объединения этого имени с .red.

Программа требует, чтобы два файла были открыты одновременно, поэтому мы описали два указателя типа ' FILE'. Заметим, что каждый файл должен открываться и закрываться независимо от другого. Существует ограничение на количество файлов, которые вы можете держать открытыми одновременно. Оно зависит от типа системы, но чаще всего находится в пределах от 10 до 20. Можно использовать один и тот же указатель для различных файлов при условии, что они не открываются в одно и то же время.

### Функции fgets и fputs

/\*Программа на С, демонстрирующая считывание записей при помощи

функции fgets и их вывод на stdout при помощи функции fputs\*/

#include"stdafx.h"

#include"E:\LECTURE\AlgorithmProgramming\Universal\_HederFile.h"

void **StopWait(**void);

#define **INULL\_CHAR 1**

#define **IMAX\_REC\_SIZE 40**

main()

{

**FILE \*pfinfile;**

char **crecord[IMAX\_REC\_SIZE + INULL\_CHAR];**

**pfinfile=fopen(**"E:\\LECTURE\\AlgorithmProgramming\\boatsale.dat", "r");

while(fgets(crecord,IMAX\_REC\_SIZE +INULL\_CHAR,pfinfile) != NULL)

**fputs(crecord,stdout);**

**fclose(pfinfile) ;**

**StopWait();** /\* Wait a little \*/

return **(0);**

}

### Функции fread и fwrite, fseek, ftell, rewind

#include<string.h>

#include<stdio.h>

usingnamespace **std;**

struct **Client{**

int **Num;**

char **SurName[27];**

char **Name[21];**

char **SecName[21];**

};

int **main(**void)

{

**setlocale(LC\_ALL,** "Rus");

**FILE \*stream;**

**Client AClient, RClient;**

longint **pos;**

//Открываем файл для вывода

if **((stream = fopen(**"SAMPLE.DAT", "wb")) == NULL){

**printf(**"Cannot open output file.\n");

**getchar(); getchar();**

return **1;**

**}**

**AClient.Num = 1;**

**strcpy(AClient.SurName,**"Petrov");

**strcpy(AClient.Name,** "Petr");

**strcpy(AClient.SecName,** "Petrovich");

//Запись структуры в файл

**fwrite (&AClient,** sizeof **(AClient), 1, stream);**

**pos = ftell(stream);**

//Выводим позицию файла и длину структуры

**printf(**"The file pos = %d "

"structure length = %d\n", pos, sizeof(AClient));

//Репозиционируем файл

**rewind(stream);**

//Открываем файл для чтения

if **((stream = fopen(**"SAMPLE.DAT", "rb"))== NULL){

**printf(**"Cannot open input file.\n");

**getchar(); getchar();**

return **2;**

**}**

**fread (&RClient,** sizeof **(RClient), 1, stream);**

//Закрываем файл

**fclose(stream);**

**printf(**"The structure contains:\n");

**printf(**"Num = %d SurName = %s Name = %s"

"SecName = %s",

**RClient.Num, RClient.SurName,**

**RClient.Name, RClient.SecName);**

**getchar(); getchar();**

return **0;**

}
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**Пример 2**

/\*Программа на С, иллюстрирующая использование функций fseek,

ftell и rewind\*/

#include"E:\LECTURE\Universal\_HederFile.h"

void **StopWait(**void);

main()

{

**FILE \*pf;**

char **c;**

long **llocation;**

**pf=fopen(**"E:\\LECTURE\\test.dat","r+");

**c=fgetc(pf);**

**putchar(c);**

**c=fgetc(pf);**

**putchar(c);**

**llocation=ftell(pf);**

**c=fgetc(pf);**

**putchar(c);**

**fseek(pf,llocation,0);**

**c=fgetc(pf);**

**putchar(c);**

**fseek(pf,llocation,0);**

**fputc(**'E',pf);

**fseek(pf,llocation,0);**

**c=fgetc(pf);**

**putchar(c);**

**rewind(pf);**

**c=fgetc(pf);**

**putchar(c);**

**StopWait();** /\* Wait a little \*/

return **(0);**

}

### Использование fseek

Для файлов, которые открыты на чтение есть полезные функции. Одна из них это:

int fseek(FILE \*f, long offset, int flag);

* FILE \*f - файл, в котором передвигаемся;
* long offset - количество байтов для отступа, отступ производится в соответствии с 3-м параметром;
* int flag - позиция, от которой будет совершен отступ; в стандартной библиотеке C для этого параметра определены 3 константы:

SEEK\_SET -- начало файла;

SEEK\_CUR -- текущас позиция;

SEEK\_END -- конец файла;

int fseek() -- сама функция возвращает ноль, если операция прошло успешно, иначе возвращается ненулевое значение.

Еще одна полезная функция может определить текущее положение в файле (который открыт для чтения):

long int ftell(FILE \*f);

Вот простой пример, показывающий, как она работает. Как и в наших предыдущих примеpax, функция использует аргумент командной строки для получения имени файла, с которым она работает. Заметим, что fseek() имеет три аргумента и возвращает значение типа int.

Вот простой пример, показывающий, как она работает. Как и в наших предыдущих примеpax, функция использует аргумент командной строки для получения имени файла, с которым она работает. Заметим, что fseek() имеет три аргумента и возвращает значение типа int.

/\* использование fseek() для печати содержимого файла \*/

#include <stdio.h>

void main(int number,char \*names []) /\* не следует использовать argc и argv \*/

{

FILE \*fp;

long offset = 0L; /\* обратите внимание, что это тип long \*/

if ( number < 2)

puts ("I need a name of file as an argument");

else

{

if ((fp = fopen(names[1], "r")) == 0)

printf(" I can't open file %s.\n" , names[1]);

else

{

while( fseek(fp, offset++ , 0) == 0)

putchar(getc(fp) );

fclose(fp);

}

}

}
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Первый из трех аргументов функции fseek() является указателем типа FILE на файл, в котором ведется поиск. Файл следует открыть, используя функцию fopen().

Второй аргумент назван "offset" (вот почему мы выбрали данное имя для переменной). Этот аргумент сообщает, как далеко следует передвинуться от начальной точки (см. ниже); он должен иметь\* значение типа long, которое может быть положительным (движение вперед) или отрицательным (движение назад).

Третий аргумент является кодом, определяющим начальную точку:

**Код Положение в файле**

0 начало файла

1 текущая позиция

2 конец файла

Функция fseek() возвращает 0, если все хорошо, и -1, если есть ошибка, например попытка перемещаться за границы файла.

Теперь мы можем разъяснить наш маленький цикл:

while **( fseek(fp, offset ++ , 0) == 0)**

**putchar(getc(fp) );**

Поскольку переменная offset инициализирована нулем, при первом прохождении через цикл мы имеем выражение

fseek(fp, 0L, 0);

означающее, что мы идем в файл, на который ссылается указатель fp, и находим байт, отстоящий на 0 байт от начала, т. е. первый байт. Затем функция putchar() печатает содержимое этого байта. При следующем прохождении через цикл переменная offset увеличивается до 1L, печатается следующий байт. По существу, переменная offset действует подобно индексу для элементов файла. Процесс продолжается до тех пор, пока offset не попытается попасть в fseek() после конца файла. В этом случае возвращает значение — 1 и цикл прекращается.

Этот последний пример чисто учебный. Нам не нужно использовать fseek(), потому что getc() так или иначе проходит через файл байт за байтом; fseek() приказала getc() «посмотреть» туда, куда она сама уже собиралась посмотреть.