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**Задание 1.**

Установить Intellij Idea, JDK и плагин для Kotlin. Реализовать Hello World.

**Код:**

fun main(args: Array<String>)  
{  
 *println*("Hello, World!")  
}

**Скрины:**
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**Задание 2.**

Собрать файл \*.jar из предыдущей программы, запустить его из командной строки.

**Код:**

fun main(args: Array<String>)  
{  
 *println*("Hello, World!")  
}

**Скрины:**
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**Задание 3.**

Принять имя пользователя как аргумент программы. Поздороваться с пользователем. Применить форматирование строки.

**Код:**

fun main(args: Array<String>)  
{  
 *println*("Hello, ${args[0]}!")  
}

**Скрины:**
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**Задание 4.**

Рассмотреть методы класса String, включить в отчёт половину методов.

**Таблица 1. Методы и их описание**

|  |  |
| --- | --- |
| Метод | Описание |
| fun compareTo(**other**: String): Int | Сравнивает текущий объект с указанным. Возвращает 0, если текущий равен указанному объекту, отрицательное число, если текущий меньше указанного, или положительное число, если текущий больше указанного. |
| fun equals(**other**: Any?): Boolean | Указывает, равен ли другой объект текущему. Реализация должна соответствовать следующим требованиям:   1. Reflexive: для любого ненулевого x, x.equals(x) должен возвращать true 2. Symmetric: для любых ненулевых x и y, x.equals(y) должен возвращать true тогда, когда y.equals(x) возвращает true 3. Transitive: для любых ненулевых x, y и z, если x.equals(y) возвращает true и y.equals(z) возвращает true, то x.equals(z) должен возвращать true 4. Consistent: для любых ненулевых x и y, множественные вызовы x.equals(y) последовательно возвращают true или последовательно возвращают false, при условии, что никакая информация, используемая в равных сравнениях для объектов, не изменена 5. Never equal to null: для любого ненулевого x, x.equals(null) должен возвращать false |
| fun get(**index**: Int): Char | Возвращает символ этой строки по указанному индексу.  Если индекс выходит за пределы этой строки, выдаёт исключение IndexOutOfBoundsException. |
| fun hashCode(): Int | Возвращает значение хэш-кода для объекта. Общий контракт hashCode:   1. Каждый раз, когда он вызывается для одного и того же объекта более одного раза, метод hashCode должен последовательно возвращать одно и то же целое число, при условии, что никакая информация, используемая в равных сравнениях для объекта, не изменяется. 2. Если 2 объекта равны согласно методу equals(), то вызов метода hashCode для каждого из двух объектов должен привести к одинаковому целочисленному результату. |
| operator fun plus(**other**: Any?): String | Возвращает строку, полученную путем объединения этой строки со строковым представлением данного другого объекта. |
| fun toString(): String | Возвращает строковое представление объекта. |
| fun subSequence(**startIndex**: Int, **endIndex**: Int): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html) | Возвращает новую последовательность символов, которая является подпоследовательностью этой последовательности символов, начиная с указанного startIndex и заканчивая прямо перед указанным endIndex. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).all(     **predicate**: (Char) -> Boolean ): Boolean | Возвращает истину, если все символы соответствуют заданному предикату. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).any(): Boolean | Возвращает истину, если последовательность символов содержит хотя бы один символ. |
| inline fun <K, V> [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).associate(     **transform**: (Char) -> [Pair](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-pair/index.html)<K, V> ): [Map](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-map/index.html)<K, V> | Возвращает карту, содержащую пары ключ-значение, предоставленные функцией преобразования, примененной к символам данной последовательности символов.  Если у любой из двух пар будет один и тот же ключ, на карту добавляется последняя.  Возвращенная карта сохраняет порядок итерации входа исходной последовательности символов. |
| fun String.byteInputStream(     **charset**: [Charset](https://docs.oracle.com/javase/8/docs/api/java/nio/charset/Charset.html) = Charsets.UTF\_8 ): [ByteArrayInputStream](https://docs.oracle.com/javase/8/docs/api/java/io/ByteArrayInputStream.html) | Создает новый байтовый поток ввода для строки. |
| fun String.codePointAt(**index**: Int): Int | Возвращает символ (кодовую точку Unicode) по указанному индексу. |
| fun String.codePointCount(     **beginIndex**: Int,     **endIndex**: Int ): Int | Возвращает количество кодовых точек Unicode в указанном текстовом диапазоне этой String. |
| fun String.concat(**str**: String): String | Возвращает новую строку, состоящую из добавления указанной строки в конец текущей. |
| operator fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).contains(     **other**: [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html),     **ignoreCase**: Boolean = false ): Boolean | Возвращает истину, если эта последовательность символов содержит указанную другую последовательность символов в качестве подстроки.  Параметр ignoreCase – true игнорирует регистр символов при сравнении строк. По умолчанию false. |
| fun String.contentEquals(**charSequence**: [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html)): Boolean | Возвращает true, если эта строка равна содержимому указанной CharSequence, в противном случае - false. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).count(): Int | Возвращает длину этой последовательности символов. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).count(     **predicate**: (Char) -> Boolean ): Int | Возвращает количество символов, соответствующих заданному предикату. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).drop(**n**: Int): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html) | Возвращает подпоследовательность этой последовательности символов с удаленными первыми n символами. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).dropLastWhile(     **predicate**: (Char) -> Boolean ): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html)  Example:  val string = "<<<First Grade>>>"  println(string.dropLastWhile { !it.isLetter() })  // <<<First Grade | Возвращает подпоследовательность этой последовательности символов, содержащую все символы, кроме последних символов, которые удовлетворяют заданному предикату. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).elementAtOrElse(     **index**: Int,     **defaultValue**: (Int) -> Char ): Char  Example:  val list = listOf(1, 2, 3)  println(list.elementAtOrElse(2) { 42 }) // 3  println(list.elementAtOrElse(3) { 42 }) // 42  val emptyList = emptyList<Int>()  println(emptyList.elementAtOrElse(0) { "no int" })  // no int | Возвращает символ по заданному индексу или результат вызова функции defaultValue, если индекс находится за пределами этой последовательности символов. |
| fun String.endsWith(     **suffix**: String,     **ignoreCase**: Boolean ): Boolean | Возвращает истину, если эта строка заканчивается указанным суффиксом. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).filter(     **predicate**: (Char) -> Boolean ): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html)  Example:  val text = "a1b2c3d4e5"  val textWithOnlyDigits = text.filter { it.isDigit() }  println(textWithOnlyDigits) // 12345 | Возвращает последовательность символов, содержащую только те символы из исходной последовательности символов, которые соответствуют заданному предикату. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).find(     **predicate**: (Char) -> Boolean ): Char?  Example:  val numbers = listOf(1, 2, 3, 4, 5, 6, 7)  val firstOdd = numbers.find { it % 2 != 0 }  val lastEven = numbers.findLast { it % 2 == 0 }  println(firstOdd) // 1  println(lastEven) // 6 | Возвращает первый символ, соответствующий данному предикату, или null, если такой символ не был найден. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).first(): Char | Возвращает первый символ.  NoSuchElementException - если последовательность символов пуста. |
| inline fun <R> [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).flatMap(     **transform**: (Char) -> [Iterable](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-iterable/index.html)<R> ): [List](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-list/index.html)<R>  Example:  val list = listOf("123", "45")  println(list.flatMap { it.toList() })  // [1, 2, 3, 4, 5] | Возвращает единый список всех элементов, полученных в результате вызова функции преобразования для каждого символа исходной последовательности символов. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).forEach(**action**: (Char) -> Unit) | Выполняет заданное действие над каждым персонажем. |
| fun String.format(vararg **args**: Any?): String  Example by Java:  String str = String.format("Привет - %s! Как дела %s?", "Саша", "на работе"); | Использует эту строку как строку формата и возвращает строку, полученную путем подстановки указанных аргументов с использованием языкового стандарта по умолчанию. |
| inline fun <C, R> C.ifBlank(     **defaultValue**: () -> R ): R where C : [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html), C : R  Example:  val blank = " "  val blankOrNull: String? = blank.ifBlank { null }  println(blankOrNull) // null  val blankOrDefault = blank.ifBlank { "default" }  println(blankOrDefault) // default  val nonBlank = "abc"  val sameString = nonBlank.ifBlank { "def" }  println("nonBlank === sameString is ${nonBlank === sameString}") // true | Возвращает эту последовательность символов, если она не пуста и не состоит только из пробельных символов, или результат вызова функции defaultValue в противном случае. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).indexOf(     **char**: Char,     **startIndex**: Int = 0,     **ignoreCase**: Boolean = false ): Int | Возвращает индекс в этой строке первого вхождения указанного символа, начиная с указанного startIndex, или -1, если ничего не найдено. |
| fun String.intern(): String | Возвращает каноническое представление для этого строкового объекта. |
| operator fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).iterator(): [CharIterator](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-char-iterator/index.html) | Итератор для символов данной последовательности символов. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).lines(): [List](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-list/index.html)<String> | Разбивает эту последовательность символов на список строк, разделенных любой из следующих последовательностей символов: CRLF (\r\n), LF (перевод строки \n) или CR (возврат каретки \r).  Возвращаемые строки не содержат завершающих разделителей строк. |
| @ExperimentalStdlibApi fun Char.lowercase(): String | Преобразует этот символ в нижний регистр, используя правила отображения Unicode для инвариантной локали. |
| inline fun <R> [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).map(     **transform**: (Char) -> R ): [List](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-list/index.html)<R>  Example:  val string = "kotlin"  println(string.map { it.toUpperCase() }) // [K, O, T, L, I, N] | Возвращает список, содержащий результаты применения данной функции преобразования к каждому символу в исходной последовательности символов. |
| fun String.match(**regex**: String): Array<String>? | Метод match производит поиск по заданной строке с использованием регулярного выражения и возвращает массив, предоставленные результаты этого поиска. |
| infix fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).matches(**regex**: [Regex](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.text/-regex/index.html)): Boolean | Возвращает истину, если эта последовательность символов соответствует заданному регулярному выражению. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).maxOrNull(): Char? | Возвращает самый большой символ или null, если символов нет. |
| inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).maxOf(     **selector**: (Char) -> Double ): Double  inline fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).maxOf(     **selector**: (Char) -> Float ): Float | Возвращает наибольшее значение среди всех значений, созданных функцией селектора, примененной к каждому символу в последовательности символов.  Если какое-либо из значений, созданных функцией селектора, - NaN, возвращаемый результат - NaN.  Исключения  NoSuchElementException - если последовательность символов пуста. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).none(): Boolean | Возвращает истину, если последовательность символов не имеет символов. |
| inline fun <S : [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html)> S.onEach(     **action**: (Char) -> Unit ): S | Выполняет заданное действие с каждым символом и впоследствии возвращает саму последовательность символов. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).random(): Char | Возвращает случайный символ из этой последовательности символов.  Исключения  NoSuchElementException - если эта последовательность символов пуста. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).removePrefix(     **prefix**: [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html) ): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html) | Если эта последовательность символов начинается с данного префикса, возвращает новую последовательность символов с удаленным префиксом. В противном случае возвращает новую последовательность символов с теми же символами. |
| fun String.replaceAfter(     **delimiter**: Char,     **replacement**: String,     **missingDelimiterValue**: String = this ): String  fun String.replaceAfter(     **delimiter**: String,     **replacement**: String,     **missingDelimiterValue**: String = this ): String | Заменить часть строки после первого появления данного разделителя на заменяющую строку. Если строка не содержит разделителя, возвращается значение missingDelimiterValue, которое по умолчанию соответствует исходной строке. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).replaceRange(     **startIndex**: Int,     **endIndex**: Int,     **replacement**: [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html) ): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html) | Возвращает последовательность символов с содержимым этой последовательности символов, где ее часть в заданном диапазоне заменяется заменяющей последовательностью символов. |
| fun String.reversed(): String | Возвращает строку с символами в обратном порядке. |
| inline fun <R> [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).runningFold(     **initial**: R,     **operation**: (**acc**: R, Char) -> R ): [List](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-list/index.html)<R>  Example:  val strings = listOf("a", "b", "c", "d")  println(strings.runningFold("s") { acc, string -> acc + string }) // [s, sa, sab, sabc, sabcd]  println(strings.runningFoldIndexed("s") { index, acc, string -> acc + string + index })  // [s, sa0, sa0b1, sa0b1c2, sa0b1c2d3]  println(emptyList<String>().runningFold("s") { \_, \_ -> "X" }) // [s] | Возвращает список, содержащий последовательные значения накопления, сгенерированные путем применения операции слева направо к каждому символу и текущему значению аккумулятора, которое начинается с начального значения.  Обратите внимание, что значение acc, передаваемое в функцию операции, не должно изменяться; в противном случае это повлияет на предыдущее значение в результирующем списке.  operation - функция, которая берет текущее значение аккумулятора и символ и вычисляет следующее значение аккумулятора. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).slice(**indices**: [IntRange](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.ranges/-int-range/index.html)): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html)  # IntRange example  for (i in 0..10) (от 0 до 10)  for (i in 10 downto 0) (от 10 до 0)  for (i in 1..4 step 2) (от 1 до 4 с шагом 2)  for (i in 1 until 10) (от 1 до 10 невключительно) | Возвращает последовательность символов, содержащую символы исходной последовательности символов в указанном диапазоне индексов. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).split(     vararg **delimiters**: String,     **ignoreCase**: Boolean = false,     **limit**: Int = 0 ): [List](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-list/index.html)<String> | Разбивает эту последовательность символов на список строк вокруг вхождений указанных разделителей.  delimiters - одна или несколько строк, которые будут использоваться в качестве разделителей.  ignoreCase - true игнорировать регистр символов при сопоставлении разделителя. По умолчанию false.  limit - максимальное количество возвращаемых подстрок. Ноль по умолчанию означает, что ограничение не установлено.  Чтобы избежать неоднозначных результатов, когда строки в разделителях имеют общие символы, этот метод переходит от начала до конца этой строки и сопоставляет в каждой позиции первый элемент в разделителях, который в данном случае равен разделителю в этой позиции. |
| fun String.substring(**startIndex**: Int, **endIndex**: Int): String | Возвращает подстроку этой строки, начиная с startIndex и заканчивая прямо перед endIndex. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).take(**n**: Int): [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html)  Example:  val string = "<<<First Grade>>>"  println(string.take(8)) // <<<First  println(string.takeLast(8)) // Grade>>>  println(string.takeWhile { !it.isLetter() }) // <<<  println(string.takeLastWhile { !it.isLetter() }) // >>> | Возвращает подпоследовательность этой последовательности символов, содержащую первые n символов из этой последовательности символов, или всю последовательность символов, если эта последовательность символов короче. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).toList(): [List](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-list/index.html)<Char> | Возвращает список, содержащий все символы. |
| fun [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).toHashSet(): [HashSet](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-hash-set/index.html)<Char> | Возвращает новый HashSet всех символов. |
| fun <C : [MutableCollection](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.collections/-mutable-collection/index.html)<in Char>> [CharSequence](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-char-sequence/index.html).toCollection(     **destination**: C ): C | Добавляет всех символов в указанную целевую коллекцию. |

**Задание 5.**

Продолжение задания 3. Спросить у пользователя, какой язык у него любимый, если это Kotlin или Prolog, ответить пользователю, что он подлиза, для других языков придумать комментарий, воспользоваться для решения задачи условным оператором и оператором when.

**Код:**

fun main(args: Array<String>)  
{  
 *print*("Your favourite language -> ")  
 val language = *readLine*()  
 /\*  
 // first type (if)  
 if (language.equals("Kotlin") ||  
 language.equals("Prolog"))  
 println("Ты подлиза!")  
 else  
 println("Ты надлиза!")  
 \*/  
 /\*  
 // second type (when)  
 when (language)  
 {  
 "Kotlin", "Prolog" -> println("Ты подлиза!")  
 else -> println("Ты надлиза!")  
 }  
 \*/  
 // third type (when)  
 val output =  
 when (language) // или when(readLine())  
 {  
 "Kotlin", "Prolog" -> "Ты подлиза!"  
 else -> "Ты надлиза!"  
 }  
 *println*(output)  
}

**Скрины:**
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**Задание 6.**

Новая программа “Работа с числами”. Найти сумму цифр числа. Рассмотреть класс целое число. Разобрать и включить в отчёт половину методов с использованием официальной документации языка.

**Код:**

// Задание 6. Работа с числами. Операторы ?. и ?:  
fun sumOfNumber(number: Int, sum: Int = 0) : Int  
= if (number == 0)  
 sum  
 else  
 {  
 val digit = number % 10  
 *sumOfNumber*(number / 10, sum + digit)  
 }  
  
fun main(args: Array<String>)  
{  
 /\*  
 Использование ?. вызывает метод только в том случае, если значение не равно null,  
 в противном случае он просто передает null.  
 Использование ?: означает, что значение слева возвращается, если оно не является null,  
 в противном случае возвращается значение справа  
 \*/  
 *print*("Number -> ")  
 try {  
 val number = *readLine*()?.*toInt*() ?: 0  
 *println*("Сумма цифр числа $number равна ${*sumOfNumber*(number)}")  
 }  
 catch (ex: NumberFormatException)  
 {  
 *println*("Некорректный ввод")  
 }  
}

**Скрины:**

![](data:image/png;base64,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)

**Таблица 1. Методы и их описание**

|  |  |
| --- | --- |
| Метод | Описание |
| infix fun and(**other**: Int): Int | Выполняет побитовую операцию И между двумя значениями. |
| operator fun compareTo(**other**: Byte): Int  operator fun compareTo(**other**: Short): Int  operator fun compareTo(**other**: Int): Int  operator fun compareTo(**other**: Long): Int  operator fun compareTo(**other**: Float): Int  operator fun compareTo(**other**: Double): Int | Сравнивает это значение с указанным значением для заказа. Возвращает ноль, если это значение равно указанному другому значению, отрицательное число, если оно меньше другого, или положительное число, если оно больше другого. |
| operator fun dec(): Int | Уменьшает это значение на 1. |
| operator fun div(**other**: Byte): Int  operator fun div(**other**: Short): Int  operator fun div(**other**: Int): Int  operator fun div(**other**: Long): Long  operator fun div(**other**: Float): Float  operator fun div(**other**: Double): Double | Делит это значение на другое значение. |
| fun equals(**other**: Int): Boolean | Указывает, равны ли 2 объекта класса Int. Вместо Int может быть Any?, объект любого класса. |
| fun hashCode(): Int | Возвращает значение хэш-кода для объекта. |
| operator fun inc(): Int | Увеличивает это значение на 1. |
| fun inv(): Int | Инвертирует биты в этом значении. |
| operator fun minus(**other**: Byte): Int  operator fun minus(**other**: Short): Int  operator fun minus(**other**: Int): Int  operator fun minus(**other**: Long): Long  operator fun minus(**other**: Float): Float  operator fun minus(**other**: Double): Double | Вычитает другое значение из этого значения. |
| infix fun or(**other**: Int): Int | Выполняет побитовую операцию ИЛИ между двумя значениями. |
| operator fun rangeTo(**other**: Byte): [IntRange](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.ranges/-int-range/index.html)  operator fun rangeTo(**other**: Short): [IntRange](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.ranges/-int-range/index.html)  operator fun rangeTo(**other**: Int): [IntRange](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.ranges/-int-range/index.html)  operator fun rangeTo(**other**: Long): [LongRange](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin.ranges/-long-range/index.html) | Создает диапазон (массив) от этого значения до указанного другого значения. |
| operator fun rem(**other**: Byte): Int  operator fun rem(**other**: Short): Int  operator fun rem(**other**: Int): Int  operator fun rem(**other**: Long): Long  operator fun rem(**other**: Float): Float  operator fun rem(**other**: Double): Double | Вычисляет остаток от деления этого значения на другое значение. |
| infix fun shl(**bitCount**: Int): Int | Сдвигает это значение влево на количество битов bitCount. Функция shr сдвигает вправо. |
| operator fun times(**other**: Byte): Int  operator fun times(**other**: Short): Int  operator fun times(**other**: Int): Int  operator fun times(**other**: Long): Long  operator fun times(**other**: Float): Float  operator fun times(**other**: Double): Double | Умножает это значение на другое значение. |
| fun toString(): String | Возвращает строковое представление объекта. |
| infix fun ushr(**bitCount**: Int): Int | Сдвигает это значение вправо на количество битов bitCount, заполняя крайние левые биты нулями. |
| fun <T : [Comparable](https://kotlinlang.org/api/latest/jvm/stdlib/kotlin/-comparable/index.html)<T>> T.coerceIn(     **minimumValue**: T?,     **maximumValue**: T? ): T  Example:  val workingDays = DayOfWeek.MONDAY..DayOfWeek.FRIDAY  println(DayOfWeek.WEDNESDAY.coerceIn(workingDays)) // WEDNESDAY  println(DayOfWeek.SATURDAY.coerceIn(workingDays)) // FRIDAY  println(DayOfWeek.FRIDAY.coerceIn(DayOfWeek.SATURDAY, DayOfWeek.SUNDAY)) // SATURDAY | Гарантирует, что это значение находится в указанном диапазоне minimumValue..maximumValue.  Вернёт это значение, если оно находится в диапазоне, или minimumValue, если это значение меньше minimumValue, или maximumValue, если это значение больше maximumValue. |

**Задание 7.**

“Работа с числами”. Вынести нахождение суммы цифр числа в отдельный метод. Реализовать методы поиска максимальной и минимальной цифры числа, произведения цифр числа. Не удалять файл, в следующих лабораторных работах будет внесена модификация.

**Код:**

// Задание 7. Работа с числами.  
// сумма цифр числа  
fun sumOfNumber(number: Int, sum: Int = 0) : Int  
= if (number == 0)  
 sum  
else  
 *sumOfNumber*(number / 10, sum + (number % 10))  
  
// произведение цифр числа  
fun prodOfNumber(number: Int, prod: Int = 1) : Int  
= if (number == 0)  
 prod  
else  
 *prodOfNumber*(number / 10, prod \* (number % 10))  
  
// минимальная цифра числа  
fun minDigitInNumber(number: Int, min: Int = 9) : Int  
= if (number == 0)  
 min  
else  
 *minDigitInNumber*(number / 10, (if (number % 10 < min) number % 10 else min))  
  
// максимальная цифра числа  
fun maxDigitInNumber(number: Int, max: Int = 0) : Int  
= if (number == 0)  
 max  
else  
 *maxDigitInNumber*(number / 10, (if (number % 10 > max) number % 10 else max))  
  
fun main(args: Array<String>)  
{  
 *print*("Number -> ")  
 try {  
 val number = *readLine*()?.*toInt*() ?: 0  
 *println*("Сумма цифр числа $number равна ${*sumOfNumber*(number)}")  
 *println*("Произведение цифр числа $number равно ${  
 if (number != 0) *prodOfNumber*(number) else 0}")  
 *println*("Минимальная цифра числа $number равна ${  
 if (number != 0) *minDigitInNumber*(number) else 0}")  
 *println*("Максимальная цифра числа $number равна ${*maxDigitInNumber*(number)}")  
 }  
 catch (ex: NumberFormatException)  
 {  
 *println*("Некорректный ввод")  
 }  
}

**Скрины:**
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**Задание 8.**

“Работа с числами”. Составить 3 метода для работы с цифрами или делителями числа на основании варианта. Каждый метод отдельным коммитом.

Метод 1. Найти сумму непростых делителей числа.

Метод 2. Найти количество цифр числа, меньших 3.

Метод 3. Найти количество чисел, не являющихся делителями исходного числа, не взаимно простых с ним и взаимно простых с суммой простых цифр этого числа.

**Код:**

// Задание 8. Работа с числами.  
// проверка числа на простоту  
fun simpleNumber(number: Int, del: Int = number - 1) : Boolean =  
 when  
 {  
 number == 1 -> true  
 del == 1 -> true  
 number % del == 0 -> false  
 else -> *simpleNumber*(number, del - 1)  
 }  
  
// Подзадание 1. Сумма непростых делителей числа.  
fun sumOfNoSimpleDelOfNumber(number: Int, del: Int = number, sum: Int = 0) : Int =  
 when  
 {  
 (number == 0) -> 0  
 (del == 0) -> sum  
 (number % del == 0 && !*simpleNumber*(del)) -> *sumOfNoSimpleDelOfNumber*(number, del - 1, sum + del)  
 else -> *sumOfNoSimpleDelOfNumber*(number, del - 1, sum)  
 }  
  
// Подзадание 2. Количество цифр числа, меньших 3.  
fun countDigitsLess3(number: Int, count: Int = 0) : Int =  
 when  
 {  
 (number == 0) -> count  
 (number % 10 < 3) -> *countDigitsLess3*(number / 10, count + 1)  
 else -> *countDigitsLess3*(number / 10, count)  
 }  
  
// Подзадание 3. Количество чисел, которые  
// не являются делителями исходного числа  
// не взаимно простые с ним  
// взаимно простые с суммой простых цифр этого числа  
  
// НОД двух чисел  
fun nodTwoNumbers(number1: Int, number2: Int, nod: Int = (if (number1 > number2) number2 else number1)) : Int =  
 when  
 {  
 (number1 == 0 || number2 == 0) -> -1  
 (number1 % nod == 0 && number2 % nod == 0) -> nod  
 else -> *nodTwoNumbers*(number1, number2, nod - 1)  
 }  
  
// Сумма простых цифр числа  
fun sumOfSimpleDigitsOfNumber(number: Int, sum: Int = 0) : Int =  
 when  
 {  
 (number == 0) -> sum  
 *simpleNumber*(number % 10) -> *sumOfSimpleDigitsOfNumber*(number / 10, sum + (number % 10))  
 else -> *sumOfSimpleDigitsOfNumber*(number / 10, sum)  
 }  
  
// Основное подзадание 3  
fun task8method3(number: Int, del: Int = number - 1, count: Int = 0) : Int =  
 when  
 {  
 (del == -1 || del == 0) -> 0  
 (del == 1) -> count  
 (  
 number % del != 0 &&  
 *nodTwoNumbers*(number, del) != 1 &&  
 *nodTwoNumbers*(*sumOfSimpleDigitsOfNumber*(number), del) == 1  
 ) -> *task8method3*(number, del - 1, count + 1)  
 else -> *task8method3*(number, del - 1, count)  
 }  
  
fun main(args: Array<String>)  
{  
 *print*("Number -> ")  
 try {  
 val number = *readLine*()?.*toInt*() ?: 0  
 *println*("Результат задания 1: ${*sumOfNoSimpleDelOfNumber*(number)}")  
 *println*("Результат задания 2: ${*countDigitsLess3*(number)}")  
 *println*("Результат задания 3: ${*task8method3*(number)}")  
 }  
 catch (ex: NumberFormatException)  
 {  
 *println*("Некорректный ввод")  
 }  
}

**Скрины:**
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