一、线性回归

线性回归一般用来做连续值的预测，预测的结果为一个连续值。因训练时学习样本不仅要提供学习的特征向量X，而且还要提供样本的实际结果（标记label），所以它是一种有监督学习。其中 X={x0,x1,...,xn}X={x0,x1,...,xn}。

线性回归需要学习得到的是一个映射关系 f：X→yf：X→y，即当给定新的待预测样本时，我们可以通过这个映射关系得到一个测试样本 XX 的预测值 yy 。

在线性回归中，假定输入X和输出y之间具有线性相关的关系。

例如当特征向量 XX 中只有一个特征时，需要学习到的函数应该是一个一元线性函数 y=a+bxy=a+bx。

当情况复杂时，考虑 XX 存在n个特征的情形下，我们往往需要得到更多地系数。我们将 XX 到 yy 的映射函数记作函数hθ(X)hθ(X)：

hθ(X)=∑i=0nθixi=θTX

hθ(X)=∑i=0nθixi=θTX

其中，为了在映射函数hΘ(X)中保留常数项，令 x0x0 为1，所以特征向量X={1,x1,x2,...,xn}X={1,x1,x2,...,xn}，特征系数向量 θ={θ0,θ1,θ2,...,θn}θ={θ0,θ1,θ2,...,θn} 。

当给定一个训练集数据的情况，可以通过某个算法，学习出来一个线性的映射函数 hθ(X)hθ(X) 来求得预测值 yy。

二、损失函数

在需要通过学习得到的映射函数 hθ(X)hθ(X) 中，需要通过训练集得到特征系数向量 θ={θ0,θ1,θ2,...,θn}θ={θ0,θ1,θ2,...,θn} 。

根据特征向量系数 θθ，可有损失函数 J(θ)J(θ) 如下 :

J(θ)=12m∑i=1m(hθ(X(i))−y(i))2

J(θ)=12m∑i=1m(hθ(X(i))−y(i))2

其中 hθ(X)hθ(X) 为需要学习到的函数，mm 为训练集样本的个数，XiXi 表示训练集中第 ii 个样本的特征向量，yiyi 表示第 ii 个样本中的标签。

为了得到预测值 hθ(Xi)hθ(Xi) 和 yiyi 的绝对值，在公式上使用了平方数。为了平均每个样本的损失，在公式上对损失和进行除以 mm 操作，，再除以 22 是为了之后的求导计算。

三、梯度下降算法求解

批量随机梯度下降BGD

在上面，找到了一个特征系数向量 θθ 好坏的损失函数 J(θ)J(θ)。为了迎合这样的评判标准得到较好的 θθ，需对损失函数值进行最小化，即让损失函数在样本中的损失最小。

对于损失函数 J(θ)J(θ)，可以发现 θθ 是一个关于 \theta 的凸函数。

梯度下降就是一个不断地最小化损失函数的过程。从图像上来看，先初始化 θiθi 为某个值，然后让 θiθi 沿着J J(θ)J(θ) 在 θiθi 的偏导方向不断地走，直达走到底部收敛为止，最后就可以得到 J(θ)J(θ) 最小时的那个 θiθi 的值。

这个不断迭代的过程犹如一个不断下山的过程，我们可以得到图中关于 θiθi 的迭代函数，其中 αα 为每次下山的步长。

当 θiθi 小于最低处的值的时，对其的偏导为负，在迭代过程中， θiθi 不断地增大以逼近最低处的值；当 θiθi 大于最低处的值时，对其的偏导为正， θiθi 会不断地做减法以逼近最低处的值。所以当步长 αα 较小时， θiθi 会收敛于最低处的值。通常，我们将 αα 叫做学习率 （learning rate）。

对于特征向量系数 θθ 中的每个元素 θiθi，可以通过上面的迭代公式，它们都会往各自偏导的方向“下山”，“下山”的方向（梯度）为偏导的方向，按照这样的下山方向，下山的速度会更快一点。梯度下降算法就是这么的一个“下山”的过程。

对下山迭代公式进行展开，可得到具体求得 θiθi 的公式：

其中，x(i)0x0(i) 为第 ii 个训练样本的第 00 个特征值，为保持 hθ(X)hθ(X) 的常数项，通常令 x(i)0x0(i) 为1。hθ(X)hθ(X) 为在迭代过程中通过 θθ 得到的预测函数，它的表达式会跟随着 θθ 的变化而不断地变化。

当学习率 αα 很小时，我们往往需要迭代更多次才可以“下山”达到山底，θθ 收敛很慢；当学习率a很大时，“下山”步子迈大后，往往会在山底的两边跳跃，可能无法到达山底，θθ 会出现震荡，导致无法收敛。

一般情况下， αα 可设为0.01，0.005等，也可以在迭代的过程中不断自适应地修改 αα 的值，例如可以在迭代过程中不断地减小 αα 的值。

代码实现：

#include <stdio.h>

#include <stdlib.h>

int main(int argc, char \*argv[])

{

double matrix[4][2]={{1,1},{4,1},{5,1},{8,1}}; //样本

double result[4]={5,11,13,19.5}; //期望值

double err\_sum[4] = {0,0,0,0}; //各个样本的误差

double theta[2] = {1,6}; //Θ,初始值随机

double err\_square\_total = 0.0; //方差和

double learning\_rate = 0.01; //学习率

int ite\_num; //迭代次数

for(ite\_num = 0; ite\_num <= 10000; ite\_num++)

{

int i,j,k;

err\_square\_total = 0.0;

for(i = 0; i < 4; i++)

{

double h = 0;

for(j = 0; j < 2; j++)

h += theta[j]\*matrix[i][j];

err\_sum[i] = result[i] - h;

err\_square\_total += 0.5\*err\_sum[i]\*err\_sum[i];

}

if(err\_square\_total < 0.05) //0.05表示精度

break;

for(j = 0; j < 2; j++)

{

double sum = 0;

for(k = 0; k < 4; k++) //所有样本都参与计算

sum += err\_sum[k]\*matrix[k][j];

theta[j] = theta[j] + learning\_rate\*sum; //根据上面的公式计算新的Θ

}

}

printf(" @@@ Finish, ite\_number:%d\n, err\_square\_total:%lf, theta[0]:%lf, theta[1]:%lf\n", ite\_num, err\_square\_total, theta[0], theta[1]);

return 0;

}

![](data:image/png;base64,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)