**Struts2源码阅读(一)-Struts2框架流程概述**

**1. Struts2架构图**

![http://hi.csdn.net/attachment/201010/18/0_128737957543Rm.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAALuCAIAAACxUTBeAAAAAXNSR0IArs4c6QAA5KxJREFUeF7t/Q+QHNV5Loy3sG4koX9IK0BodcWKEINWRmSSzN6MwF+55Aq24VYRKDvwQ7qiKt7s/ZyFkihjk7rYFMUlLtsBoy3Yy+fJxl+hkijAKQNfAsS6FSXXYE3uTFITyyUJ+8pGKGilAtb6S4TKKvR7ut+Zs2e7Z3pO93T3dM88p1ajmZ5z3vOe55zpp9/3vOecWRcuXLCYiAARIAJEgAgQgWQRuCjZ6lgbESACRIAIEAEiYCNAAuY4IAJEgAgQASLQAQRIwB0AnVUSASJABIgAEZhlPgf805/+9MyZMwsWLJgzZ85ll112ySWXnDhxAq8EkQgQASJABIgAEQiKQGsCLpVKw+Nlkbu/WpE3g7n8vTfO7+tb/Ad/8AdyhUwcFHrmJwJEgAgQgV5GoCkB//znP7/tkdcU4/pjBD5+7oEN//E//kcycS8PJradCBABIkAEzBFoQMBwLC+54R5zESonaPiJzWuGhoZ8aBjC/+3f/u3HP/7fyPN//9/DIWpJZxHxz//kJ/vQKHrm09lH1IoIEAEikCoEGhDwprGxncWaqzmori88fOv111+/aNGi5cuX62VhT//kJz95eXISPmxlVV/YtwNclWmj+fvf/373NSpopzM/ESACRIAIhEDATcCY8V0/PB5CkBQ5/uOnyuXyFVdcAXe0Pis8a+0mr0wQMAxHsPXixYuzOIXcECs0CtdXrFiR0UaF7noWJAJEgAgQgUAIzFiGBHtUxVs1lAIn88aRfLMK8C3YN1D1cNueO3cuUJH0Zz59+jQa9eGHH6ZfVWpIBIgAESACnUJghgW8dtNYw6gr2LWwUMfGxs6fP68Uve666xYuXAjCliJg3307tiDPmjVrzC3gXbt2QQiKdJMFDL/0ypUrYQRfeeWVnepX1ksEMooA7gnbt2//xS9+EfRpPqPtpdqRI4A4pN/8zd/cvHnzTTfdFLnwaAXOIOBmjuLHH38ctc6ePVs8q7oGJ0+exMepqZMIPsIvBx8bck8zycJVIGAIyRwHN3NB4ykEI6Cvr09WS0fbYZRGBLoVAdwN7rzzzs9+9rMbNmxYtWrVtdde260tZbtiReDNN988fPjw7t27/+7v/u655577whe+EGt17QhvvRMWaFXYFzQJ9oXBCgMXCW+QhI+xIBju6wMHDuAjiAc7dRjqhPxw2GaRff0b2JWNMuxTZiMCQRHA3ePrX//6Aw88gNvlN7/5TRguZN+gGDK/QgCDB0MIAwnDCYPqq1/9qkT7pjBNE/Dbb7/t1Q9RzYiTwtMo2HdgYOCaa67BGwRYIeENEq4g7BlWLPxF4nyG2Td37twUNjUxlXRHfWKVsiIikFEEcOf5xje+8dZbb+3cuZO8m9FOTKfaGE4YVJOTk3i8w0qcFCo5TcDQspl+YubCrpXIXj3hCsKY4ZoWsxjvw5mzqX1CCdFn8BZIqW5qVAgcWIQImCAwPj6OewssFWxza5KfeYiAOQIYVBha4KxHHnnk2LFjabsnT88BN5zRRMxz7vx5xFt546pcELhW9GI6R8/wRw+/7IVsY865lrfDqm+cM18yXH/92kKhoGcW57YsjoI+T919t+J4r87I8Ngdd8AEl8lXPPVMTU2Nl8v6ymbElDV8SkBF77777iOvvebNrPLr7cLM95ee/EdXu9CoqpXPOaHiPo1SpXx2HENcG+Q8sIFbjJn/3JgzYwggvgRzdfAWZkxvqps1BP7sz/7sd37nd0ZHRxU7pKEF0wQMV/O6O7/l1enpez911VWrgsYqN4y6MmnwoVf/HGt4YEkLTN7A7L3PPQA5eGS+5rZHvAJBriBRSICT/Lnn/tpLkCiyZ2K04TrdhjqjOtSlthYJ1y40ChHReP7S+z7QkmvXg4UJksxDBNKPwLx5815++WU836dfVWqYaQSOHj166623Yqr00ksvTQ8HT7ugZSdnb3rj3AfqYgL2O4gKNuupU6ekUu+yKNAhoISd2lBbcPahQ4ewvNhnGa6s0zUcTKgLmZHaaTsaBbpVjZKqA214gqVe7733HoLM21HDsMnMRgSSQQD+pP/8n/8z2TcZtHu8FgwzDLYXXngB92GwQ0pupK2joOGP/cx92+HFhR84bgKAnQdcQJDgYAyXhhhhS8vtBw402ywTMdvQ059i0QoQqiygapmQTTi4mT4tJUjBd955RzUKUSew7E0KqjwTo0NQA/P06Rk6gfRnZiLgRQC27+///u8TGSKQDAIYbHv27BEDLyU30tYELNCA8MDBSLFyMCZN4UBGdWBQAISEeVBX3zz88mQz9kVmsK9JX8JENsmm8phbzA3FolHgTlmbhPTgSy8ZHjOlpGFeHMgrCYGUZ2YikE4EqtUq4kvSqRu16j4EMNgw0yrmWZu39KjAmbERB8zH+7YfaMkNWJuE8O5Ahw82nDodtKycs7HlrStWYCETFhB//OMfl2XHMuUMynnttf/ZcB63YfsxX4viCELGPhirV69+6aW/bVh220geGbw7VTVUEo1FpHezGDRvkWaNki1KZMuRhodNoSJZMI6pYrziGW337h89+cYH0h0/e/EhmP7QZN26demZwIhqFFJObyKAJYswghn83Ju935FW//Zv/zYWB+NGilW13kODkldpBgHLWYENQ7G8msFdDOL85Cc/2ZAPIAr26969e8XT2zAKGucWqD22RL7ERoF9ZRspXFHxz14FhLHE54ylt3i6ATm9/vrrAi6KNwvCakjAzQ5h1AkYOkij8AbtahgFjUZBJTxnIY9ajyS8K1p5W4QwN+wjBigkP0DQGyuAwIMtbzK6bWfyI5s1ph+Bj33sY//6r/+afj2pYdcgAAL+zne+I1tWpOEcILcLGhFi4AMTuOEHhjdY2KjhZC2IGY0Ebbh2r3QJlx0uZVuP+r5afbKe2CfB2yzsC6oD+0IIiE3YF6XMt+JSVRjuGSmNki3Azmnhad5Gye4lkvAtikijQKWuzJ/73B+I3S84CGIqgekV++K5xKRrmIcIEAEiQAQaIgC+wE016CxkTGDOIGCQEAjmhhv+E8w+n1OPlCrwjiI+C4YmyM+1xlk264CbGltlITXTXna4hENbttmCCYske2mJBGEvb/rxU3fDZES9MHyR4FLG/rFKjj/lNxRoEhSnGiVbgDXTDfLxFRzO0ihpF65Io2A3uxTA4wIeIwCF+LqRGc0RKGSjMbQL1+FU5+bSMf0MKJYIEIEeQQC3etyEA62FiQ8ZtwUMhhDDfPOaNSYcDM0wT4n4rGZxZf4WsLhbwUCgFuQERSnqlTY3M0z/5//8n8rBC3KCaQi1kUSOMGV8qEFyS47HzJYoI+3yaQvmqufPXwwoYCUDCsksUKAshMAtIWvXYm0RhRMBIkAEegqBjh8a2yAKWiJ9YL2Bg3/4xGZYw/5dAjsY7mhEDGE3V1eMtNq0spkEoTGZ7m2YuZlhiqBicdjCRoSdDQlYa4sUmnqbEbZ3h06lJ/jSBxlxg+vbdkpmbPXlKoVIMfy9PHMrUL3gcieFblpP/aLYWCJABIiAPwI+s4cJQ9eAgHGjx+0elAZuAw2DI8HBYGJ/gxgUAjs49ELVZvznY8iKwzaEveuKchLETVzQQfumofLNHNd4iMHWHNje64Z7noFXH/pIClop8xMBIkAEiEAzBFKyAEnUa7oOGOQBboNTV0gOWcUg9ulXUAgc6679nlqOA9iRIfwADUm0ZV2SoeGxE9G6rP2NY+/iZl1zeBTwNHPPM8/IkmhysGG3MhsREATu/NZuLOXAH/au0TGRi/g2WqBQy7d212oU+RJTGV+SBoZuiK6tYKKQ+fGP/3d8alOyFwG/jTjEFIaDVzzScgCwv1MaGbATJJgjEG00m930MQF9zm5KeTcD1Rcf+lzL+XU8zYg1jIVh2DkrEJ4pR4DqEYE0IACaFOJRynivtNQT7Hvffdv1rYHwAH3/96pgx5TE2Zo3Sh79M8HB5o1q2YOdzdB6JywQBggSHmkYnbJkHgZxs6VKssbG3MZXuzs1I5hoDdPEsJYtq5o1Cn4FnHFkogx+Enhc/dnPfpaSjdNMdGYeItA7CNg7F1kWfFqwTLAREP4e+2P7lDf8cjEll3IclM5QW8X6IKg25Wp3k3qtCRitlfAf8K5Yw3BKI5KooQ2HlcGyebI5YYi3tiHRZpR9gYBPo9BYPNAgqhmHMvn7omWcyV7csqUJ7eBu+u2xLR1EABYq7FRRAEYwLCrvFXwlzl58q0wuXNFtRNmo7t4b56sjJW666aaNzga6zje1hCLKMe6SoKp4880373Qcy8pFrGxovBFjHV81BK2Z/IaNaigBax3ldoQWqXp91EZO/VvgI2orx7jX4e/1nPvLtztFc48rx755ozo4wAyrNiJgkSU0LOSBZT/YBstbh9rG0twI9le0KylHYIQ74YnNLabVFThgX0yuk4MNhzWzEYEIEfje96qKrV1+Wmw9iwSrUZ9vfuCBDbApn3ug5uUCM8G1q+6NIsE1T1ydPRvbBcKYRkK0jSj/k5/sc71peNc1kR8CDX+x4E69UcCnWtSeOAzq85ePbyFTAEESx36z5w+D2lKaJQABKxqWGGlsFuFjwBkSsIR3hQjCwm4mySAaU0XgYLgTZGYdjiDxBfngiR8nT0NKpsdZS9cgANeRHmSktwvsKL5iJPz0YLZ6r6j8oAFMuiEbfqfyI33yyX+Ub2U3e9mSSCxUMKtOxrBrZYYY1YmPWnyHoBM9mz6LDGNaalFHwcobkD3sVFfv+Mv3aZRXjjwiwHyHbdBSbUFA+d7ROkWWJuPHXz5McAFEYFeOfeF480aZaNLZPIEJWNQVj3Qz1eW8P3Na7bItJgwDxIAhnmOwKgk0jJ8cfo0wiH1WfCFPiCDzzg4v1k4EugABcBL2B0RD8Bv845z96A+yEfocnWmHgDbArCBjuEklg6zvhwRwvECB+A/hV9kxXiUhG7GbpRZlU8obIXtXMpfvLas/oMh2/VBs82bb/vYXC/NX6PbhW1eI7x2tM5lQUzr4y1fHvsG1IA80kG+D89wDXTCc9CaEJGCIaMavin5MaLXlEXuhp4E767s2PDdQWgcaluVessU0rjR0NMFiDnSScZeNVDaHCARFQA8ywu07aHGVP+fQoSR1fuIvf3kYH2EsgjIRzwETUJnUuA5rEtHRsORkJnhntaLb4mJrwu2sxIK9hOP1WoTmkVyuab0hhvLN2y7xK4ZiseHuNEoNHg+aVusvX/kAxPOsvAuudWXmjUptTjcBm/MWNlD0HlyoHoIMj0NouaFjQ+BMHrVCM3dUXWWIgMysYw8v8CusYYlxw7Butk4JP2l4F8y7KarmUA4RIALNEAANw0QTKw1kLEFYYE3vySvNJLjOPVcMBCtZDGXc9FScV1QdoT+gyA0nPcHbcAe67oHwLiDmPKq2p0TODALGbR0LT0ulkskeTA2j1WUYmdOqHFYYNLU8sdhEoOEstYmohnl85GNdr7eIPDGoGLeGGeBdMLStQ6vNgkSACLgQ0E1V5Te+6qpVMMjErtXjokHG4sWVJLdEcInMZep//msRa17o6uzvVW1DWT56U2j5LlEq8styTHZDsfoThh71DQkNzCQtR0v5eNoAPrI+Cq4FFaGNyeNuGp8zCBi7L4HbsCEiTozH++9///uKjHWTCxc3jY01ZMGn7r5b0DGx/yBHMoOGMazXbhqD2GS2YJSjMFSj/p//ZwK1N+xXdeSD91scT+S9iEZJ3BbkS6Nmrd2kNwrvB25+EBe9jRVrGDFuQM81miFQaRv3o0M3jW+2hQi0RMC7Y4brCmwvoVgwrtCh2KPKToU1oojB3prDMdQQMwVX1o1z5uO9koD3EOWlba+S69evx8VqtSJ3WuX6duU0l2+4MYiszfIXi2WoEv6NdaciFjO1je2iakX8xnYGTXV/+QoioIq4M7gWYBBLaZd1Z9iolmOgUxlmXbhwQdUNVmhTDzywADI5zkHONRKB4CETsxXD+tU//0MQDBhINnkG6+BpwKUVsuF5ECMSPwB4bpt5m8GFeJho2CL1dNZSKzx/yabT3ooa6tawukOv/jkWEckxU3iy0SMe7R9qLo/nQURzSFms33dlkOvwF+H4RQSfYw3Yxz/+8TZ7isWJQMcR+NjHPvav//qvkauBACj5XeMno7ttZdMr/Nwk0AmUoBYXwcbCXd57RUSBbFwhvgiYkilb3O4kfMmbVB6ERnt/0XBTY7USSkkVMJG9BjGCqjF5rOsstdS0qjfEX763USq/jg9oElOtel3mYkUrQakhvA0z+MgHrQ6PlxtOcTbrO8NR9Nu//dtf/vKX+/v7JfoV92QYPIZl48gWPgjLqw0G8e7du8ExmMZ3RWC5ZjiatQSIg32npqbkcMM2G+xzXi8qkr+WVfi4082nmdEojG9ZyOv9KUINOYkBYw6vDdl3Y84C+7bUlhmIABEwRAAmpstN6r0iov5YC7BCEcWs+Ar2GWhMD7/CRbApHtxVUBWYFUVUXXiD/MK+/unGG23rGQkbffjk9JffrFEugbY1L5fqNqu/WDyv6I1Ci1xB2vaGJPWwbUi2N0+cSQM+8uHGnxgdcs0BowpcFB0NG9UK4M5/P20Bww2LhdWhNTr+46fALuVyGV4XmGiuo+Mx63nzgy+ZEB5Al9kIMTrxJrQFbG6h+rQaxit2gsQjBejcy7iGlj0aBQMXfm974zoD1vfqc2HfjrGxMewGih88NkLp7FNb6EHCgkRARyAmCzhCkMXWFPs4QrFdKUosWmUBp7ON6bWAvefUmiMoj04vvfQS7EU8vMCud3EVrhsawehCicyKJNqo5ZkHehsbnnysT7h6Y4/NGyXbaBvm9yL/85//HBcBI5zzJuu7zPuOOYkAESACRKAjCEy7oAuFws9efMhwg2JdVxhnL7740DPPPAP7DJYizNaGDIH4LEM6BM2o7ZQbgmJIY3gIeOyOO9Aif2ShFZoAS/fw4cMulxQ+YrZVFis3dImbNwqPh5AjcX1qPx2TLkd+eBdee+01mOCAF64Fk1LMQwSIABEgAilHYEYQFiw8nCSI8wRxo7f9pfdt99ldDPbiH/zBH2BiEm5nNFLoAYHBzbyjSjh4yBu2AKrDpipf+MIXYOoJ2cAFLVFLYkyL9YmyWIoDaxKTzTKL7vJ1u+BGKRDnW2+9hevYWFWWToG/EYPX17cY1SEDHh0Qt4xoZzxATE2dRB5o8slPfhJTtoACDZSmyYyyy7LXG4W9XbzRVRAFlARVFEejYMJiklvsezTn5Zdf3lnbE949VMDTcHzB8yzwugBJ+cCiekSgJQJ0QbeEKEMZ6IIO0VluAgZdvffeexI4fs0114CEQHWVihaslLenM8EHIA9MjoKfwFsSJwxq8adDzASjiJIsgfsoi8heEJtQL7hw1apVuAhylVhoOYcAKulRSEKKUrV/MBQ4EkfqqhYhv7QRgXZ4dFDUq4KtoIzwJRYRCStLWFlDAob+aJSoJ/yqGoX3iNNGo5QoeWJAo+DWlrAsNE22ksFyOsXEiLdCeuyxx5BHRxjd0bKxIUYAixCBTiGQfgLuFDKsNyYE0jYHPIOApc1gLNnyEAkspeZiXZtmKMZSlpnXQHSBKJIVXYlA2boSPCdkjFewHWxcicCSlUiKMnEF+kgG3T727y2xU3W7U/KrJkAgAsdAjUjq+UPytLQ7xTQHxwtWYqOrFum1qLAykaxyehGGBCF+pQMCr/RlXTGNToolAkkiQAJOEm3WBQQyQMDQUvl7FQ1L5+mBUbJlKHgLRCiTvibLchQH69SuRoYwK1hQZCqBwsGijGQW49i8UiE8cL8s3JaGSBOEy1Vwk5C9Uklo3r8i9ciiON411mUxok6iCmFcF60aBp2pJwPavrx9dB8CJODu69OUtygbBKyD6Ar9lVgkPczKhHddvSIyhVMVobYp06TjVVtQtU91epPNW6caBU1kLxFDoHStGpY118EEBOYhAilBgAScko7oHTWyR8C90zdsKREgAkkigJARhD7ICj0mIhA3AnA0btiw4d577+3OnbDiho/yiQAR6CYEMCkTyXL/bsKEbYkPAQy2tG2iEOVWlPEBR8lEgAh0HwK5XM51KH33tZEtSg8CGGxLliwxOSgoMZ1JwIlBzYqIABGYgcCtt976T//0TwSFCCSDAAZbwyPskqm9YS0k4A6Cz6qJQE8jgD1q/vZv/1bW0DMRgVgRwDDDYJMFKXOcMyLTkEjAaegF6kAEehEBhPc/+uijstcbExGIFQEMM+xlBBe0XkvHp4RJwLF2OoUTASLgh8AXv/hF3BNfeOEFwkQE4kMAAwwbKX7iE59AFXjswz7E2GIhDZPBJOD4Op2SiQARaI3A6OjoN77xjWKx2DorcxCB4AhgaGGAqb2EscGwnNoXXFL0JUjA0WNKiUSACBgiAHMEcTFvvPHG8ePHEZMlW6kzEYFIEMBwuvPOO1955ZXPfvazcLSI/1m2PZaNhzu+x9HHHn744UiaSiFEgAgQgRAI4ECU3/iN38jn83jz5S9/GYeXfPTRR7/+9a+XLVsWQhqLEAHw7t69e7/73e9+85vfRNQVPM+wd8G+oFsMKpx/g4vz58/HxUBzwGNjpSuu+Chazm5wGAP7jwgQASKQGAKy0zt2RMdW6jgW7Ec/+tHrr7+O80jwMTEdWFGSCHz00bXWoHPoWy1VL4rU84EN/C+++GKcqgeulYlexb4wf3FRHWFgzqYYpTfc8wyOst2xZUuEWJGAIwSToogAEQiDgIuDcSz3kSNvQ5Bskw7vdBihLJNWBLBV/l/vt3lRErhYZ+MItRafs7Bsf/+ViL0Kx74oDvN3a3Ecbw69+udXXnllVEqSgKNCknKIABEIj4DOwepYTzil1VEl6uCW8HWwZDoQgHtjZ3VaFRDwLc68bIRJRTiDffVj3UPYvtBKzN/91QrebxzJR2gEk4Aj7HSKIgJEIDwC6tRR/chwWMOQeO7cB+HlsmTKEDhy5MhfvGIfmi5pMJcfyUevouy2AatXzpOVk93l2Flzz7Oopcxf+RihEUwCjr7jKZEIEIFwCOgnf8PkbXZOdjjhLJUSBLAn8/3fmzaBN+bymzeviUk3dca8hD2HYF/b/L3hnv2afhEawSTgmPqdYokAEQiDgOtcbXqew4CY7jK7d//oS0/+o9IRBPzQQ5+LSWXxRQv14k1Q29dr/kZrBJOAY+p3iiUCRKAtBNTsL2Kk2xLEwilDAFHuf/Twy9MEPJJ/7I474tBRrTIKwbuij9f8letRGcEk4Dj6nTKJABEgAkSgMQK7du36zH3bdQKOMKwpWtBds7+68EhmgrkTVrT9RWlEgAgQASLQDQjA/C06S48apgdfeqn9RpKA28eQEogAESACRKDbEHjmmQN67JWreTuLlbfftlert5NIwO2gx7JEgAgQASLQhQj4m7/S4PaNYBJwFw4dNokIEAEiQATaQcDf/BXJ7RvBJOB2+ohliQARIAJEoNsQgPkrG0+2TG0awSTglggzAxEgAkSACPQQAuVyGftzTf/NbLr+FbanVOvlQgDEZUghQGMRIkAEiAARCIlAqVRaPzxtX2Ijjh07ojxiKKRazYtt2jS209kIWtKeidFCoRBJLbSAI4GRQogAESACRIAIBEOABBwML+YmAkSACBABIhAJAiTgSGCkECJABIgAESACwRAgAQfDi7mJABEgAkSACESCAAk4EhgphAgQASJABIhAMARIwMHwYm4iQASIABEgApEgEH4Z0pEje/sP/4NlFa2yVbJ8tsyMRE8KIQJEgAgQgW5AoGwNbi3mVEtuHjj+tZteTXPDHt1186uHligNt41UhzTKK1iD1lDuV/P/ZOngOmv2dDaTFoUj4JJVGrfKVWsIVUzjaFIf8xABIkAEiEAvI1AqW+uL0wBszFk7RlONx6Zxa2d1WsM9I1bB5j49VcUQLQxts/KbzWk4uAu6NFYaW29ZYF9QL9k31eOGyhEBIkAEiED8CORAiIWhjVa5WBpf+qu9/8uwxoAEXNqECuxqSL2GADMbESACRIAI9AgCDg3/7B8+ZZXGTLaoDELApTHH7Uyrt0eGEptJBIgAESACgREAB5fKWz86/JOWHGxMwDb7Fsm+gbuCBYgAESACRKDHEHDs4D89efIkONiHhk0JGHxO9u2xIcTmEgEiQASIQEgEcFzD5ORL4GCUb8bBRgSMKWU70pqJCBABIkAEiAARMEEA07Xl4qlTp4SDGyYjAl76wV86K46YiAARIAJEgAgQAUME9h89elQ4uKERbETAduwVw54NAWc2IkAEiAARIAKWBc/xwgPbwcHnzp378MMPvRxsRMAlQkkEiAARIAJEgAiEQgAEjOQtakTAFneaDAU6CxEBIkAEiEDvImBP3Vbhf1ZGsAsKQwLuXQDZciJABIgAESACoRGYnJxUZV1eaBJwaFRZkAgQASJABIhACwTOnz8PI7ihF5oEzNFDBIgAESACRCBeBM6cOeOtgAQcL+iUTgSIABEgAr2MQAQ7YfUyfGw7ESACRIAIEIHIEaAFHDmkFEgEiAARIAJEoDUCJODWGDFHkghg0fms4drfWLndmnGSNqThNfIE3ZSeeIOPGV0u798Q9W3kAHoFqrpc/S6diL+MIpwAdKwiowiQgDPacV2rdlkj3WIlWDOTYYtS2Vo7bG0tztANH9eDIdp+YlBCIarGOlHIbCgtmYYE60LmJgK9hAAJuJd6Owtt1Ul3f7VdStsxal2YsPAaYRqu1Dam2TZiC8ffnhFr0Dkme7iYJSutaxoSYedSFBFIEgEScJJos64WCMAmA+ki3bNhiWR98cgKVxnkUT5JWKLKXYmLyioVnzCS1wWN4vc+u0R5j/FeN1vXOt5OXNQds7pHFO+VhlvqJ5QUhqyJvF3dfsvSLfivvrhCVQRN9IpEB1Rnm6F1F6utjNNa1LK+bmHjjXKhN2s7igAK3dmuTF6IaigtUEP0LvDRQTRXzdF7B1/5N9n8tyFyBE9VV/uzFeYKMCcRiAoBEnBUSFJOBAgoun3yruNy/uUr2iYy+Ih7Lghpp0PSQnggXdyRDeuW4k/tPq7y471tts508+7efVz3MOO9ur8rA/2uq6eFQBo4WKxhxcrghr94ZXoHHOiMqt084VwURkeCMuPNp6uFR5u1fWTEloBvpS2wbpFglyt9XBCZN0Qv6K8DvgVWqjmNeydIk326tTpTTqBhYDhamI0IxI0ACThuhCk/AAJCt2L+bnBeXV7o8Tqv7HHY7iu32PaxECr8zPAJS9KJUK9e0ZIUF9cxeELEqoQr4l5GBknTjvE6WYJxfRKeCaA5niEgQYh5o+OjLs6cOUZFaKxkECe28CtYU1WNN+JCl7Iqv2RA24XUUUSqQBuVdSt2eUNplllDXG3018H1rXSH/riDj82a7Idmo+8gB72vY4uKIpyDD6oP8xOBEAiQgEOAxiKxIKD8z1c7xqUyMZVZjAzCTyN5nPNlp2/fVjMxTe68Sj5oSYor17FtOGptUoYjMgirqYT7vkmCDW3rOWJXIUlIFMVdRjBsfcmARklqGOtrKw+L1rJUfkiW54+DB2sOgFGpolpzxeNbn6cEw4bojW2pwz7nSUJpqMq6WmTYZH+cAYXq/dE6dFHEq5l0L/MQgWgQIAFHgyOltI/As3UiEa+pIo9XNEeu1DKkWZ9iA/nbo1JK3Z1nZFaitJv3hiWmPu2GrQbfCL25jGSxcfXkvdIMRtEOYvW1T+Li3n28RuF4qlA+AEhW/NR+1+gA+uugzwG7AsVFiHmT/dUWB4kkdKhMWBzxRAxE1XbKIQJxIEACjgNVygyDgFiNSIpj5CPu+CYGbpgqg5dR/OFSSQ96Ci41shLKGoaH2X/VbBwNUXFweA6Ah1x50dtsXt1ZXvNbtCmNxYlAehAgAaenL3paE3FvNkvKOK5l0KxV88Wyyh6dwZ0BvZbKUewKz1YawjqHJSoGmUu2ik4K3dNgTbH49b999UVWaJdMuKJ2gPmsb2yaSUMa6tlMB/C9TBDAww8fholPwiVfdZDbkHXECqQqKbsfV9Tg6e+vTUmERpgFiUCSCJCAk0SbdbWmWBe7SAExjm1PYz3OSMw7rPORW7PJ7d5bHDduCcvCRK+JBOQEtQgTwP2rZnPxRpjPnnZ1vhUHKYKSFNnLUiKUbRaW7D84pBQoXIV8q0U4AgKSastEPfrJx3Ng2BBdqxY61B835H+FrX+79G+VJxnYKs3ROnky033OAoVquIqh0+cmzOtlTiLQKQRIwJ1CnvXOQEAo1hXxpK4oL3RtuS2WoDjLXmUSVPhGT2odsOu6q7gsAQIpqigek15BdcLBmOMU+1smO6G8mna1l1E58dWoQvLUwsc8qrasUa0DVkHFIrCmfL1SFfmMUCwVOyaUrCd9VbFJQ1zFfXRQzzcCi1rH3LKBegbVlQo36WKAeVc9Wk3yowvwlY6tevoJVCMzdxwBNcXQcU2SV4AEnDzmrNGNgE0ezrV8PZxV5VBXxMeLu7zadkruy/iojFe1FKcZxFJc7fKBbHiPm76h+Sti7djpielwJ1EDzOTabwueYYlSlgR6RtXm5q8KclYSZDWRrjwqFf8z/AHyEIBvxQRXEdFiJnqlmTdEB9NHB2TD8416hIImyjfu7wzX5Xs7CEQrzZR2qZRz8JQnIckTedDZzAr5iQhEj8CsCxcutJRaGptVGNrYMhszEAEiQATiRgBOeDj8wfTR7jAat9qUrxCQ/XBUwvOrelZLJ0qYP1Ib4EBD/aG/lcJVNPbV929ft27dypUrV6xYsXjx4ksuuUSVogXcCkB+TwSIABEgAkQgBgRIwDGASpFEgAgQASJABFohYEjAriUAraTyeyJABIgAESACPY5A2b0W0YWHEQG7wh96HFI2nwgQgQ4igAjzyI+Y7GBzWHUvI2BEwNYQVl/2cqx4L48Qtp0IEAEiQATCIFCy9h88uMGnpBEB/2r+n7QwpMPoxjJEgAgQASJABLoYgRazt0YEvHRwHZi8i0Fi04gAESACRIAIRIlAuVp2dsLR1x255BsRsDV7SWFom1WmFzrK3qEsIkAEiAAR6FYEsD1OxcrNmzdv9uzZaOOCBQu8LTUjYMs6sebuEmaCycHdOljYLiJABIgAEYgIgVJ5p5i/c+w0H/tvOG/mhLKAnUKrVz9GDo6odyiGCBABIkAEuhMBh30HYf4ucU4W7+tbvHDhQmmqyx1tagFLsb6+h8DBkM6g6O4cOGwVESACRIAIhEagjL0nbfZ945wdfgXeXLZsGcxf+J9h/s6dOze8BYzCELFgwQPvrHjBPizMdkdzVjh0R7EgESACRIAIdAcCVRAiqHesYn3njc/D9gVXYudnEDBeYf429D+j5UaHMQhCJ06c+PDDD8+dOzc5OfnOO+/8+uzB1cd3ON8wQLo7xhBbQQSIABFIAIHB9UXnZG8n3Txw/Gs3vZpAraGreHTXza8esp3JkraNVIfcrDeIGV9YvTLLC88zqBdp1apVMH+vuOKKSy+9FBasNxw6AAErDj516tTU1NTp06d/+cvDH3xwEsQMVj579uzx4/aRrkxEgAgQASJABJohAL746/3T4Ujw1eJwyTSnanUG335+8Jw3nEp4F68Ie8a38DzL2Udg30WLFrkOQVKNDUbAXg4+efLk1NRJoWElFPimGU3qRgSIABEgAp1CANYaDpRUteM4wltWTJ+c3SmtfOp9ZXJyvzbdiqMwQa56fp2PQb0Ie0bglc6+yNxwNXBgAlYcDJaFKXzmzBmYwqBhXAcTnzv3QQrho0pEgAgQASKQEgTef//9R3/wlk7AI/l8SnRrqEaxYu2vOouKnPS121eDZV05Qbq4At7FK6gX8759fX0gZrxvxr64HoaAhYPxKlPCQsP4CCZOM4jUjQgQASJABDqOAOYuv/TkP2oEnH9i85qOa+WjwH3bD+gE/PS9n7rqqlUN84N3JeBZUsN5X71gSAIWEToN4yM9z2keQ9SNCBABIpAGBA4dOvSZ+7brBPziQ59Lg2LNdHjkkdd2ahbwCw/fev311zfMLL5oteLIZxNKKd4WAes0jPcwiNMMInUjAkSACBCBjiPwy1/+8oY/+R86Af/9Y3d0XCsfBe6//3mdgH/4xOZ169Z58+vLfFtSb7sEfOTI3v7D/2BZRRyUxKMa0jx6qBsRIAJEIE0IdNUypII1iBN7cWbgxR//T96tNvxhD2cBl6zSuL0RxxCEpzt+PE2DjroQASJABIgA9nFaX5yGAVHQ+0ZTjcqmcWunFgW9Z8Qq2NynJ2zEYRui9qlF+c04vsiwPaZbUU6LK42Vxtbbe2DhbAayryHMzEYEiAARIAJdi0AOhFgY2miVi6Xxpb/a+78MGxqQgEubUIFdDanXEGBmIwJEgAgQgR5BwKHhn/3Dp6zSmL43RrPWByHg0pjjdqbPuUeGEptJBIgAESACgREAB5fKWz86/JOWHGxMwDb7Fsm+gbuCBYgAESACRKDHEHDs4D/FFlXgYB8aNiVg8DnZt8eGEJtLBIgAESACIREoWNbk5EuyTWQzDjYiYEwp25HWTESACBABIkAEiIAJApiuLRexU6RwcMNkRMBLP/hLZ8URExEgAkSACBABImCIwP6jR48KBzc0go0I2I69YtizIeDMRgSIABEgAkTAsuA5XnhgOzgY+zRjp0gvBxsRcIlQEgEiQASIABEgAqEQAAE3PCvBiICtGacRh6qfhYgAESACRIAI9BQC9tRtFf5nZQS7Wm9IwD2FGRtLBIgAESACRCAaBCYnJ5UglxeaBBwNxJRCBIgAESACRMCLwPnz52EEN/RCk4A5YIgAESACRCBBBHpyTc2ZM2e8EJOAExx2rIoIEAEiQAR6DIEIdsLqMcTY3OgRQCz9WNmaNTz999UXV+BgMv+0dtzOj+PAYk1KsXuftc8RQ3V6pa6PsWriIxy6AQ2VgCcAVHjiK7RCT22qjeqUcL2b8F6vtH00kuliEz1lGABVk8zMQwTaR4AWcPsYUkJrBHDXHh62tmqHgKLMX7wyiWNBddpQRNhaYnQ5oJtLMX/ZHVESlT61+/hEvqaa4AkAlar7q3YrdIZ2taIdtV88Ms1JrR6ZouuYKCQFavWWIWtjzka15XNhFKpRBhGwSMAcBLEjAFttuGgvZcN2pttGrAsT9h8OtcZB3Eigjc7e7xSj7JmwnrzrOFTaMWpriNeUJABYLNrcoI4BH684eOZsGAVPAIsEGlYGXCStkB1oX9HCOA8etJ0E0nfdl0adRxwMVyYikAACJOAEQO71Kl58cQXYAmlixIKRIQlcMlFnONAJElymyhKFJ9DlUMXHtY77Gq8NvnKcxva34zPoXNybyA+OR0GvK1uvdH09g4/ztpmStnoBdVAtErVdjdIHjQCYr5u/+Gon9qazrJH8NCUD2Hs22NSoyFJvRQi1awrkbK4Fr6u0+7j9jLJhiV2XnnwQQDaTxvp0sf9PqFnVzVqNwSDgeIcThqXdXkdhJiIQNwIk4LgRpnzrFcdTivuaMuBqHGzVOEPoxCdVHf+qsDhe8V7dHzFVaX9Vl4A3Lrc2isBow0UpHkcKoQPsVNUiu1FOA5vNPgqA6tnFBtNpRrFi6bvUwXyHKbzP2HA3URu1CNcqLwVU9Zq//qJMGuvTxf5dZtgKJQQNwWBQQ06Gk8z9S5L2wuXARATiRoAEHDfClF9jvltWNIhtufpq25yS+ztcpuJHRQKR6HyDu6T4ruFxlVRxjGaUwswo3ijP9ldusWux3doa8JKnYdIrhQu6pdvZq2Q4HWT61uVAFqJ1Jcj3PjpscIxd+2nDMePAcLaV33yshVYbIqWPZBpYaNjVlS0RMGlssy5u3qbWA6DhiBJ3i+29d1z3MmD0ESLthT7cgtcffH7bPgIk4PYxpAQ/BNRdrL+/AbsYYofbpfCxeAhVElaA61Wx9bdvm5QM5ZkuRGHolvxqqI+eLYQOChOQgRAn9LeN14mm9buMThi7mBJWCQyHZw6QscsD79Mcc7Vl0kB285FSt83sSn9Rho1t1sX+PWLeCpGDZ4Vp771zBQNGfRWi91mECLSDAAm4HfRYtjUCOJVa0hEtkrZ1sZk59IgfeS8uZ2EFmC/66iZxR0uskCRwlW5PB63dP38IHYCJECrIQIgT+sML6mNy6bOwoo/EWOHBQrkNcBHZDAOIDNWGTPuhB4A7qNYmmGdupOAvyrCxzbo4EvC9Qoa0JkgUm2t+xG54tAOF0oiABwESMAdF7AgI2eiRtKpKRZPe21+Eai3xRAxFKNxQlEsHBKBJzJRKeIwYbrTcWfivWcKDhVjP+BOBtu806gCinBOXZDvDMQEcnJnMG2sIZqzZujvMO1boKDwoAiTgoIgxf2AEZMoQ924XMcDgk7k33ZsaSLqwGqbxhIH0P1lQlEAKpwOsK4mZwjQwTFh5RvFCJPrLjK+KOwNuYvG7InXvqk+om7Q6kNornB581nEqiDJ6aikqUGNNlFd5WlbdVJr2jCJgqsG52xmTiDBnIgJxI0ACjhthyrduw7ysAwO8o9Msgq0k6gafLL4MkYRyMAOqi3XdT0OIDVQkhA5qMym8gYELE1atyGpY9V3Ow4TEnSEpp64dBV0nErByLbzIcRq3TIHUlklfeVpScXOqCn9RQRvr1Vw6tOFuaIFaYUNXjyEYrgeQS+S5bdY7oEnIGz7GN2fRsmuYoXcQIAH3Tl93rKUgDKwAxk1NlnzI/dReF+RMK8L+8xKG17xrqD0Kit9VF4uPuGhCQm0iIkqG0EHRAECooTFs6+JdqaUYFyhhwljRrWyJJWuulIRaeFE9ULxZ60KorYPpJXd/BII2NlCnmIOvRtQ0dM44lAhtjE9JIGb9YyBlmJkIBEWABBwUMeYPg4C97UZ9tyZVHq5jOGB1U0P2AgyU4MhVLlzhMHyM1f/sVTKEDlitKwtgVILaPkt4ZZ8NoQck4IlVNHr4FS4igwtPXX6baqsw7IZPNv4IBG1shAPA22oburrPXwYMPkqj8DiFZ5qGT4SBVGJmImCIwKwLFy60zFoam1UY2tgyGzMQASJABOJAANSI2KhYn6viUJsyGyKA6RJE/quEZyDz3WM6AimmP/TNgtQTm4EyVXitXn3/9nXr1q1cuRKxFIsXL77kkktUQVrABhgyCxEgAp1DALcwzHZ75547pxFrJgLRIEACjgZHSiECRCAmBBC7h5hkRkXFBC/FdhABEnAHwWfVRIAItEYAG4SRfVvDxBwZRIAEnMFOo8pEgAgQASKQfQQMCdhnK57sY8AWEAEiQASIABGIHIGy5b8rnREBc0/UyPuFAokAESACRKDHETAiYGsIazNbHdna40Cy+USACBABIkAENARK1v6DBzf4QGJEwL+a/yctDGmCTgSIABEgAkSACMxAoMXsrREBLx1cByYnsESACBABIkAEeg2BkO7fcrXsbF2n77zhgs6IgK3Z2Fl3m1UOqUav9RbbSwSIABEgAj2OADb8qli5efPmzZ49G1AsWLDAC4gZAVvWiTV3lzATTA7u8THF5hMBIkAEiEArBErlnWL+zrHTfOxA6byZE8oCdgqtXv0YObgV7PyeCBABIkAEehoBh30HYf7KedV9fYsXLlwoiLjc0aYWsBTr63sIHAzpDIru6fHFxhMBIkAEiIAXgTJOX7DZ941zdvgVeHPZsmUwf+F/hvk7d+7c8BYwCkPEggUPvLPiBftcUtsdzVlhjkEiQASIABHocQSqIERQ71jF+s4bn4ftC67E2UcgYLzC/G3ofwZkRscRCrQnTpz48MMPz507Nzk5+c477/z67MHVx3c43zBAuscHH5tPBIgAETBHYHB9cfrcbxxHOJGHVzW96dFdN796yHYmS9ozAsvTxXqDmPGF1SuzvPA8g3qRVq1aBfP3iiuuuPTSS2HBesOhAxCw4uBTp05NTU2dPn36l788/MEHJ0HMYOWzZ88eP348vRBSMyJABIgAEUgHAvrxuvDV5qbpOB36zdSiWp3Bt58fPOcNpxLexSvCnvEtPM9y+i/Yd9GiRa5jgJX4YATs5eCTJ09OTZ0UGlZCwcdpRJE6EQEiQASIQKcRgLX21O5paw0EfMstKzqtlF/9r0xO7temW+/ZsAQsqxfQ+RjUi7BnBF7p7IvMDVcDByZgxcFgWZjCZ86cgSkMGsZ1MPG5cx+kGUfqRgSIABEgAp1F4P3333/0B28pHeCCHsnnO6uSf+3FSkUn4K/dvhos6yoC0sUV8C5eQb2Y9+3r6wMx430z9sX1MAQsHIxXmRIWGsZHMHGaQaRuRIAIEAEi0HEEYLD90cMvawScf2Lzmo5r5aPAfdsP7K86q3qd9PS9n7rqqlUN84N3JeBZUsN5X71gSAIWEToN4yM9z2keQ9SNCBABIpAGBA4dOvSZ+7brBPziQ59Lg2LNdLjtkdd0Av7hE5sHBgYaZhZftFpx5LMJpRRvi4B1GsZ7GMRpBpG6EQEiQASIQMcReO+999bd+S2dgP/+sTs6rpWPAp++/3mdgH/8l3961VVXefPry3xbUm+7BHzkyN7+w/9gWUUclMSjGtI8eqgbESACRCBVCKwvbpwmYMuaGMnwMqSCNYgTe3Fm4MUf/0/erTb8YQ9nAZes0ri9EccQhKc7fjxVg47KEAEiQAR6HgGcUrB+eBoFBGHtG001KGvHLT0Ia8+IVbC5T0/YiMM2RO1Ti/KbcXyRYXtMt6KcFlcaK42tt/fAwtkMZF9DmJmNCBABIkAEuhaBHAixMLTRKhdL40t/tfd/GTY0IAGXNqECuxpSryHAzEYEiAARIAI9goBDwz/7h09ZpTF9b4xmrQ9CwKUxx+1Mn3OPDCU2kwgQASJABAIjAA4ulbd+dPgnLTnYmIBt9i2SfQN3BQsQASJABIhAjyHg2MF/ihXP4GAfGjYlYPA52bfHhhCbSwSIABEgAiERKFjW5ORLsk1kMw42ImBMKduR1kxEgAgQASJABIiACQKYri0XsVOkcHDDZETASz/4S2fFERMRIAJEgAgQASJgiMD+o0ePCgc3NIKNCNiOvWLYsyHgzEYEiAARIAJEwLLgOV54YDs4GPs0Y6dILwcbETDWTTMRASJABIgAESACIRAAATc8K8GIgK0ZpxGHqJ1FiAARIAJEgAj0GAL21G0V/mdlBLvab0jAPYYam0sEiAARIAJEIAoEJicnlRiXF5oEHAXAlEEEiAARIAJEoBEC58+fhxHc0AtNAuaQIQJEgAgQASIQLwJnzpzxVkACjhd0Sk8egU3j1qzhxn/3PmufUiIZ8CrJ9TEShVGRV4e1w9ZYeYb4OKqORH8IwQkwOkpRiaUcItBrCESwE1avQcb29iwC4EjhzsjTfsvaWrSJrSMpvnZ1pDmslAh0AQK0gLugE9mExgjsmbAuzPx78q7jyLpj1L6O1wSSrsA9G2z7GweLKjs4SU0SaCyrIAJEIBACJOBAcDFzNyDg4/jFVzBSJcEIVkyJN+KSxR/elDRPslxHBlyEk1l5tr1Igf5x9jhSsV6FVxO7orr/HJJ1l7WqSNmyLk0gWX0leqrizdoFnZXH3ushlyYolbwZIoGlG4YU20AEQiFAAg4FGwv1EgKY0AUrw3KVhDfri+7Z3IMHl+AinMz+6ZYVK2wJ1gwKV0W++uIKu6L6Z1SEj7ioywR5q0cElyY6y4qeyOmaddZFgX2h807VLsdDLtPkKlUdIaKSuNCVwAhhaQUbvycC3YkACbg7+5WtAgLrZ4Zi+dimCi74hLeN1D7Be7xlyGbKp3bbjmtcF3/yV26xGRFUpO8QJ3lapv7+6RWB3sx/8Yr97Z56RaLJK85FlcCCkgGvuj0NPYVKlZ7i8S5W7IveduHiuPMVhIivXtrlagiqE4GoTlLFKRUtLC1xYwYi0JUIkIC7slvZqMgQePGITUsgM5CxpG/fNinMV54Z0ixEZTi1PLOoQ2l1lcGLtkPbsukfAvdNzGgLNCk4muB1JG+/EXsaH+X5QOl5/LjfM4EibAjBuWnSLqlJd7CjpSIQ8qXVkmKCZUZT+YEIdDsCJOBu7+Eebp8rCMuQGl2AyS42sAv1ZUXijobbWWXeWCcqQ7y9p4uBBYXhYMjCvBbzHW5e107sV189TasuIcipzwEr37K/SkOaFKFwIXhJGufW3ovHOiZYDNFjNiLQHQiQgLujH9mKDiOwZMmMqdNm2ijO1klOZZ4YtU1tvSyIf9h42dLwsM3ckABbHB5j5UvvIDSGsHRQQ1ZNBDqIAAm4g+Cz6gwgIBSC+VHXiiZ8lEVN5gkWqsyw6r5cvTiMYMiUCVfQp2SDta37hHWzW/djw/aFL3rQkQCnMQj+iOM8b500KWLl69U1Kx4hLK01ZA4i0KUIkIC7tGPZrIgQuMtx+SI8SkX/gp/MiUppgVLKlp1w5m5dSRcL+gSJwiD2JlC4ECReJcAKPK3saRVfjW9d0VsuUWpOd7hSm36WcGtQeEPr3FU8Klgi6iWKIQKZRIAEnMluo9IJICCre8FG4haGd1d4F0t3kFQwlL8maubYXqTkTJ82K6gYETlrFTm7cen8KgQpGZRAoXM1lau+nTF/q2mp1jdLQXstk9MuicGeqEc7+7erTVgS6D5WQQTSjwAJOP19RA0TRQCmJyKq9ASnrnIICyPiY1D/s0nBfaO1tUCqdlSEi3oa0SZ37RVEIzWDFe5rtTAJ+VFQ8avY7t52gUT1Iro0E8SjgsWkLuYhAl2JwKwLFy60bFhpbFZhaGPLbMxABIhAfAhgZytYq2BWtdAovroomQjEhwCCIeB0UQlPfq6nzPiqDidZfnoqqadeA2lVTAa9+v7t69atW7ly5YoVKxYvXnzJJZeogrSADTBkFiJABIgAESACUSNAAo4aUcojAkSACBABImCAAAnYACRmIQJEgAgQASIQNQIk4KgRpTwiEA8CmCfTd5qMpxJKJQJEIDkESMDJYc2aiAARIAJEgAgoBAwJGIsPmYgAESACRIAIEAFjBMqW99gVvbARActhKUxEgAgQASJABNpEwE0o2gqfNiVnrrgRAVtD2Jigh0HKXK9SYSJABIgAEeg0AiVr/8GDG3y0MCLgX83/kxaGdKfbyfqJABEgAkSACKQMgRazt0YEvHRwHZg8ZQ2jOkSACBABIkAE0opAuVp2jkvRt75y6WpEwNbsJYWhbVaZXui09jT1IgJEgAgQgTQhgB03K1Zu3rx5s2fPhl4LFizwamdGwJZ1Ys3dJcwEk4PT1MHUhQgQASJABFKIQKm8U8zfOXaajy2gnTdzQlnATqHVqx8jB6ewp6kSESACRIAIpAcBh30HYf4uWWKfZNrXt3jhwoWinssdbWoBS7G+vofAwZDOoOj0dDY1IQJEgAgQgVQgUMbxRzb7vnHODr8Cby5btgzmL/zPMH/nzp0b3gJGYYhYsOCBd1a8gCOWHHc0Z4VT0elUgggQASJABDqHQBWECOodq1jfeePzsH3BlTh8EASMV5i/Df3P0NboPGBp1YkTJz788MNz585NTk6+8847vz57cPXxHc43DJDuXL+zZiJABIhA1hBYX5w+YB6m4sQIvKrpTY/uuvnVQ7YzWdKeEVieLtYbxIwvrF6Z5YXnGdSLtGrVKpi/V1xxxaWXXgoL1hsOHYCAFQefOnVqamrq9OnTv/zl4Q8+OAliBiufPXv2+PHj6YVQ0wza7t+vTYbnLOwzwkQEiAARyCICYIPM3cF2znSebkx3A6rVGXz7+cFz3nAq4V28IuwZ38LzDNtX2HfRokV403AxUjAC9nLwyZMnp6ZOCg2rsQuGS/M4hgWvd/9gzrplxYo0K0zdiAARIALNEPiLVyYzdxODznpzvnJLqu/Ar0xO7teeGO7ZsAQsq+uv8zGoF2HPCLzS2ReZoyFgxcFgWZjCZ86cgSkMGsZ1MPG5cx+k/3dy5MgRvfsHc/mRfPq1poZEgAgQATcClYq1s2qvd/na7atx688EQOfPn7//ezNM4G3pvgUXKxWdgBtCDdIF+OBdvIJ6Me/b19cHYsb7ZuyL64EtYOlgsXdlSlhoGB/BxJno/p/+9Kd692/M5TdvXpMJzakkESACREBH4L77tstsJAyJJzJyH4PB9kcPv6y34odPbE5zt963/cB+5ylH0tP3fuqqq1Y1VBi8KwHPkhrO++oFQxKwl4ZxJeWeZ9Xs3bt/9KUn/1F9BAE/9NDn0tz91I0IEAEi4EXgtdde21qcJgbQ2MDAQPqBQgjR+uFxXc+fvfhQmtW+7ZHXdAL2wVl80WrFkc8mlNLetghYp2G8h0GcZhCVbq+//rr+/LVxJP/YHXdkQnMqSQSIABFQCHz6/ud1YoAt8dhjGbiVwVQbuPlB1QpEQf/93z+W5m514fzjv/zTq666yquwvsy3JfVGRsBpBq6hbrt27frMfdunLeCR/I4tWzLXCipMBIhALyPw/e9/3+XIBRp7JkYLhbQf4I4ZzCU33KMT8L59sqI1pWntpjH9QSdCkE13wkopMFSLCBABItCTCDz88oxAYsFgfBx7JDHFi0DDYxXCVUkCDocbSxEBIkAEOoYA3Hi6Tab0QER0qYRjeJiygQAJOBv9RC2JABEgAgoBxOU2Q2OYRnB2BgoJODt9RU2JABEgApbVzPwVbGAZ0wjOyjAhAWelp6gnESACRMBGwMf8FYBoBGdloJCAs9JT1JMIEAEi0ML8VUbwnj17CFb6ESABp7+PqCERIAJEoIZAS/NX8v3J/5jeoIPYpRYBEnBqu4aKEQEiQARmICB2LXadVH/6167r2HOX8KUcARJwyjuI6hEBIkAEagisX79+344t6m8kP6RDg4/6t9dddx2BSzkCEWxFmfIWetXjTljNuqz0nmUdtMr2Un4uJdRBKgzhRne1Vbg0c4OdCnczAmNjpa3F6U2Vt42MbtmS9m2w0B9Z3wlr73MPRPVwQwK2sBc0t6LEL7lYdG5VOedwb57PqN+3K5Z9dppzftrIiJWJe1w30w7bVkeABJzMWHBtRUkCbgt2WsA6fDhCY3i4CnIZGc3As3NbHR9F4eJ4CQ8oTz21xnCz9SjqpAwi0BgBEnAyIyM+AuYccDI9mNJa4Aua97u2ZUf2NewhAWrJDQfefvttORWbiQgQASIQDgEScDjcuqGUMxNzYNtEIU/bN0h/Ai6ANnDz5L/9278dO3aMNBwEPOYlAkRgGgEScO+Ohhsc9u3d9rfXckB3551ncLIpfPjk4PawZGki0KMIkIB7tOMxe5Szo62Y2kAgZz344OSpU6fIwW2AyKJEoHcRIAH3aN8j5pme5zb7HvPBiF6bmpoiB7eJJIsTgd5EgATci/2OmctebHY8bcayaXJwPNBSKhHocgRIwF3ewQ2b9+ov5jirfZnaRiBnVSrW6dOnMRmM1LY4CiAC3YkAFn+q9MyBGYcZ73cOWFSpp46R6AkCRozMz7V04MDCGWO8Yunf9oJ1ePqfl5B/I7nPOTCWT548efToUQnIikQshRCBLkMAd93P3Ldd/rYOT+/eJc1UX+FNpTKry9ru05yeIGC0/5rbHlF/+uZt+GpntaJ/+8tf/rIHur/Eva6i6eW8hWngyclJSBMjmBHR0QBLKSYIzNgK2krz+Ud3373GpEE4T+K//tcesg56goCxaRF2STXsfmx3bpKTeYiAQuD8+fMwgs+cOUNMiAARaIiA4U0Y50nMnTu3dzDsCQJGdxo+f/3ln3IT5N4Z/JG1FFbv1NRJmQmOTCgFEYHuQqDlTbjXzF90b68QsMnzF7qf5m93/eQ70BpOA3cAdFaZBQRa3oR7zfztIQI2MYJp/mbhV5xSHc+d+yClmlEtIpAaBHyM4B40f3uLgP2fv2j+puZHmj1F6HnOXp9R404g4HMT7kHzt7cI2N8Ipvnbid8j6yQCRKC3EGhoBPem+dtzBNzs+Yvmb2/dA9haIkAEOoRAw5twb5q/PUfAzYxgmr8d+jGyWiJABMIjsOb06ZmFy+FlJVjSZQTD/mkZIJ2gdolW1StR0ApU7/MXzd9ERxwrIwJEoLcRcN2EYf7iSm9C0nME7DWCaf725tBnq4kAEegUAjB5B5268dqz5m8vuqDRZv35i+Zvp36BrJcIEIGeRQA34RFnd0K89qz526MErBvBNH979hbAhhMBItBBBGwjuIdnfwX5WRcuXOhgH3Sw6rGxUrFS3rdjSwd16FTVaDv2bc8PFTqlQNfUWymXqsXyLbcc6e/vX7NmzcDAwKJFi5YvX941DWRDDBEolazx8RJO5sDhes6/RJLtxtUDr4aSqzqS9kH/xLAShQdtp3cuZ42OFgrG97+1m8b2V6ePutj73APXXXddJACEJODp0ZYwfJE0ut4T9v/Z0X/QHjjWSL5w990n2nTakICjGkck4KiQzK6c7/34+BdvfHNwo5XLF/IzjyfKbqO6W/NK2apWSvt3Wn/1xrV/fMOSlo1NEQEr6s2NcLS17LjoM1Scp+yRETtyITQNk4Cj6hgScFRIZlEO9v3+7nerxaI1MmFsTGWxnd2rc3G4ZHIvjY+Ag0VBj41Zw8M4SraAAcdnvY4My/yoDX6lYt1zzwE8DDERASLQEQSOHTs2/N0qfolk347gH0ml6l769ttvRyIwqJAABAxPS7FYIvUGhTiO/KBhPAatX1/CXYAnwMeBMGUSAX8E7n/+Lcsq2L9EpiwjIPfSBx+c7Mi91JSAcZf/4sibfNZLz0iDB2LjRuv++9+CH4wcnJ5+oSa9gAB8gQjKoRewO/oa/Vi1rOef78C91JSAn3nmwMaR7kC7e1qBZzfMB3dk3HQPiGwJEQiOwFb4Amn7BscttSXQm1uL1nvvvZewPWNEwNAJynHVSgpHD0LhihXr1KlTCY+bFEJBlYhAMghgMm4wl0xVrCU5BNCnu3efSfheakTA3/3u3I0ccMmNhAA1wXmyv2odOnQo4XETQEVmJQLdhcDup9/EiqPuahNbY68igzEzNTWV5L3UiIArFTvymV2UTgTw4Lb9wEKMGxwLDzs4nUpSKyLQNQhg3oezv13Tm6ohdp9WrdOnT+NGipRMA40ImAMumc4IV0sub1kVe9zgwQ3jhgFZ4WBkKSJABHocAWzLdPLkyaNHjyZmzBgRcHZ2i+rN8WOHYmHcnDlzpjfbz1YTgSQR2M8bYpJwJ1nXfmtychIVihGcgDFjRMAZ2q8xyc5KVV1TUyfFecJorFT1C5UhAkQgQwicP38+SWPGjIAzhF+vqnru3AcYN0nOXvQq0mw3ESACXYsArF5lzCTQSBJwAiAnUQUe3FANvdBJYM06iAAR6AEEEohpJQF3yThKYLqiS5BiM4gAESACzRGAN9Efnjlz5kSFHwk4KiQphwgQASJABLKNgMkCJBJwtvs4Pu0RhxWfcEomAkSACBCBCBGYdeHChZbiZs0qbdvDjTha4tSZDPbh0sXS7be/um7dusWLF19zzTV49T8qmOcBR9FV9mGQxXIZq7BzWMA/ZO8VhyXZtZcoKqAMPwQK1pA1tOrI/P7+dQkDxfthwoAnVt3W9aWvfOXF/v7+NWvWDAwMLFq0aPny5ajddR7woVf//Morr4xEKxJwJDB2UggJOGH0K9ZY1SqiUmd7Vu7RmjD8enVYAG93QN4a2VLYkpgeJODEoE64IhJwwoB3Q3Uk4CR7sWJtwoZ1+cII9q1jSgMCtguihOeh3FNrnvJ3/ESlLQk4KiTTJid5AmYQVtrGAPVJKQILPzpetGZBuVGyb5q6CE9C6BFodMOBJUeO7OVygDR1DnVpgQAJmEOkRxGolO1JXMME9n38oqUThW2jBWeeN1Qa3lRZv7aC11Cle7EQushBrHXb0S/onZsOX//uu+8eO3aMNNwaMuZIAQIk4BR0AlXoBAI7i+PF8TFDGn78ohtHCtsSVnN8zKYf/CVcr3l1sWoI9t06Hqzt6KPbpm7jhqzmPcicnUWABNxZ/Fl7JxHYX60IDVuWnzWMqKucleOkb2JdBZMXjx1bhyuILg+U0EeIyXpp8sEkj3QNpCEzEwEdARIwx0OvIwAa3jrsR8OIec634Xluhq94pMH+4miVP/thwEkgoZ04H9xJ+nVkloLizdb96DMEbpr23DpF6lVsmq5ChJsIVJauXqOPhiq/aqACoZmSUY1CxMcVrWrCx6pHpTzl9BoCJOBe63G2tzECNRouj2G6d2YO2ziOz/zdWXFMvXoC6SoO9iqKr5B5f90uxBt89ObXbUfbkWsXqVdRtXldFTERCA3Vo4DU6DN7LtWp/GgC3sOT7C3iY+BO7LD27Mvjb9A+7DpYkp4qW2VycDDgmLsTCHAdcCdQj7RO3NuqxbKVw3YQpvtA1O7GgW9ukerdaWH76/alV5GNI6P5odrOMxXbOz0scbZtJhh/ILDBnDWxw4ZePiJtm7BrE+rCR5UB7ChMBiqySaWeYeNIftRZ9aoyiAQlUPQEe4HJYKeCfSFT2qTLNBeoNCyOOzrnrD1OE1waqkap6lCFFBFl9FbrSjYDtq58rawh/uPOqqTNpzdfccUV2Euh5b40hmJVNi5DCopYVvInvwyJBJyVsdFUTxAwJjIz34z0NQA0vOH3rt190XYsNG0n+Fm1rCEBK7p1yKlGlsLQLnqTj4p9RazIlIsuRtc5WxhUkkR14QpWkJsI1Gt0UX6zRwS9OkXzrqcEPU/UBFyBCXzriltBvfp+RlENMRJwVEimTU7yBEwXdNrGAPVJCwJ4rHn86e1VbPQQZ8rlTR0R4rcAZaoJY7xR7milI2xNxbUNFRfvLvIYCtSF5M188f4KQGBLJduGvDo5OQkhckI2VyW1jScFxIIACTgWWCm0axDIXPRz8GnTDvRVAkrihOyTJ0/yhOwO9C6rNEaABGwMFTP2EgIw0bZNjI7IXGs6kpAWHMJiwup/gdQUAxqe4RAC4bU2SUH2ODGRFyYPrN6pqZM4H8zkgLkwFbAMEWgbAc4Btw1hpwVIEFbO2ZM+d/78/PmLz12/dsU772ACrJlq27cvtCNpTH2fnW5hPPU3mzgH9cKJqwVhYWFQMb4gLH2G1X8O2DWZClQaTq82nCR2B2E5UVSGAlGRKwirWZgYcqp5bon5ahaE5VKyWQ+HD8IqW6vfv72//8qrrloV+TRw5HPACLz/4si9AoIeABhu4GNduxN2l4/q8VGPMnGpt1Xbpeyvik+evmhJOJ1TUir5OeC4CDjlQ6pYHmsYBNv+6E9+JPEwhnCY6/cOkeCi3rpYxNQOT8QWBW1CwGL4wsxVQU96k5UEPSBLZVAsqxdRAVAmAu29LWZuiNGwuKjRsDpI2FaPK2+oZLQEPFwq5sZzq1evXrZsmetcuXBDxVUqcgLWGS4ocaqy2yTKHE+LcRLwTPVKWECvwCEBhxhdcbmgd//zm0qbqqHfql4AQwo3R+/9MUTzghap74sUtBzzZx2BPJ69vvylzd74pYUfXYu2mXleIwYBfOZaCIsrID8YoPUnhhox+1QMM9RVRA8/NhG4MQ9wat4SVO0q7tJQqlP55dFBsW/EADUS15GearNd+h3SWbEdYJdyb9UwfEHGUZm/LvlQTy2Ul/t6iLXabcLVTcXjsoDlKUwhhek0y6ovg2iFn/eZrlWJwN8rC1g9tdm77T+9XXQOpG3guqMuQAs4HKLqCc/f7YGBsfsiuAerkXihw6naqVKBrNVOKemqF4uAEbiOVfGwgDPigq7ZkWAyuf80GpCl4nhZ3VFVBtdtVq43soBnFB8cyY8MIZy9dkOu5R/J56whNS8zYyl8faGjaKi+khu1UlvdS+1JsUoDbdE0ufGKq0nl0etqmcHp7sZo6PLxMC33c+UYMBmfybugY7KASzJW1MNRIxsYII6JpYs/tVMOLqpBoK5LTmfPXpVmFEe36Y+Ntfxle6t9bxUNewKzFxgT8pVoK0IcxWwhWu0+VdeqU83RrPmSeq8eIfHG1XyTUcI8ESGQx50Id40Wq3Ysa8NHT8IFm0XTKiKgMiMGfYSeGnxjcMmSGZORc+fOTW0b1L0RnCFKelyGNkPr9oztqLPveIbJXRwU6LiOZ9jZuKhHReC9d/cydYfU9XRdFFZ2aztztzbZg13l8TbHJ4NzF20hH+opa8oQo05li4WAMzSkWuJetcr6PIdDxjO6f+ZoLuCeDpkYUiBX/MmYxiMenjfVGkrln1dvDJdXttSWGcwR+Kvi5pGhLS3DRiTDiDVRLG01F86cHUEAfTTw6MCcOXNQ+yWXXNLXt3jhwoXyMbVJ6Ba2CkaaWCwuLzRsX8mAh0XYc87NxMJtB7cX+JnlIxK+avgo6SoO957UItf1BFEQ4vj/7NRs6lCuo3YJ9XIJkTues4gAouraao5ryS91oUW1Jts7vs14IGiYQd1RvfL1xwUopj8BpLbroVgsBJy5ISXjSQ04nQ5dsVotR/OXf6/2GPv4P2/Hn4xFbKjkDIKCa7wqoMz982keTNnSrSX1quYgJ2aCc9bG4dLW8VKwA/KyhUl2tUW/oHes8uDFF1+MVoB9Z8+ejYUACxYsSHejas5CsSNdTjhH8+kMMmLrNxNLj7Np3sZa8ZHRofqAL0gt+myu3Kbq/O2+TSnhUrVwm9TuMn9xRXi35Qy01AWVoJjId3lJG2ZQTVbykU0eQVyPCzCERJN0934sBJylIYXof3EC443mNp8xXS3PYk6Xtx7NGFLqEVXIG2NU3etlvCpXj9ToHcQpHzS9pp5MGeSt0Vx5T9WqYpaxR9zRsKmw2jjQIuPkxwb6wp73taoDj94M5zPsXfE/r1ixAq/4iAQ+Tl4xkxqL5dpQEm5T5OpdI6e+ws1EqKXl1MlMVpu+p2mipkNlZSP5lqluQvge31menqRruNhvph3SIDaoZQY1sYg3DauAc6tlW9KQYXbkSuhD6rQzpHZia3SHdVwjBl8hA5IMKUNNtAelGUNKajl9EYZU/brZkNLr9YY/aA+G+jOaX9VopoovwIOY3mrwr+ip+1sUDoYIMFtHEIARnB960ypPVK1xHFBo7/dv61GPSO6ITr1eabW2PKpsDewagO0r7Au6xQIkmL84jAFX0jwBrBxsah2w1qUgOdPA1cQGAqwFmA124KdzI8YNzWW5qhAwsUOQYeYUXhKaZigwO3oXtD6kxLKcOaSS6ADzOmRaRf01eKgMzuIzanc7LGvuHYxaFcRv7gs1bxdzRogAOkj1EYZDzjaFR3LlXNX+q1bHq/Yr/zqAgDX4nUH7z4m60tkX5q/M/qZ5AtjvWEc7YHiGn0V5XwNFbmqzadM2q5nv2u8HpAU5z3hEkIlhlIRjGfdS/BksQW255sqdQU0A67fulk7vCG8IEYqKmICzO6RMMDUczQBBhQA4T4szBpA4nDGC5RGS/mcT5DueR7zQ9prgIfHVoRPzuUreKubO7jn7H/7f/7DouUXL/7/lYAIsgMnEH3Q+O3ZW/WVIcx1eodjly5eDgLHuCLYvlh6BfVeuXNnX14ezCGH+ptb/rKYtdTMA72W01y2Z2iM7MssgVPSpPMmS33OOtVyuFUfwSj2DvUYIXzhmYmALW58G9hqajgPSTnXerdXl+v2quyJUUrFgenOaZVC1a0HgNXe3P/V0/AbSTIGICTiLQypI37QezXrkszhhJCJa1SIsruL0XL+iIMowb3IIKAt4BgfbVJyfN2/9vHnzli5dKg5PMAEIIP0Jqr81b576g+bp19mrIUhXeBf7TcLtvG7dOuw9mQn2VcaixD+roaxioR0as5/dVcyUBKyohRUuzxm+bUhCEuWEG0493qW2iENFPwX6FenqNTIeandIKOlM0zY9JlUyqMgb3CpdzWmYQY+wqU8D283RAl0DtabzmaMk4IwOqUCd0HI0Y/2ZPF3C/aLIVS7W03SQoeu3F0gTZk4YATcH26bwkEwBg33Bu8oIu/zyy/tTn37960/oADrbVmQvgXRh8uJv1apV2HVS5n3B0ym3fYG8MmS9NKauYA2k/YjnBPoqcxNv9FAV3GRaTXkW1NIj6XEnQjjAzkiuH5pSr+HiSdwhp1XFjh/1ED5ZElJTwGmC+tgw8qZZBqDhao7sYZfRibwod8JSO1h5AVVfOZuw2PFp+m4psjGKmn/VN6Vqc28XFQvn2h3GuxOW926uNojxBNQ13VbGi0BDTHyACkEq3AkrBGihi2BwOquSbJcGHG72okdMBecqEvsDJsDaU59jMELXG3nB+7Zjn6BpqU/f+ynYjpHXkphAzPhixZF4pCXwKj7Pc+R7QSeGUscrUhtdNZuybZkh1iYkvxNWlAQcKzTdJby2+Vwk25eTgJMfG2pOYffTbyL+CgSsNj6EMuKLTl6rQDXe9shr+mYFLzx86/XXXx9IQqoyC+Aq5jk+9kUtJODQXd+SX1tmCF21ScHkCThKF7RJC5kHCEh8I/3P2R0MLn+XmL+y75Icfpf+5AIfVnv6dW6m4WWXXWa7HRYvRjQWOiJW9s3uoKXmKUSAFnCinaIfgxjV0Ye0gBPtwpmVVcZLsIBvueUI5n2vu+462L4gCTBB+jlg7aYZx6XsmRgtFALHxHYQ+Q5WTQs4NPgtDdyWGUJXbVKQFrAJSt2QJyr27QYsMt2G+jJxbHwoLtA077vkg3Tqt2zM9Cih8jUEEE/jv1FlywxdBiVd0Il2qAwvw23kEtWMlREBIkAEiECyCJCAk8WbtREBIkAEiAARcBAgAXMgEAEiQASIABHoAAIk4A6AziqJABEgAkSACJCAOQaIABEgAkSACHQAARJwB0BnlUSACBABIkAESMAcA0SACBABIkAEOoAACbgDoLNKIkAEiAARIAIkYI4BIkAEiAARIAIdQIAE3AHQWSURIAJEgAgQARIwxwARIAJEgAgQgQ4gwMMYOgB6tFXyMIZo8TSWVkJO52CrSs6qWkM5fHR2hq5vD20sqCMZi+UKjjJWVY8MjXREjfCVFqwha2jVkfn9/evCCwlVkocxhIItA4WSP4yBBJyBYeGvIgk44S6sWGNVq4hKbcqVF6bOIFDFEwQ6IG+NbClsSUwFEnBiUCdcEQk4YcC7oToScJK9WLE2wXDMF0aGkqyVdTVHwHZBlPA8lHtqzVPJnAJJAu7W8Zg8AXMOuFvHEtsVMQILPzpetGZB6CjZN2Jo2xKHJyH0CETccGDJkSN7T5w40ZY4FiYCCSJAAk4QbFaVWQTAvo9ftHSisG20EH6Kd3hTZf3aCl4zC0NyipdLlsDlIGbho39Cv6B3bjp8/bvvvnvs2DHScHJdxZraQIAE3AZ4LNozCDx+0Y0jhW0JN3d8zBIGSrhe8+pi0hB0u3W4sr8eIra/WsHHlhwMtdFHt03ddu7cuQ8//JAcbN6PzNkpBEjAnUKe9WYGAURd5awcJ30T67DiuP3MMZiz9uzL4w9vkLY6F/0T+gh5X5p88NSpU+TgVmjx+84jQALufB9Qg5QjgJjnfBue52atExcrjEjYdmLpykdJ8LvuLNYoR78+0zc7wy6cIXCT7bmV5BSpV7FpugrtW+XsbSxQWbqoQlmiPhqq/KqBCoRmSqoMkC+278hozdtfe1Nt7YhGKcTHFa3q1NQUOTjlPyuqBwRIwBwGRMAfAXv6MT7zd2fF9q8qDUC6ioO9auGrmb5Z+6M3vy2w7r+tu3PrVVRtXldFTARCQ/UoAGr09wZLdSo/moD3MF69DmRdyQiHoPRU2SqTgyNElaJiQoAEHBOwFNslCIC44l3qW7W2TdiOVrwKZNWKTZYTO6yNI7Ur+HZ0i23/CbHhuvhmJQMu6vSmkx++LY7bMuHFlVpUEZulzASCy5WGujfYq6FTXc17PKMIfAiOGvpzRrPxMVSoeZ7xRhIW2klSV/zHFvqrYlVOnz6NyWCkyAfi4GDkIikwHQgk3rNmBJy4WunojQxpUb9FZUjlzKgKbGOkYFCa8ApeB3N+IdbCQ2BQkLEkvBFGVBQl14X8QJCOO9dmRHhxpRZVFl8ZCkSNSsNc3tGwiTdY9x6rIuJAhhouI1gp6T8Q1FOCPzgzheRgAp88efLo0aMSkJWZsUZFO4pA8kRnRMDJq9XRXshc5a2WaGSuQb2kcI3SDJrsMKlt76oJY7xRocJKAIjK31IU6xl5DAXqquXNfPEtTdWWSkql4iHHGzxnjIwaYDSdpTo5OYlPYgRHGxGdy7mfeAJpxszpRMB5Hi3PmTMnSfWMCJgDLskuCVoXbqPoICYiIAj4WtFpAamlkhJrJu50sPXEjhZPFd6GnT9/HkbwmTNnIm/zhi9dW63wqTdyXDsssCN9akTA+XwBu711GB5W3wQB2EBLlhyULxcuXEicuhUBIS01ASyGrPwpx7JJ28WABsOFEOjydTerzmTNro+qKI65ZDHu4amGLz1EgtU7NXVSZoJDFPcpctfvzvM6HqKtgtKSRwB9msvZD3xz5sxPrHYjAr777hM7p89NSUw3VtQaAdwQBzHfxRQvAqkY/eL+1UOu1PqlZoTnzCvbpcBnkqcW/+xMPBsKVDVCggSIqXlrF+re6oRKnSIBTFhEbNkM5wSOtfRmN+p5d39FOw08d+7cbSNoF22SeH91SUpHb+JGumTJEr1SdHTcOhgRMLY43ziCaQ8OuLi7I7D8ahGGjF0qmW3oA+uX/QJ5a6jj9CuraUFFEsOMaVGxYmV+VAVJNQS7HgNVKyVO3W1OYJSpwFytrFoBpVboqhrVSmVXdbUiQWZwVeAYQr1US5XVbjKg7P7CEZH2BPAHJvlD5Ln77jV2rDUffUNgl74idj9Wy2L+4kba17cYrsRkJoONCBhq/fkfrthpn8DGlCIEnEeiMiJC5s2bN3v2bGi2YMGCFOnXFaos/OhatKMjd1onyHlGXDSuwCgUoxYJb/Sg6IZ4g2VdRXSz0kTgxnxt8ZLU6Cru0lCqUwuo5PkAfG9uyLbJaon11AMPLNi5tVShHZzxnzl6EP04OPiGsC9upIsXL07sRmp0HjA0w4TKM88cKBatkYn66ryM45519XGfwrj5/Oe/gye11atX9/dfedVVqwYGBhYtWgTPib9BPDZWwsNegJti1sFqQ38cw7D7onvxhCxH7vRUQhgUXMEtOT5VmIyXitWylavkXD+K5cuXR6snjnx47733vvWtMziUmHfFaLFNTFpx2LZhBgZ2wfmMhNvmunXrQMByI1VjZu2mMVnOJ+nQq39+5ZVXRqKkqQWMyu64Y/UIZj6GS20+okaid48LwVNbtTh2882Pgn1XrFihu01asm+PQxei+Rs+ehJezcRMqxAasoggYLsSYaa/MZjAZB5+aLhHww7OjVg4RxaTiLwxZmUcoqfQX+g1DBnYvop9ly1bBva94oorcF9NYAIYcJlawMgKIxhh/S+9NAk7GCk3UjBcFJiVXsmEnjb12nNcM57axPzFuMEdAQOo5XwwLeBAfQ0j+PRFbxat9TjwLlDBrGfOnAU8XNo68OjNcj+FEbNq1aqVK1fiCdXkRxG0s3A/RGwXdpzGnpfvvPPOyy9PVqt2mNz+/UElMX+iCDgbmdmP06BemegV2xfsi6GCAdPX1+fyI8ZnAQcjYBlwhw4dOnBgodAwR1tyY2cQAc/20Gk2bjB6MJ5MXG0k4KC9Jo5o7KOMWdd2jgQOWm9n82eIgGF/onecH8egTMrgfrpmzRrzp9IQULs4GKuejhx5W2wVvB4/fjyETBZJDAFxk4i5AhsGsVcN2RffpoKAZWDBCAYHY483vDl8+DCuYJnd2bNnszjaoLPLVZVY37dZEdRG4BVuNPLUpiYtDP3PJOBA+IN9kR9GMDxX1aFhhEDhyB2zLaEC1cPMYRCALVPBvK9lDTw6cPHFF+NH4TOZF6YC3zI6B2PNMe6K2IELe4CovbciX4UceRN6UKCKcJaoK7mFIvLZa/sKOCkiYGijczAe+j744GQWR9u+fftgyt9yyy0ZGn96ZDyGzvz5i32e2nzaRQIO1OlCwNMcbI3L0iQnGJmbkAXCMtrMzmwMUtka2DWDfRMwf1VLhINBtGKZyB0SN0a8iW8dVLQ49qA02W0D908kvBFPiUz9eqfw0kLAUFSNNgw4TH7IQx+uY8BlaLThEfX+730Pat+zYcPVV1+drfGHoYNxA539n9pIwNF2q8wE417vREPadpdz96/an/3OUIhWi0il6SfcZ7MJcDgLIoaTeZHCNy1Mvyvixoj9L3FjjKkuio0QAVi9WHGEwSOpmQcxRQQsHIxX9dCXxdG2ffuBnU5YOX6+TzyxOcIeTUaU4bhppgwt4KDdpBvB0xyMU3erlbNn9+DZGTMC8H8uXbo0mfX7QfX35q9Wq3q00M0DAxmdjkHTzCfz2setmQR1V0SGmI5BjE/5npUsv1YV89wsfDVdBCy9JQ99MtrUayY6Eob7+uHp40mfvvdTGzb8X5nQXClpOG5IwBF2a0MOrtqhiJVFi34B6hUakOn5COuNSdSuXbt+8utfK+EbcznMhMVUV3xig07mxaeJkqzm46Ld/zIBzXutCrXQqOWykTQSsKJheZOh0Xb/88/rh5ZjK5+/f+yObA0+86HTsF20gMN19wwOhgisJrTjsioDA3Y0n8T+4LJEdoSrIrFSxWJlv71otpa+dvvtmDdNrPYIKwo0mRdhvRTVOwikl4Az1wd4Pl1ywz0utX/4xOabbropc20JrTAJODR0zkzwEhUXjWMDZBdZYV9ZzCBhHSlP923frh/pAz8QlpKnXGcf9dqclMluw6l5AgiQgCMDGdyz1b5rzkgwgvft2BJZHakXRAJus4uUKbz76TerDgGrjQ8hWXbSabOKuIvf9shr+u56Lzx86/XXXx93pfHJb3NSJj7FKLkLECABR9OJDc1fEf3jv/zT9evXR1NN6qWQgNvvIuFgIeANGw6qfZewlFAiKtuvIlYJn77/eZ2A4QTCLrix1hif8DZnZOJTjJK7AwEScDT92ND8FdE9ZQSTgKMZT4i/sncGLd9yy5HLL7/8uuuui3Xfpah0Fjmue8qeidFCgeesRIsxpXUJAvERcIDDGLKOJcxfr/NZNQrWwJ49e7LeRuqfNAL15bMSdSW2b8ugyqSVNKgvsfPXDHRhFiLQKwj0EAHjOEX/Xv2T/6FvTNArI4DtJAJEgAgQgY4gEOAwho7oF1WlPrO/ehU9MhNMF3RU46pSxrmQtgu6v78fW/+7jhGNqpY45Li8anufewAu9Dgq6hGZpZI17pxUZm9vwgORUtvrzpE2uZw1GmTKJT4XdK8QsM/srz5UemQmmAQc1f2BBBwVktmV870fH//ijW8ObrRyeZ7Qmo1udFbvl/bvtP7qjWv/+AZ7/xz/FB8B94QL2n/2V4eeM8GthiK/JwJEoIYAdh/Cs+zjI29u21MYwSmVPCErI0MDPYX+Qq+h79CDavOy5NXvCQIGrD978SH1t21kVAd6Yy6vf3vVVVcl3w2skQgQgWwhcOzYseHvVisVa2SC0ePZ6rppbdF36MF77jnw9tv2Qc7Jp54gYESlflxLa9bMPKgkb+nfmhxon3w/sUYiQARShcD9z79lWYX8KNk3Vd0SWBm7B/OFBx+cxBNV8qZwTxBw4D5hASJABIhAcwTGxjCJaNHn3B1jBP2IXdGff/4tzCkkzMEk4O4YQmwFESACySGwtVjCJGJy9bGmmBFAb24tWu+9917CHEwCjrljKZ4IEIHuQgBhz4O57moSW2Nvhmjt3n3m1KlTSXIwCZhDjwgQASIQAAFsAI4VRwEKMGsWEECfFisWTotPkoNJwFkYGtSRCBCB1CCA3TY4+5ua3ohMEbtPq9bp06fPOSkyub6CemUjDh2EXbt2fea+7erKxpH8ji09dBYhGs6NOKL4dZUgpFgu40SGHH64Q7ZT0tkZur49dBR1xCejWMbGqwg9qaWRoZH46opFcsEasoZWHZnf35/0IU5r15a49CiWPu200K3DpRcefgfnebu2tItvIw4SsEUC7vSwz1j9FWusahWhtDMPyMnADnYfbFG7A/LWyJZCcs/Qs2aVsIdDB5vNqmNCYOv60rZtZewp6zrWjAQcJeC0gGkBhx5PFWsTDMd8YYS7HoXGMNqCtguihOeh3FNrnkrmHCoScLQ9mB5pIODHHtuzatWqlStXrlixAqawjKj4CJhzwOnpfWqSagQWfnS8aM2CiqNk3zR1FJ6E0CPQ6IYDS44c2ZvwOs40IUFdIkAA42dq6qTMBEcgrpUIEnArhPg9EbAssO/jFy2dKGzDjr+h8RjeVFm/toLX0BJ6p2C5ZK134BLE8NE/oV/QOzcdvv7dd9/tyJZGvdM1vdNSrEeKu7Ek4LgRpvxuQODxi24cKWxLuCXjY5YwUML1mlcXk4YQu3W4okLE9lftjy05GGqjj26bug22S5JLOc3hYs5MIHDu3AeJ6UkCTgxqVpRVBBB1lbNynPRNrP92Yj2mZUdH7tmX3zaRl10viuOtH0TQR8j70uSDSS7lTAwWVpQAAsl4nlVDSMAJ9CmryDYCiHnGSa+Rt0E80rD2bHerY+nKR0nDmyzhIST9OjJLQa9vdobATfDc1kQ5RepVbJquQr42EagsXd0b7KOhyq8aqNBrpqTKoCxdWWs7VMA5uwHAR3xc0aomvJ1C5GODAnsEARJwj3Q0mxkaAXv6MT7zd2elYrtb6wmkqzjYq7H4ZuGSlSS+WW9+3X8LPnOK1Kuo2ryuipgIhIbqUaClN1iqU/mhJN5vHW/gQNaV1FsKxoXhiz+8kecD+8w/mLZmNCw9VbbK5ODQI54FE0Mg5DrgUskaHy9hFd7+/Ymp2usVDQ7a/rWRfOHuu0+0udyCy5DMB1PFAgEPS5xtmwnGHwgMDtWJHbZJJx+R4GUF2Qh14aPKAHYUJgMbCRVJBvhmR51VryqDSFACRc/BXH5ih237gn0hc2TUzqPLNBeoNIQf2NY5Z+1xmuDSUDVKVYcqpIgoo7daV7IhsEo9HROTLhh3ViVtPr3ZtZrTpKxJHi5DMkEpi3mwDOkrX3mxv78fS4H1vTjiW4YUmIAV9eZGCtyPLflBVnGee0ZGrLvvXhOahknA5h2HCWAsNG0n+FnV1ZCAFd065FQjS2FoF73JR8W+IlZkykUXo+ucLQwqSaK6cKVSNhKo1+ii/GaPCHp1ikddTwl6npYEjAyuhvv04HipAhP41hW3erc0Mu93n5wk4EhgTKGQ5Ak4mAsap2AOD5dwfDF2YiP7dmQA4fhogA+f3D33HMDDEFPWETD0rKKZ4kUGB6sJY7xR7miFA2xNxbUNwVEOXkOBuhDDX72/AhDYUknkEV+0CsLS3doGnV6dnJxENtnXl4uDDRBjlg4gEICAcQhXEadgkno70E3uKkHDeAxav77EJY8p6I10qZALELHUMc3NldSDsExWIqkmnT9//uTJk2fOnOlUIzHvvXV4k89fDIqViuNjqka8N1q8VdcDi92lrGVPuzAlgYApAeMR8osjb3IL8iT6xKwO2CIbN1r33/8WlzyaAZb5XEJasjjH9SdTwoZJDGiQWQiB8FqbpEBM6RIY1drihLc0MoEl1jwO349PR9vZMXqIhhsvluuB9bFW37ZweXTAa9uSsiTAlICfeebAxgjCULIETfp1hR2M+eDnnycHx91X06cGxV2Tj3xx/8ITq+hNrV9qRngwH9UiWslTu7/lbAevoUBVowpIhsyGTmZvdRKEhXpNfM7SduXlFlVbVtoIMXd/JbClkVcNzARsm9ghf4MjNb/EXxWfVBcjHEswXsG1grOqAu9xZX+xEsgOjlArimqJgBEBY/huLeKHwQNAWuKZdAaEwiFOltsOxId73hrqOP3Kalr8/mD+oqWIhRYrVgVF+/w0Efxs34WdBUsoIjOp25yLpgJztbJqBZTI1JNaqeyqrlbEjsE27SLF4jLb7VNpM4l2f+GISHsCOLktjUybp+UDa+puaq/HGN8qlzLeS+aGNuLpi94UwV/+0ubTFy2R9yN1x0gVMWl2qrnEFR8rn7OLoeHnUPU61U17pH109pqwqnUiwacs2iW2O151H7gLH6WJrrmuqquK9D95GBHwd787dyNPXQvxC4u/CMwF3FsPHTpEDo4J7IUfXQvJZp7XiFXA/VOMGJVwRQUl4SIs0ZaxweAzVxE9/NhE4MZ8XohfanQVd2ko1an8KIL34PtAT+8IAtcloIqWIdMKoo70VLiOf/zp7WK2ShKPseIMvMFH5VLGez1zsxohU/9KrO2RoSBTFLaXZbpehxHHQWwi1kdnBP9JK1RmTRPbePNvr6tF9tkn42MufKCJa366WikriPDGVYWOZ7g+iruU0TKkTZvsyGfDAMi4NaZ8FwLF8RLu0qNDFs7PmjNnzvLly1tCxGVILSFSGXAj2H3RvYhBjmQpsHm9acipr3FKgz4mOmARcLVs5Sq51atX9/dfedVVq1yHq5sI8c8TYhkSJmLhCoZY+IfrFqo9ZYsrG2WBtr3X5pizYjsvlqv6KEat8DGuqwye+4BdXF2EWLyf+eDjrhFj+4sjGNs1HdRHpwqwKbSqFYELHSyudFCt0HV2SYNYx5atCfcv622+yr9tAg0p2KehPL1d4TNT1Wm4vNUpeE36PaXLkDDRSPY16b+O5LFtpIqF87NgBHPFRRxdsOGjJ+HVzJBpFQcImZCJPkJPDb4xuGRJzQ0ras+dOzd9+tdmiJs4B0rCpjArhbCRzeVscLUIlKlnEItZXNaNTFI/PBxbViYcCzJ7LU8PKj3+z9vFUsezgm1hO08M0FMUgFXq5Kw5rl3c0bCsVxsR4jxG2JpAOB5EbE1sWKZd4mJ2C1DyRvBUqNbd7+nrf0cjIxc0d7tKae/V1LJDsTq74iLd+LSlndz+RqyJYmlrW4JYOH4E0EcDjw7AD4SqsE1NX9/ihQsXyscUJteEpW6/qmjzDb9nz4DUUosFZgWHDkdBWirmSxjL5ZduCYVOmYi3k/zQVikDPhZ2x58+z6q80MgvTXAo2WbElmVdWgkaqhZUJMa6ktyyFZnIYETAFhk49Z2pDpHmqqTI+wocjJlgzLcOl7bauywxpQ8B9At6xyoPXnzxxcK+s2fPxk5YCxYsSJ+yNT4Do4BgQFGgTCHOKFTFXGEB7mJn9ne0FgituabbqQI/BCVTydFXOmmPCyUxYZVh2rJsO4plt6wZAWe3fT2jOQI+YQTLvj890+iEGioePMyz58p7qlYVs4w94o5GMBQWHAdaZJxQl2jVoC/seV+rOvDozXA+w94V/zNCIvCKj0ihN22Nrzm7/7kWtwyz1fGXNl5jorI5pl9TdVS08Exvc0HxH0pKOKGeVOy067q+2lu5cOtT12Jn78DjgnpiUA5q5YWGBDFhZ/qf/cq6dJBHB+fRpLaUS70JFtEXXxdGIdkoCCtE0EEUulGGEQIY69Vi6Y//eM+qVatWrlyJ+w4e/P3vOAzCMkK2nknd1HDDstG2xmVpkrMygMsDAmEZbWbMvTipbA3sGoDtK+yLwb9s2TLsp5+ewxi8QViuICNXjJUeZGQShOXN7+CCVUx2kLDEbXnzSAiV8BxYzTAIC9LUYietFc5RG7bnuRYshvd6vJhc9ynrikFT+evhYNOSEQIG4Xr4mF4veFo0kRAwCR8zHHbJB2GRgA27Jr3ZhIBvv/3VdevWkYDj6yfcnmyLoSx2COyuinP3r9qfs7D7YwNkdIsqm02AySvtkolexb54DMVvoa+vb9GiRYjAitYCDmGQeAlYsZ3qF5CTHgWtM5ned82ioJvlR1kJJMYbxbiuweAiYO9QqYc914KiGxaXi3q7ZkYgtyir6waFYa9L2LO/qqoK76MACTi+myElTyNAAk5gNOhG8DQHV6xqtXL27B7c5efNmwcLbOnSpakN+XGhVK1W9dCOmwcGXJHDCaAaVRWiubAslh4h9io+9kUVkRAw5IAz1DJWh0hgtM1YmOTKAG8wnL3NCNgBE7Mjdh4FLMRiXlZtzaEW8yCDrDXSa9TXESnFtCVJIrVmVcsHfAsvt8snrKhUEX9dH/+y09+qgi57WtXlXfJEAo7q10Q5wRDQCRjO52uuuYYu6GAImuVuyMFVnDxrVRYt+gWoV2gAryBjM5GdzLVr166f/PrX03fqXE4mTbOV1OOORF3J/Asin2OyfQWcEAQcCaouJ20kMuMQonmPTX2/cagRQqahC/ro3z9mst2CiQJ0QZuglOo8JODEumcGB6NW7Nhno18ZGDgO3hX/Jy4LGSSmVbiKisXKfnvRbC197fbbMW8aTlRnS82ZMx8KwOpFwhuZ9wUxR+55Vs1MgIC9G00oCy/QzhLJd40yslOuZ0NkSMDJD5jM10gCTrILnZlgrEqy46IxJWzvTVQt53IVYV/xfwoTpDzdtx0TbNM6Pn3vp7BpVMp19lEPVi9WHEnMc6zsCx0SIGDUoqaN9VbrQUwp7Cx9Hlfb8yuFmjZWiQScma5Kj6Ik4OT7QpnCu59+s+oQsNr4UIyw9M8E3/bIa3qEywsP33r99dcnj2RUNQrgQr14E23UlUvJZAgYlepzwPjomtCNCroI5bjCqiOUnIwoEnAyOHdVLSTgjnSncLAQ8IYNB7HhsCwDw+yjGGEd0cq80k/f/7xOwD98YjOi6M2Lpyqn2mkyVt5VTU6MgFMFci8oQwLuhV6OuI0k4IgBDSKuMl4CAd9yy5HLL7/8uuuui2nhaRCNTPOu3TRj7/49E6OFAs8bNUKPBGwEUwYzJU/A3Akrg8OEKqcHgfryWYm6Su2+Sy0BS+2WjS01ZwYikF0ESMDZ7TtqTgSIABEgAhlGIBICxurvMTkZQ06/0s/HiAobtdkp6oJM1CJ1RSU/Ejnp1CqSplEIESACRIAIRItAuwTs8OK4vvcKIjvs8zGCH0Lp0zCfXdaihSOQNPVMEKgUMxMBIkAEiAARAAJtEvD0vtvq2Ao5IiPEIZQm/YG1ZbKztn4QtEnBZPKkU6tk2s5aiAARIAJEIBACbREwjtqQyvRNT7AvqOJgbBxa1wb7fGpuatuNrL6q+5PLtu9aubKVHxsFYVKLHJyAIW5nr7MX+VUVeC+ilI9auccVOi4J8tGpdLqg68Rs3buua6VOpW7kgg7f8EAdycxEgAgQASKQLQTCEzDISa0jdG3GjY9ydmP9kEvHTa2dawGXtbMJ+DQH20Zz0fZdK/jw3nwuWXzUqgq810WZdwm2O5fdySXhOA5djnjXzbVyuDzehps3jTmJABFIDwKuWBmxH3QLRJkiukmg7BllXThn/sy4kXrbqBs/ylpoCIVjsbSQ5rJhzPOnB/z0aBKegNVhznJysk8SQxnZ4EB2iHlUiigDWpWt+7FtJzYSTuTAK/y66uRn2wXd6HxwyamqUPmDAq1PZmNgqcMy5XlC1PZqha8anhHdZsODKs/8RIAIZBoBZbrgVqMm9epmDFpWo0bnbhcsaSfbj/pYEc7d1XQ5OG6Pzp3WNH8wjZvmtj2UEYnqvJjwBGyse43GcPRV/VSsAk6VQnH0n9rST+izTmOFlqQ+s/ZaFRArVUBOQAnT8mSkykAU3m1IrgbNT6DhBlowCxEgAl2BgOJd2AA4Zz5sm+wpQrEinLMFazODwu7KAlbXm600keuOg7A23ydGudzS8Ub+xLKvzc2V62+cbPhrWYs3j3go9YnIFC6HMe+a2AlYe1ibflDCEZWiojKj7Q9hR5SqQokNLU17CLBluOaAvadD+wCdQMPNu5k5iQARSBsCYC/lZ245ZQbrQrEmGpKzbBsmdBLjB2QGsbAxQMl4r8whmWWDuxF/eNNw0k08keJrhPLwa9pzjnl72k5pJXlQF6wvZIB/UarDxd3//Cb+8AYfUQvyNKzl8X/eLkWUJs5RwbZbVClpS25SPDQ+iRUMT8ALP6qRqJeWtPU5ptMJiTW4RUXaQ4CcCIaxVXcHjYb2bKelddSDCBCB1CCguYVtCvTXy3EaIsHctMSD2GYS40fce/KqzCEwvXgT8acRf+MKoY/jbrQljAwNTdNB/V4q3wpfKMURbYP3yAxbFiwLfm3saKzY7I7HFNyKXUSjlBRXZVg/ZZsotls8PAGjb5Sb1/XwomZkAY02VKbJWJ59Ik8zxFZmiPd6pFuas0oanrac3g021ZFkwyNHkgKJABFIGwLgQuf46fIMV18oLUPP0IWqrVkhmzjlYQL82iy4VX9MySjL+oAWnoDt553R2oOYPquPJxrhtvpjWm06FhFJdRdHSWfo9ntUDUeIlSrQlw351bloPwcEiWRG9lqRZm4ifSZba07sDW8fOkogAkQgKwjgRie3oHowTTjF7QUjuDmLSSp3wvr9sGZjiNUr07RiaPrXpO6ruMmbU7tMD4NTsbVD01L5WtCrhILrEddKSfkq4C09HHTRl2qLgGEUKs+Jms9QkcPqaUV4GtfxmOPMedRW5ij+brNZGI5q5bFU4WVKNYZQe8MMXh0Ur6sizUZJs8e3uBveJm4sTgSIQIYQEKejlw7lBiV/dlyVE+vkapc23zwu2zbIbVOug2VlblWS3PpwW8Mf3sid3LVuSmWWjR9EB1z88pc2G0IqtdTVtiuVuUu9+Jd/z5YmrCER1/LcAGWUkvgKIWkZNY5nXbhwoSVerY7fQpeX1QIeGSIeOPCwU1ZWKfDCbIFy6orR7Fy0J+0FX/tKLi/T+GorSkwVyNOfK4PkwTBS9I85BqikJNhFymNKSYkD1Kvw6uCViQdBicGTEYzHQ0Qc6A8cXq2cOMPwDW/ZNY6SVrVYuv32V3Ge6+LFi6+55hq8+h+MOjZWgisgo0PWBJPE8tijrmgfR9jf379mzRqcCrxo0aLly5cnpkDoilzHEe597gEcpxhaWk8VbHU/7DgY9j2n4XLNlpqB6hwmbjDdJiZmrDcNuaOG07xl00wyJH8cYSQEbNK0pPM04sKkdUimPhJwMjg3rIUE3EHwO1V1ygkYlgZipEMwpdwzlZHjghffwrptz/vdoscS4Hh/DUjAYX5TEq6Mkl6LWd8jM4zoLJQhAXeklzDqVi6rvP+//+W94/uGrKo1lKurkbfNh2ARex1owdhYpQK162l0KFcohF0I2AH1pUqZm0wa65QTcMd6I/sVk4BD9qHuXlYiwMdxP7KFVDfSYiTgSOFsLWzIwgRbUfIlfe9vrV0P5VDLKgrWiFWozV4l0H4ScAIgd6QKEnB42PU5YEiB7YtZ+lgdJuF1jbQkCThSOP2EwepdcxF8LdVCAfZu5uzFxHBKuKJKqQRTPrdmzVP+oQ9RqUUCjgrJtMlJnoDbjIJOEYB2OPvoFtk8UtZl9wL7pqgDul0Vh32XOuw7QvZNU2/n0SMFq3rgwJIjR/aeOHEiTbpRFyLgh0D3EDD7mQjEh4Cwb6Gw0WFfpvQhAA4ubDx8+PoPPjh87Ngx0nD6eogaNUCABMxhET0CzjaztYWJ7S+Qb3TKcvQ6+0tcc9GNuL9HZfiWStastRX5QzBUm425996DkIPXNuVkvzhMYXDw/+/cuXMffvghOTj7Hdr9LSABd38fJ99CfU/Q+g7yplpoG4mbFok7nxN1hRTZpG+5PE26xYD8C8IW5o671dmUb/fR5OSDp06dIgdnswd7S2sScG/1dzKt1UlXbVMXumqZ2u/g8nzEPDtRV5ElnXT3Vy0YxO2kJ5+8+sK+PF7bEdI1ZZ2eqk5NTZGDu6ZPu7ghHSZgLB9q4qu09ySTv2YHUnZxr2S8abWNuLWzOrwNmj6IVN/HFX2tthFV1xu5oGcUxyjSN4lVh48qY7qdrWLrG31HZv6CbkG6SPdssPd0Q3r11fddACGPOJbxt3bTtJsaF7fWFkDZTmxxX3td0HpxZPvqV4/oHA+BcvHZ7f8eoSc8NYNWeqpMDk5Nj1CRpgh0mICb6aUdpsvOyxgCqu/UrrAeLzSermr7gUvbQLoOiRomd3HsMOpsETrDkMRFfUtw/bwQw2okG3bbCJS/ZWZFt3c9efWgY1f/4K239FIgy/XDlad228eKIIGtQbrgy5aSJYOrOK78xSuTw+NYqzNDwCuTkxu/tU9dQhXtz0YbaphItsrp06cxGYyUSHWshAiEQSBFBKzfprGTM1pjfrBGmKazTDwIqKOu1IGVLi80NqqVzsWmd3IYuE0zRfuEcPiZ1fEezc74dBXH1rUyTuS6nuoHmdV2mQ86Gy2iFv7qQLQ4Cd3C/MUmHhuW2Eawywv97LN2OBW4ec9EHr7lr92+WkgUBAo/87Z6FDa+2rKlgV0OrtWLQwhEoQoRqxKu7HxgLYQgg1wMOhsdLSyRSzt58uTRo0clICty4RRIBCJBIBUEjBso/nCbnj7Xr5HVgW91p6LrdI6Wjkf/4kBTjscSvzfeS126A1zP0LB2J+LXXSqSfsqOkJr/Wc5sUSe3aC6N6QyyUFudOmV2SnStOE6aqq/zLkgtM8aPQ/D17XBr50KGxjDC7a6U/7mQXwF9rr6rZuYqsxgZxPZ98Ka1Bafim//7MtEcQ7JlE5T8iVGEBNvZ8SpnvUOsbgSDle/afLFkUM7wlvIzkcFud7k6OTmJ/8UIZkR0JjquB5VMBQEr3OUWDKaUc4pcYac4KEN3KiKP16/o43j0Ly4HLqnzmvDedaYhfKR6hoa1w3CX45J6NuFcLGm70KoiV+8Bkeor8KjaO6UlbhqRT9OiJsoeP7UU2aRtS6UCZHjxxZonebVDfkP17ZddXmh8tfq37Aw2QVoW7FTb3jXYq/mt//PvtVLaU8NQo/jtW1bYTwDdmjAKz58/DyP4zJkz3dpGtqsLEEgLAeuHXAoNe469rJk+db/iDnE8ev2KTRyPLYorx6nuF9U6uCRHGaraxVMKXpm22h0/aheMiXaaoBCQg5nlkIx6ai/Ytx212isbod6YeRVd1jsBVniVj+3HQrfXxK4qLf0Fq3dq6qTMBEfbvMHBaOVRWmoQSLxn00LAjhOxAZtqPVMwsZOaOx79i7v9ovBe6jPQYnhpwu1zMSWDy3EqDN3RNTMdG83+e24o41j0U7ipXTtMtuyQceKkaVo0812HhOX00jUhS3qK4RRmiX9umJRxLN+WrRo3o521LTsMXNDKbta9zUpUVA3JnBxOA2euyzqicOL8a6WFgOVcGfEAizGq/IqqJ1yTuMpdPKOrmjsefYorx+aMSjVRohJqVIuj8KamrRMvJkln6I4MoM5WqrwR4kWQP7wXrerGce3BBZnFeaDo09XjumtBa1etOEKu6hlKynsRx+lEB361MCpUDz5bW3e0x3Epyx/ei3wxjjEjK6HRxfHa+uBXv24vUsJF5a+W/A3tclVchT2DiSEKyQ77inA2OypQ4pFz8OAGCD537oM4xOdyiBeJQzBldhIBp0/Lc+bMSVKJ9BCwinmuGaOuoxTk0F+4fEFyjpU5qsJlTfBqs7hJFXaeVM47mirfXj6ZuXeoIq/3nYqFxldi46qYKXFTy/QwetPV4/i2oU2M8CvkR11SXK1okuuRp4Uf2ZPZ0L1NyWj57uP2A4fEP6uE9xIDBeMYJjLeSMwUPmIxEmzfR39gR03joos94b5uuHAI4Vd6cQiBKDvk6q4e2akDGO4/7kAdU9rwpWurlQjnJWJSk2KDIdCRPk0RAct9WRyV3gVIyk6Cd9eJbg32MG9YfIYzU7/lOsyqJoCVeWd7m4eSO4g02IBKNreCzjN5Pz2dL6vL0H1AUnWxPFHVI5Ztz0er5WeYTZgubo+WkTyuBB0SQeDJOQfetZXe2v7v4n+++mo3N6grR160A6MQbLVtomYHO78FCx9VBNbQlrx/0DLMXKws0vN85ZYVKii6rTZkoTB6qlyuuRLnzJkfh8p3/e48n6mEOGqkzAQQQJ/mcvZNP6Zh07AJsy5cuNCybfGdf4nQYngmccMFrUocsigjd+SG38qtVmWWsjZzj4/ZsdMjecWItSszhTcsLvaxED+2j4Ap5pKvPiqqcF3x1t4S1agy8DzgqJBsKEcc3c5hDDwDOFakIxFunw38ne8MLl++HGcD9/dfedVVqwYGBi677LJojwoeGysh4HJkNJgZEEkLKSQOBIrjJata3rDhYMNhs3aTTS6q3qN//xgGWCRqpMgC1qcAtVibWjPVt3A5it+ylZ00Ax//4mDc2nYQdcema9mMHXI1YlvBuC7TwJKhxyd9IxmCKRcijvGyNVEq7WzfEZ3yxmZcPbDvTrCvTOPhTtrXt3jhwoVxzOrdffcaPI5xJjjjA6amvt2P1bKYv7EOGy9cKSJgfbLQ604UjlSki/dqLtAkerZlcZdf1K7LYVyVYFh7Hae9Ge3cHb8681Zg8DgzwRtxfy+V6nsxm5dnzvgRQL+gd5TzGbfR2bNnL168eMGCBTFV/sADC3ZuLVVgOTFlGQH0IPpxcPANYd+4h40Lqg67oNPccboHO8160gUdd++IF/r0RW/CEB4aGsZ7uqPjxjyIfNvtjPyPPjpw8cUXw95dsmQJ7qTr1q0DAcP/vGjRoqgchrpWx44de++99771rTPVqjUyQV90kB5LTd7iMJ6fygMDuzBmfIZNfC5oErA9FvQ5YDFqvZO+qRkzbkVIwHF3jVoQBQ4G2vmh8SGrFpPF+27c4PvIV7YnAjd37ZrBvsuWLVuzZs0VV1wB9gUNRzsBLCphow/stIVDD7+1+8zOrdbgRgQbFrxzZx3Eh1U3Q8C+Z1ZK+3dag4Nl2L7qoa3ZsCEBxz6WJODLVY2KyYq9+jYqIAG3AV6AoqBhMYKdUVJecvDg8auP58HEFevIiv39/ckv4g+gvDfrkSP79YuZ01+Ur1Sw2NdGXiZ6xYjBbXTFihUrV67s6+sDAc+dOzcmAsb+HiBgnHv4zjvvvPzyZLXqLJCbgWtbfcTCcSDgbGTmrLVxqNdk2JCA4+gIt0xYvdjSQUW7YcYXoVuuxalJ6BGwDhJwQMDCZNeNYMXBoN5qtXL27B7c5efNmwf/59KlS+MI+Qmjcasy1WpVZ4qbBwbAXq0KpfR70VxYFpHPiL2Km30FCBjBOgdj58sjR96W63iNdS1ySnsiU2qZDxsScKY6NlllScDJ4N2Qg6t2SFZl0aJfgHrl94xXkHEyKrVTy65du37y618rCRtzOViN7QjsSFn1uCPhM2gCHM6IfI7V9tVbqnMw9p2GUxqnMOEcCHX+UuQ7UXcE5y6rNOiwIQF32QCIsjkk4CjR9JU1g4ORs4wzdO3ZpIGB4yqIQ0wxkEFiWoWrqFis7K/PZEPC126/HZ7bcKI6W0q2TYDVi4Q3Mu+LO2xMnmdvY4WDQbRwR+MEYmQADcMaxpuY9sLsLODdUXugYUMC7o5Oj6UVMRFwVoLAG2Ian/LOTDBWJdXiou3V4M4KQpl9FP+nMEHK033bt+vbOT1976ewZ0XKdfZRD1YvVhyBdyUlxr6ikuJgOX4YZyDCGs4umL2jueGwIQH3zpAI3FISsApZx86gAl98BCzylSm8++k3qw4Br169WvZdEiMs/TPBtz3ymr65zwsP33r99dcHHnypKSCAC/XiTRxRV/5tFZ+zHLskNJwabKhIUwQMhw0JmGOoKQIkYC8BJzBcakc5OQSMHeyw3nTVqlUS+yNGWAI6tFPFp+9/XifgHz6xGQtn2xHYwbJCuh3hXW+r1ewvz0Ds4JAwqdp82JCATfDs0TzJELDa7BrH4rm27AbuigJx+KDEjU8vrZ7enbuEMwTVTd/ZtRvLNvSVtDMy6Cc0QBoOe1D1YnkYjnyQ8xtEMdX3tV3EZWPw+j7hzrd+tfu3zmdgYRsdEPAttxy5/PLLr7vuulgXnkY7vl33lD0To4XeOa0wWigprdsRiI+AU7QVZbd3Yje0D0ul9V2y8V72AVX7D6gzkaaPn7JZ1uY/dW6gAAFRuKIda+vOAOFYnC2ZH396u14vyFVVbQZry9prKjVsnV8V9e1KJepKbN/k/Z8mIGDnpp9ryVUEc5b6t7TeTCBlHiLQJgJmBJyxPQbaxCSLxZM7H7x+JqNzaC0ikGob0hdcZ2PIyYNOEju1dsokTGTnMMfatt5y3ZuhdjZGseJ4emtHRKvjIKUuqRo7l6mToSFZHWuo92LL2lXmJq3L4pBw67x3795rbntE/eluA2T9zH3b1VeYHlbeuW5oOdtABNKKgBEBk3/T2n2iV3LbwWunP7kZV44BVhakbCtWp8Yag+L8jPrGJgXJDxrQKRYXJYM6vcqxpHEAMDi7MbkadE3L2msyfFpnUEvas9x0002GB4jJMSdMRIAIxI2AEQHncjx4K+6OCC8fE6DooITSjAOiZtSpnSaJB4LaM4G4prVT26ZnfFV+e3/HetIuLtFJFyQNX7ccBIk/l/Xm33bz2q3mrUsI3pirMWFWkPQWTgbH3BEUTwQEASMCzucLViU5M4t9EwgBrOZcsuSgFMGytkBlI8ysTpME4QnnOfZWBKcVSDyXnADtuIhHlc85Qv17QRSYtaURbELSvYAV20gEEkDAiIDvvvvEztrpLwmoxCoCIACqG5yebQ1QMI6s4lXG1KzMzspHJO2ImOnHOBWlpWuiLoJ0xdiF4TsdzzW6xZniDUbq5rXHgUnaZPrzK83ftPUX9eluBIwIGFGdG0fspSbdjUUWW1ctlizH/5yGyFtxIMM/LC5izSldM7wQDFXfwsI+90KzkmsZcLG2vtae+rWTJgSf7BGoljx5+0vtjzHzq5a1Z7HnQ+r8X3M5HyOY5m9IWFmMCIRCwIiAIfnP/3DFTnvfeaYUIeA8EpUxQY/d/2UZDHbj66B+ygstzKofJCV3dhAznMmOaTsuJK3u+ComSzJIMBdczRCiOBil5KtmFIKyDR8TW9beQdASrhrhzc1YFqiCnhPWh9URgV5GYNaFCxdM2o/tXZ555kCxaI1MBHMAmghnnhAIwIDcubX0+c9/BwtP1T6I2I/J5ADUsbES2K/hih2liWs3R7VVxcjQFsnTcLtHZZ7q22jUZbbYiEM/DlLfagPF9a8cyZazhthmaLQChi8WCgujt7kRh3/rvN1kK1a0N+Lo7+/HCfCC//Lly0N0aGJFsMb3d4e/6w1kw+Q6w6/a6IWSVRov2edb8EDgNlBMouhgAW7DAhZSmnJZfBtxBCBg/G6ff/4tcHBupKDNqyUBGOtwISAbMA0M7MIZADiCDdswyT6IchxbS3e0CQETcxMEskjAaNdYyd6ZRG8gnnj+ZeK/cvmvSad78thwwulTKIj/oNuD6UNhlKZC9pN6qWQ/KhUK2yyrZlH4aBgfAZu6oHFPx4/zD/9wxciIhXnH4nBJW92RJmy7XRdQL8BX7AsChgU8f759Ak9n/c/dDnxXtc87EzySHyL7Bu7j88etEti3WChsLBRGHOol+wZGMfECdjehv9Br6DurtElt3524JpapBQzN1NHThw4dOnBgIUxhpP10tyTWaYMIeEYqDw6+IXv9yxF4OMYVhq+Yv7hu4v+kBRxVp2XUAraN4LHSVmeiHYnmb5jxAPat3Iuof8umXqbMIlCyA1lXrfpqf3/Tw0jis4ADELBwMM6alnOn8ebw4cO4goO3zp49e/y4fUJqJhKU333smFL1+v/wHz7xiU9kQnOlJKgXgVegW2FfmL+Gs78igQQcVXdnl4D1meBt2M9zi+l8WFTQZV5OaZMzh0iTN/M9iSCTUslavfqxZsdIp4iAAbbOwVNTJz/44KQy4TNxCuZbb73115rl/vuLFn3yk5/MxCDSD7mD7QvPM45/lyPwTGKvVBtJwFF1d3YJWBnBNH9DDQbxPNP2DQVe+grZvmhrZPXqOxpycFoIWIxgPDvLidNTU1M4RAV8jOtg4nPnPkgfsA00Onjw4FO7d6svbh4YwDa5mdBclMScL3gXb2D4YuuroOxLCzjCvs40AeO3fMM9z2D2l+Zv0CFRKs3CDCLN36C4pTg/jOCdCxbsvfTSS70cnCICFg7Gq9Aw3NFnzpwBDacYWbdqP/3pT+//3vTOXhtz1ubNmzOkP1QF7yLkSg6/Q2rmOWnWKFrAkXS3nMTsiCrncvVtvzLlkqxUrHymFNY6rmAfdHm1Vbg0ks4MJKRUKg3T/A0EWfozixHc1/c5rzcxXQQsUIopjDfids6E81k03737R1968h/VgNiYyz/00OfSPz50DcUXLdSLNy3XHblaRwJup7udNWCOgJyzC1lWCawdDFJQtmIvuXX+WViakagRz9nfFPR/DCrACMZ4mvD6FNNIwIqG5U2GTvB+/fXX/+jhl6cJeCT/2B13xNCdMYpUK0aCUq/oRAIO3TdF7LVgb+DFkKXQEEZfEJ2CJ6GnnloT7ucQVKFSaa2z5JdPXkGRS3l+m4BPn37iiiuugBGsb6iQXgJOOaIN1du1axeOH9cJeMeW1muxs9jSZjqTgMP15tbhEiYs8mTfcPDFWQpuCRwYc+hVo41o2lSEBNwmgKktjg1V3nnnBbWoRC3pjI+ATTfiSC1kVIwIJIMA2HfbRIHsmwzaQWtBv6B3Bm6e/Ld/+7djx44F2loBmQPldzabpPkbtIuykX9ychKKSpRxwFERpoEk4DCosUyvIYDdx3B/b7PVxfKYnLHo+sOu2okdNYa6UDte22xLOoujj+688wxunZgRM797Yh3Hkhvu2TRWMi+SzuZTq/YROH/+PMYDIovbF2UigQRsghLz9DQCcG/KmY8xJZyLgCOeEuNgvRWoVJ4GYmpaB8TmrAcfnMTqjEAcDD3RBaThDvRXyqrEQxiW1GJdTzJhxSTglPU/1UkfAoh5jjbq6q+KT26b2FH/w6ksdpIDkpnaRAA9hf7CFgUhOJg03Cb4XVY8gchiEnCXjRk2J3MIFOR4Y9jBOFdRtIdhKr5icRe7jGNltnq/VUUUCj4+Z3wl5y4joWBHTPCYeqtcDs/BpOGYOiUrYpPcUYoEnJVRQT07g4Btl8bpf/a2ClPF4EV1Xq/LQa1OXJaCHXRfd6Y/TGrNWZVK+dVXX/2bv/mbl17622cOHPj+97+PrSOx/KFheuklO+7Gm+iUNgG7y/Ik43lWoJGAu2z8sDnRIxAz/5aEa2EHn75oCQ4q3V+0P24cGRUfNd6ITQb7GH9is3q/DdFsHMEgwpFQUX6o3SizEDrEUQT9hSVJj/7gB9jwDlvu4ORjrPvHKxYfNvxTp0KRhuPoDsr0QYAEzOFBBHwRqJQiX3LyxZF7tUBom1DBvl/+kr0fqkwE46OiQ7wRH/Xuf35TKYoJY5jC4GN8KzzNXpxGIIYlQnVreIyR0hxpESJAAo4QTIoiAu0iIKFYsIn1pUpiIletMkxkNWEMShAih8taTR63Wz3L+yNQsbDOmCARgagQIAFHhSTldCkCMKds+osy6VHQ4gQGxeoGrk9lMJQHR2aYeHBZP/709M5uUSqaUVnT/TV95kqbTcGO8Xufe2DHji3XXXddm6JYnAgoBGZduHCh6+GA1+ieZ56ZbmYFU0TTv1GYFI6Hr5ZGh4YKhS6ZDGvWs9yK0nzM20ceVUqRLEOCqSrzuyBgZ7pXElbi1rzQmJSVPGBlgxnZkqNbWezjbRMg8gICm/ERQxqiRLqs8VVXXBlUSFc3ObHt/bqr5eXL/7+lS5fOmXOjjUIrp/ROp18aJlDvAw9s0HnXOYtwm/kQiirn2FhlKw7saZ4u7GvVzqhUceTMWusMPPskjETrjbQRM4RhK8oXX/xKf3//mjVrBgYGsCO07EbJrSjbwhxbtOMehd9Y7U9jX8h14kin/1avXt1WZSzcXQjkceZdZHZUA2gWfnStfjVn2cca6vtyqEVHeKPtm4EzIQogaZk5diWHku1DI8xXFnWVE7tq5XKV9evX33jjjZs3r8FZZzhtBfu9N/v78z/8w2bUS6s3ql/zvfceBGHjNSqB3SGnV1zQE6O141r9u23jSF5twN0dHcxWtIlAwsxkh1w5HmZwsEwDS9izhGVt+L1rZQ4YRrN8i2lg+RZ8jDc5+3nBTpJBLfNtCQLkmLN1S2lZz5BOhzMMTdi48veVW1YIyHsmpi9mHfYe1L9XCBheZblz+afMnUvYqkH8PgIEcjlLTiGMIylftNqIY2TIXh2khive4KO4lJEZJq9aOyT64KOygxV/q6/8h71i9Dia1hGZTk/V9hSbM2d+UB3SSb3mrYCbGoam/MHcLNWHLd7IxbGSfX06g2U9u/3f126qFUFxqUvP/9WvHvEK9KqEIiqnq3Z8fGq3vckMXvFeadVMW/P2Zj1nT8wB14dUab0z2dYswfztkXMJOQds/rsVC/jxkTdH2j6MwbxS5gyNAI7NGBz8DvxYmHjq77/yqqtWYTLvsssu8zkq+O233x64+UHvXG8zHTo1B6zrA6r7i1fs/UNgAUvICqgWu5nt90yXSAZw3vphWW6OSbdpSa6P+GLbhLWlkPfJPzFaq1GfA/avXXKqBJXgr/HRNnTvt1mQc8BtAuhXvKURTPM3RvQzK1os1JEJOHXjMoIzi03qFEcfDQw8OmfOHGgGxu3rW7xw4UL56JNw/msXzPWWx2z2BaGKU3rPvvw9G+yhOzzuji8TJzZyIqEIoqjwEbwr6f1X3UEwIlAyIP+zzzaYx5XakVTtIv/VV9/HK4qLMnjFezwQmGubukEWqUK94oIW0Hxmgjn7G+m46iph4GCESuGGgvu7fTISU/oQQL9sXV8atMoXX3yxsO/s2bPBrAsWLGipLDJ3weIiieNG/IAYxHi568mrhTKVy1cySFJvJIYZVq9cd+3FqAQig5Do7uO1Hct1YNX8dG0FSf1X0mxnR0NtW/Zd1jP0FgH7GME0f7M+lOPTX7zQWK+7ccTCSTtwcsZXFyWHQAA9gn65+eZHBwffgL27ZInNEytW2GFK+Ijk438OUV06i4gBinVKag54fd3x+9b/+Xel86VL1gbSf2hoOnTm6qvtH4LN6I1E6HPAcHd7neF6IUNtA6maxcw9NAcs3VMqNZgJ7p3ZXwGBc8CBfqsqEPr0RW86S2/rC5NyiDoOJImZo0SgOr0otjwwsAu2r7Av6HbZsmVYynnFFVdgKSfs4GgJOJ1zwK55Vh3onQ+sXf1bF8scMN7ftdl2EqhVxWr1sEhAfPW3v92v5oDVHLNeBP5tWNgz5oDrc8xfu331smVvDW3JP3vvQYRciTSUReQXPsKGftKxy/21FQ2TT8nPAfccAaNTXauqceXo3z/WU6uPSMAhftugYRAwAmwdV19Z0fD+/UcGB+1bDFPyCAjvol6Z6FXsC/N35cqVfX19IOC5c+f2AgEjktme0HVCqLwdoQg1KAGr/IpEMRezb4ddhU7AEhSm+NW5zdr6NCNgf22TH0hSIwk4CeRdRnCvmb/Ok2wJLGKw11IS3ZGJOnQjWHEwqLharZw9uwd3+Xnz5oEJnK2XWoT8ZKK92VJSfM7Csoh8RuxVfOzr3KY7sxOW3ineKOivf/39R3/wFthRRSnLFZSCwQqvcTgLWAnEPWPrsK2C4lSdgMXAtTPvsI1jZV67CFiRt7+2ndqJkASc0A9fN4J7zfwlAYcbZA052PGCVhYt+gWoV2gAryDjcFWwVFAE1OOORF3B8IXDGZHPMdm+dTspjQTcbCGQbBUZ2gL2LltquAwJi4k3fmuf3n1S0EXAksFnGVJnN7YkAQf9AYbMr4zgHjR/ScAhB41lzeBgSClbRWdOeGDgOHhX/J9iioEMQtfCgoEQkN02YPUi4Y3M+4KYI/c8K63SaQGLejA9EWAsIU5wCF9913HxSIcmYPi0Dz67RLbRgMC77rpa7ZTv2gtaWb1iNJfLtZ2r1UJkLIhSS5VESDNtAw2ACDOTgCMEs4UoMYJ70PwlAbczyJyZYKxKsu9HmBK2t4mslrHzsLCv+D+FCZiSRABWL1YcScxzrOzrkFnnLeC4sW0YhBV3pR2XTwJOrgtgBI+Xyz2y9ZULVs4BtznOlCm8++k3qw4B4wwP2XdJjDDOBLeJcNDiArhQL95EG3XlUoYEHLR3spI/QwRcskr2oV9YFZYVcLOv52DBylkF+9S5NttCAm4TQBQXDhYC3rDhIPY7XLVqlcT+iBHWfhWUYIiAkG7cvKuUIQEb9kvmsmWCgGvUWyg4W421PGkzc52QXoXt9S+lkj29UyiMYO+a0JqSgEND5yqIDZhAwLfccuTyyy/HbkoxLTyNSlvKiQQBEnAkMKZQSPIEHHQnrDHsYwEDzCEAzO1zG4IkR5ENOJDHo0+pVLRKY0nWzboaI1D/BUjUVe/su8Tx0N0IIEhKtoxWIVfd3d5OtS4QAYN9i4XCRvJup3qrXi9+FbmSVSyVxk6cONFpZVg/ESACRIAIhEHAmIDPH4d57ridafWGATrqMjYHY+fXjw7/BBxMGo4aXsojAkSACMSOgDEBV7bjSHuyb+wdEqACcPDGn33wlydPnvzwww/JwQGQY1YiQASIQAoQMCNgmL/WVgshuEzpQgDeiOrPPvwZzvwiB6erZ6gNESACRKAVAmYEPHu7ZdH8bYVlJ76HI3rhr7afOnWq2bmbnVCKdRIBIkAEiEBrBMwIuFSpLzpqLZE5EkegevToUXAwjeDEkWeFRIAIEIHwCBgRsLPhBlM6EYAXej+mgc+cOSOO6HRqSa2IABEgAkTAhYARATvbXTH4Ob2D59dnD54+fRpGMFRkNFZ6+4ma9QACOKIAGykj4YAgnHqLj/jD6XvSdBwjKFfkDx+9kLjy+Jxd3wxOKOASjmMPcAWv/j2ADNA5dC+hLFqtijeThgY2bHhDKAxzhta5swUNCbizSrJ2fwQG3zu+TxnBBIsIEIGOIwAKxPF8OBQIe1ngOKAfvPWWYiac0Cd7XOA6DrEXtnYllUdyhmgOjiR6ZXJSFTx4cAmuxJ1GcO5wZbpSnMuEK+2kb3+7H3+QoB5rgkqTZ5GgpRLLP+vChQstK+uFrddagpDaDNgdpVzOzZnzKZwEgB2JcRbb8uXLWz3nljAk80Pt7imdWkwSUcy+cQJ6nAecwxzNkH17c+427d1yElG9GyopWEPW0Koj8/v71yXcHP/7IW73YNa3/s+///mufft21AYDLGC4pp588mqx54RUkGAyPnjT2rs2X6w3wZVHvoJYMOgtK1bc9u3+Z+89qM4HhEx8K+fb440cBYg364cr6jhCOSp4w5IlV199HGcDu84NxF5XSnh//yRYE2pDB/A33oDA1DGCcljvvfce3H3c3ghdtU4pL2co7cH+WfUDEPHe8khQDYQoV0Ncur34og3X2bNnJRsUwJOENBllceTGf//vy1y974IC+ggs0NbbcFfZ5LeiJAEn/OONvjoScPSY+kqsWGNVq4gsjkURv1mRcPOyVF0VwSnO3kAjWwrht0YP2mITAsZ+veA8OZEe8m+7rV/2dNTJtUZXE+7tHpEHlrHSSs60B0fKG3wLmgQRCq2OjFqX/p+1sDt1Wrr55mUgHhzle+RFuwiI5/33V+MJAAQ8tCW/fq39Fc4JBofNmzdPFy4H9MJsxevEDptH8YgARofyilxB/yBgL/uKwuqRAqKELL0SXnSeQoTsUQve2w3JW0NDeZu/J/KC3u2rV8viDtHQvu48WNik7hQRxfQEN0NDKOBFUGgr4V7yJgEH/S0wP34YtgWMu9CaNWtoAcc9ICrWJqy9zhdGhuKuifLNELBdENga3co9teapWE8hVOqYELAQA276YsOBUMV8bEiuroY2s4B3PmDbyuAzOdZeEsQeObJCJ2wYvnfddbUQFVgKTCkU+OyzB8UCVlrBxoVJLfQmwpWNKB/VqcCqOrAg5AhtN+wfxbtg90J+xerfulhsUF2CsmtFH3wlpdB98NXr1K6gEAIGqmgLnjmQcBS39yHABa+CAgQMy9gl3Kt/8gTMOWCzX3lGcskDI+Ow4ugunD9YtGZB8ijZNw58w8rEkxB6BKVvOLDkyJG9HRn84A/wjd4CuQLCkFlMWJyw9iTp87vNaMwfDEiTuWH8CYF97fbV6oqYwkh4BoDbWQKvlKUonAqnLi7iW29F8NZCGvznam4aRK6EtzybARY23MWoBVby6rpr3VxCQ5V0JWEWH3x2yfuvrsabhig1hEJythQedgyGL0cCDo9dqkqeP38+Vfp0mTJg38cvWjpR2DZaCD/FC3ME3j+8dhk4cTSnDJ5w4BLE8NE/oV/QOzcdvv7dd989duxY0jQ8ZPMNdFQRVfCmgodU4BU4I6q7P2xWSAMaqAvmIF5/+xNLYNvhDRTAFT3U+eq7joP4da4ql+25ZJA0vOIyletN4pstj2H7B3v2FG/wUYK6W/WDzfqwOzFtjPbivY8E2LvQzQYN5mzFgjW87Oa3hLylISp0XNcQ3nWojfbijVdzHyhMhBuOZHX+tGF+n2wk4PYxpITuR+Dxi24cKWxLuJ3jY5YwUML1mlcXk4YQuxV+y7qjFR5XfGzJwVAbfXTb1G3mO7O+/fbbm8YiOFIM86ngG7uzhu2ZWrAO/uDFhR0py42gG9zCDYF1UWZL8BGEBQaCTNSFeVNUBF8xWBkfoQDUEJtY0pDzvKhzFZ4McAXFwZEg5mZh2HBZb8WRpyU7pAvsiPxoiz3nqukHSm4YYAzPM7oM3C95m0m4+b8vq4FWVxswAj1piK22FmAFUsd16KNMcJmWdkVHN4DCeYYAyD7CW2JuVeP6DTIIqzX4Kc8hc8Dnz+fkQPhLL70UD2j+k2FjY4yCDtCriLrCPGM7tq9UJlE5dpxqPTjWXwnw0E7HcSlRJylMMWko99+NI/nRLRZ4tzgeALfxUjFv5T7X9xCWA/j8EEC9D770ksB7/MfBJo+jXRUiBqvOmins6IYqSRRYs2is+Fohs8sSOo73eLJp6Rg3VKbpHPDaTdgKQ6WgA8andlrAhl3DbL2LAGKe8214npsBJx5pcJjtbnUsXflYZ+sa++Kjfh2ZpaDXNztD4CZ4bmuinCL1KjZNVyFfmwhUlq7uDYZMITCvhiq/aqACoZmSKoOydPNOnBvWyuXyAZ4/EB9XtKpTU1PNNmcVq3fg5geV8p0d2YBQrNLMpbe2/3uzidiY2iImLxwAwr4y0xwV+8aks79YEnBHYGelGULAnvaKL+Z5Z6Viu1vrCaygONiLkfhmVRCs+Ga9+XX/LfjMKVKvomqzpipiIhAaKq5q6Q2W6nRuw/ut4w0cyLqSekvBuLD48SfL1CGwWrGVN6Rh6amyVfZycNqoV1oNCzKjFAIW9K7kifWHDaAQDqZsbnxM3v6OtoEk4GjxpLRuQwD3/niX+latbRM23+BVsBO+mdhh+2DlCr4VZ6wQG64LRUkGXNTnR12GHVZrIMHvLbWoIsJtJgIxF6s0lN2UQKgNNcRFuIv16lDQLgIfgqOGSibWpzgG5IEDQoCAYUKFFauCzVkxGSzrAtJJvYbNYbYuRoAE3MWdy6ZFggAWmsZIwaAWMfXwOpjzc0VWoEh9ZlQaBk4SRpSvVBK+BIWDw8T2HRmtGZSKxvCVoUBwttKwZoZWbcne5FRnX1bVoSDe4wrUcBVRSpp0EsT6OAY8EhC5a2FzVpwSduTIkXueecbf4bzkhntmrd1k/meiMPMQARMESMAmKDEPEYgLAUPPKqoXLzJsRzVhjDf6ngyiIljcf49R5eA1FKi3XOZlW6aWm5y2VBJViC+6ZkM7DW9Zr5ahunfv3vu2b7/hT/5HwIJBKmFeItAeAiTg9vBjaSKQMgR8rei06GqupB6EZbISSVoIO/zRH/zA+3SSlvZTDyLgIEAC5kAgAtlAQEhLTQCLISt/5vOjkCAGNMgshECXr7sZcOZM6ZUQydpiOObv2bBhMBsdSy17FwEScO/2PVtujIC2965xmcgzivtXD7lS65eaEZ4zr2yXQmyU5KnNpDoTz4YCVY0qIFnNW7va6K1OVvEim4nPWaQpL7eo2rLSRjjb/YWl8Pfe+6ltI4gCy+Qin8jHDwWmEAEScAo7hSqlCAGc0dJx+pXVtKA3iWFGYLBYsbJ+SQVJNUStHgNVKyUTotucwChTgblaWbUCSmTqSa1UdlVXK5JDKJZpnyoWl9lun0qbSbT7C0dEWta5cx/ghJIXH/rcD5/Y7EPD2Ffhwr4d5n+mLWE+ItAKARJwK4T4fW8jsPCja207rBMgOEHOM6gOV1RQEjSCJSrbRfkk8JmrCD6qICkTgRvztcVLUqOruEtDqU4toJLnA/B9y7AsvQnYKUyXgCr0Sv27omFPrVu3bt+OLXsmRmkNd2Igs86mCHAryswPDm5FGWsX4hiG3Rfdi7AeOXKnp5LsndmS41OFCbairJatXCW3evXq/v4rr7pqleuMzlKpNDxent6ZpNNbUaYKvR5XhltR9vgAYPPTiMCGj56EV7MjRnAa4UixTugj9NTgG4NLZh60px9fUygUaA2nuA97SzW6oOPtb+wVjs1LXWeFxlslpUeKwOmL7KPfRqyJYmlrpIIpLHoE0EcDjw7MmTMHohGE1de3eOHChfLRlUjD0aNPicERSBEB41QQdXRX8IZMl4hKTjs6sGw3IQAOxkww5luHS1vH7XOkmFKHAPoFvWOVBy++2N6mH+w7e/bsxYsXL1iwwEdXoWH/o8NS11Qq1EUIpIiAuwhVNqWrEMA0MNqTt0Zz5T1Vq4pZxh5xRyMYKugi4+Q7Hn1hz/ta1YFHb4bzGfau+J9XrFiBV3xEIsUm3y+s0QSBpIOwYJ5iHYTsUIOISqyqkIMw4aR9anftAGd83DZiX8cpysiJ9ziuC8dH4/TmJ5+8Wo6AxvnMeC8tlGxypaEc5GlWrwsjnG+FY5+VAlIQB1Mj7ZmwDy1RKuGKXLePd3VWZUBDaRfOlMah2XJyteija2vSK4HyMAgrEFwhMgsBI52+6E3sRIFtiWVpkrPCNsZtokOo2mNFqrUVYmVrYNcAbF9hX9DtsmXLsAAJx2PjVGDYwdEScKm0tlBAv3N5cZcNt0qptPPFF7/S39+PwaPH7q2N7TzgRAn4619//9EfvOXqtK/dvhpnWvkQMPjsL16ZRCmhsRAE7FOvdwR99atHUF3t1HQcpOrQqiiJzELA+Fbf5U72OtCvqPwk4K75jYKGQcCIxXJ80LC7Ks7dv2p/5q24Q90Mk1dqlolexb4wf1euXNnX1wcCRgQWCbhD/ZOtakHA1RdfvKU7CRj78GBZPTpk24S1xTneXIxLsJec6ahsTZz4KP0mbKeSCQF75bSs1zVGkF9WX4D48ZUiY7FoFQHD6oVBrKhddIMBLYStGkUCztZPsJm2uhE8zcEVq1qtnD27B3f5efPmwQJbunRpw5CfFIJQrVb3a2rdPDDgihxOoc7NVBLNhWWx9AixV/Gxr61DaZNl3w742JWhMWKiqk3Ar756u7hPus0CVt5dcNXVVx+HV9l1DLUPAe98YC0OfxYI/S3gBgRc9yo3q9fbM89u//eN39qnrqsnBkXAyqWsGiUOaiRhXBKwyXjPVp6GHFy1pyEqixb9AtQrNIBXkHH6m7Zr166f/PrXSs+NuZxMmmYrqccdibpCE+BwRuRzTLZvHZwxzPsUem9deLbGRlBtnbk86/33u5SAFXvpuNjTpbf1C3U1I2DXBGpQAm5Zb8N+Ui5xaPjtb/erPGIBq4sk4KCjPNP5Z3AwWlK2ivaccGVg4Dh4V/yfuCxkkPKWFouV/fai2Vr62u32fSflOjdUb86c+bgOqxcJb2TeF8Qcued5uvbzx0uVpYXCRhrBWRwwTXS2J4DHxzc23L+lS+aAQVcvvmjPsOoQtHRBuygwBAH719uwP5T3W6kn2UjAXfSTC9MUZyYYq5LssCxMCRfHMQtczuUqwr7i/xQmSHnCWbn6/A4OLYDbLeU6+6gHqxcrjiTmOV72FSVKYzhmgkZwdgeMS3Mxfw8e3CC/YtlA7bLLLpNH6i4hYNVmMGK5PB0OLf7bZhZwQxu0WRQ0qvDK8a/XO4bU5LTcoSQkmwTcNT+29huiTOHdT79ZdQhYPThDOIyw9M8E3/bIa/p2jC88fOv111/fPjKdkiCAC/XiTbRRV95GnThx4sCBexzXHWeCO9XnEdZbGRurVio5PEaDd1etWoUYApnOiJuAk1sHPFaq7bMB9sXABaXJ6h1vco5Na5F2Hz8OOUK3zY7dFjkt64VRq29WBbGyvghLpEC9SFg3JXUxEQFBQLbHUknMX9l3SWI30p9cy6dwr0m/zs00hKViux0WL16+fDk6Im72lX5fteqrcFpaJedmwZRdBEpF9CPYFy0w3L8lwrYmR8BDBRzMaWuOhbay45WsuMVFVzQWgqVBq80a6RzIZq/5ETkSR90wiRzzekXIs88eFK3wiDC0xdYZdclFJiKgEAAHKxqWqCvZdwlGmDBBypOrK6F5yhX2UU9INxneFdxQ18c+dtmCBXtLVg7eSwTi8aeRQQQw71scK1vf+c7noXxH9m9JjoDhrcHGOlggq/cTTExclCtgOziWW/YieFEWCAlNIkQZG3TopVxyWtarl0X8s+wH8uBNa/GKsvIGF2FJt9SNGXoOgboTR6Kusrvv0qxZs3qu79prMHzdsMgXLHgAm7HAhKrTMO8S7cGaRGn0kU296DXM+75R3z1N9m/B07NMIekHeMSnVKIbccTXjF6WzJ2wOtj7lXKpWizfcssR7+L9DmplUvWmTWM7q9NsgbNysTGySUHmEQQwDfzhhx+eOnVqamrqnXfe+fXZg6t/a4fzjb6+mmilEIFBrF/ATjpCvdCv5f4t3RaElcI+ya5KJOAO9h0JuIPgd7xqFwdPTZ08cuRt4Wa8Hj8+vbdux1WlAl4EzPdvIQFz/DRFgATcwcFBAu4g+GmoWufg06dPnzx5cnJy8vz588LBSOfOnUuDntRBRyDo/i0kYI4fEnAaxwAJOI29kqxOwsEgWrijjx49ispBw7CGHfb9IFldWJspAoH2byEBm8Lag/loAXew00nAHQQ/PVUrDgYNI505cwbWcHrUoybNEDDcv4UEzCFECziNY4AEnMZe6YRO4nOGKSxuZ3qeO9EJges03L+FBBwY2d4pQAu4g31NAu4g+OmsWs3+ChkzpRYBtdCo5QpyEnBqO7HzipGAO9gHJOAOgs+qiUAyCMRHwMltxJEMUqyFCBABIkAEiEAmEOBGHJnoJj8laQF3qAvt/cHtI1QsbCNbtYbsDVGdfbGysTt/sYxdOKaPI8wN5fIZ0bzW3QVryBpadWR+f/+6Dg0AVtsrCMRnAZOAMz+GSMAJd2HFGqta9hb8zh7kTTYiT1inHq2uiicIdEDeGtlS2NKjGLDZ8SNAAo4f48zWQAJOsusq1iYYjvnCyFCStbKu5gjYLgj7OITcU2ueahlNQyCJQAgE4iNgzgGH6A4W6UUEcAZw0bJPLBgl+6ap//EkhB6BRjccWHLkyF4VhJwmHakLEWiMAAmYI4MItEYA7Pv4RUsnCttGC+GneIc3VXBEJl5b19fzOcolS+ByELPw0T+hX9A7Nx2+/t133z127BhpuOdHUDYAIAFno5+oZWcRePyiG0cK2xLWYXzMEgZKuF7z6mLSEHS7dbiCc7gl7a9W8LElByMn+ui2qduwCQbW4JKDzfuROTuFAAm4U8iz3swggKirnJXjpG9iHVYct585cNr3nn15/OEN0lbnon9CHyHvS5MPYltmcnArtPh95xEgAXe+D6hByhFAzHO+Dc9zs9aJixVGJGw7sXTloyT4XXcWa5SjX5/pm51hF84QuMn23EpyitSr2DRdhfatcvY2FqgsXVShLFEfDVV+1UAFQjMlVQbIF9t3ZLTm7a+9qbZ2RKMU4uOKVhVn9JKDU/6zonpAgATMYUAE/BGwpx/jM393Vmz/qtIApKs42KsWvprpm7U/evPbAuv+27o7t15F1eZ1VcREIDRUjwKgRn9vsFSn8qMJeA/j1etA1pWMcAhKT+HAdXJwhKhSVEwIkIBjApZiuwQBEFe8S32r1rYJ29GKV4GsWrHJcmKHtXGkdgXfjm6x7T8hNlwX36xkwEWd3nTyw7fFcVsmvLhSiypis5SZQHC50lD3Bns1dKqreY9nFIEPwVFDf85oNj6GCjXPM95IqmClkZPUFf+xhf6qWBWcR8RDEbrkR9i9zSABd2/fsmXRIIDbf4wUDEoTXsHrIHajap6Eh8CgIGNJeCOMqChKrgv5gSAdd67NiPDiSi2qLL4yFIgalYa5vKNhE2+w7j1WRcSBDDVcRrBS0r+X1FOCPzgzheRgAuNQXpzOKwFZ0QwESiECUSNAAo4aUcojAkEQqFGaQRGHSW17V00Y440KFVYCQFT+lqJYz8hjKFBXLW/mi29pqrZUUioVDzne4DljZNQAo+ks1cnJSXwSI5gR0YGwY+bEECABJwY1KyICSSDga0UnoYBJHS2VlFgzcaeDrSd2tHiq8FZ6/vx5GMFnzpwx0Yd5iEBHECABdwR2VkoEAiMgpKUmgMWQlT/lWDYRKgY0GC6EQJevu1l1Jmt2fVRFccwli3EPTzV86SESrN6pqZMyExyiOIsQgQQQIAEnADKryDoC06cGdbAl4v7VQ67U+qVmhOfMK9ulwGeSpxb/7Ew8GwpUNUKCBIipeWsXGt7qhEqdIgFMWERs2ezrBI619GY36hF3f3EauIPjllX7IEAC5vAgAn4I5K2hjtOvrKYFFUkMM6ZFxYqV+VEVJNWwGfUYqFopcepucwKjTAXmamXVCii1QlfVqFYqu6qrFQkyg6sCxxDqpVqqrHaTwWr3F46ItCeAPzDJzzxEoFMIkIA7hTzrzQYCCz+6ForWF8IkqrMT5DwjLhpXYBSKUSuWqB4U3VA5sKyriG5WmgjcmK8tXpIaXcVdGkp1agGVPB+A780NWUMvd7Oe6EhPJTosWFkXIcDzgDPfmTiO8MUXb7n88suvu+66K6644tJLL507d67/uWxjYyXYQQFuipkHKXwDcAzD7ovuxcobOXKnpxLCoOAKbsnxqcJkvFSslq1cJbd69er+/iuvumrVwMDAokWLli9fnio9qUyGEOj4cYSD9tJ2ppQisD+lenWLWhs+ehJeTZpW6e9P9BF6avCNwSVLluja4pE0/cpTwx5EwNAFHeNGBD0IeqRNxoMRHo+Y4kLg9EX2rXzEmiiWtsZVB+VGhAD6aODRgTlz5kAenEB9fYsXLlwoH5mIQAoRMCLgQiFfKnU8EiWF6KVDJcc0mz17djq06UItwMGYCcZ863Bp67jtvGdKHQLoF/SOVR68+OKLhX3xi1i8ePGCBQtSpysVIgJ1BIwI+MSJu7GXHL3QKRw2eDB69uAGl2L+E8ApbEXKVcI0MDTMW6O58p6qVcUsY4+4o7H9RdBFxsl3JfrCnve1qgOP3gznM+xd8T+vWLECr/iIxF9E8v3CGk0QMArCgqBSaVOhACO45+JQTEDsXJ4KCHh8PHC8CYOwAnWZEDDS6YveRIxu1RqXpUnOxAxnZwJhGW3mas0vV7YGdg3A9hX2Bd0uW7ZszZo1iElE+BXsYBJwtLj3mrT4grBMCfjIkb2HD19fKGy0LQGmVCAA9t1ZLg8ePLgB95dAAZ8k4BAdCBoGASMWy/FBw+6qOHf/qv05o78J3ZuezSbA5JWulIlexb4wf1euXNnX1wcCbrkoIMRgYJGeQqDzBIx93Q4ceAY76hQKeOTP5o+1q4aMbfuWQQaVHO41WIO0atUq3HHw3uR5nwQcdCzoRvA0B+PU3Wrl7Nk9uMvPmzcPFtjSpUuzEvLzi1/84p9OnVI4bFi+HPZiUFhSkl98zmLm4kkUsVdk35R0TXeokQoCxnZub731PPbhoR3c6VFVY983nBkvrHdUDjeTRcBQngQcogcbcnC1CEmVRYt+AeoVGsAryDiE/ISL/Mu//MvuY8dUpZ8fHMRASliH9qtTjzsSdSUPoIh8pu3bPraUoBDoPAFDFRjBOF1kcvIl2MH46JjCSLSGExuotsdQwtFh+wr7usxfXDHZcIAEHK7PZnCw3Q1W0Z4TrgwMHAfviv9TTLH0B6W/8cYbf71/egX5PRs2XH311eFg6WypOXPmQwFYvUh4I/O++CHQ89zZfumm2tNCwDCCT506dejQofeP/cvq35IzSrgLRIIjrTyIuUehXtSq2Be3HsM9sERXEnDoPnNmgrEqyQ7LwpQwjg2wquVcriLsK/5PYYKUp+3bD+yUA4Gd9LXbV3/yk59Muc4+6sHqxYojiXkm+2a3H9OpeSoIGNCIEQwOPnr0KN4cPnwYV3Da19mzZ48fr0WKphPBbtJKzXjhjj9//mJsthc02pME3OZ4UKbw7qffrDoErDY+hGR0R/pngh955DWdgJ++91MbNvxfbcLSweICuFAv3jDsuYN90X1Vp4iAYQSDcRUHT05O4uBr0LCAzqM3Yx18DWe8QvjcSMDtd5NwsBDwhg0HseGwxMFh9lGMsPariFXC/c8/LycjSXrh4VuzawGrnSbJu7GOmZ4VnhYCFiNYcfCZM2dw3jVMYVzH2dc8/CuBARrJjBcJOKqeqoyXQMC33HJEHYaRlYWnm8bGXAT8hS98ISpYKIcIdBMCKSJg4WC8umi4m+BOf1vanPEiAUfVxTjmvlq0Cbi/vx87P2To4J1NY6Wd9gx2LW2bGN1SKEQFC+UQgW5CIF0ELMiKKYw3cDvT85zwaFNOznChniTgqPqLBBwVkpRDBFKLQBoJWNGwvBEyZkoAgfZnvEjAUXUTCTgqJCmHCKQWgfQScGoho2I+CJCAoxoeJOCokKQcIpBaBOIjYKPTkFKLCxUjAkSACBABIpBRBEjAGe04qk0EiAARIALZRoAEnO3+o/ZEgAgQASKQUQRIwBntOKpNBIgAESAC2UaABJzt/qP2RIAIEAEikFEESMAZ7TiqTQTaQoCnmLUFHwsTgSgQIAFHgSJlEIGsI4BjtpiIABFIFgEScLJ4szYiQASIABEgAg4Csy5cuEAoeg0BbsQRRY+XIKRYhuVYyVlVayiHj45fNxvO3YpVqZarCofcUC6fEc1rOhesIWto1ZH5/f3rouhNyiACTRGIbyMOEnAvDjsScDu9XrHGqlYREmzKlRemziBQxRMEOiBvjWwpbOmMCqy1BxAgAfdAJyfYRBJwaLAr1ibLquYLI0OhRbBgpAjYLogSnodyT615iucBRwothdUQiI+AOQfMQUYEjBBY+NHxojULWUfJvkaAJZQJT0LoEVR2w4ElR47slcNSmYhAJhAgAWeim6hkhxEA+z5+0dKJwrbRQvgp3uFNlfVrK3jtcGOyU325ZDmItdYY/YLeuenw9e++++6xY8dIw60hY44UIEACTkEnUIXUI/D4RTeOFLYlrOb4mE0/+Eu4XvPqYtUQ7Lt1PFjb0Ue3Td2G48lxOio52LwfmbNTCJCAO4U8680MAoi6ylk5Tvom1mEwefHYsXW4gujyQAl9hJislyYfPHXqFDk4EHTM3BEESMAdgZ2VZgkBxDzn2/A8N2uqeKRhRIqjVf7wURJIaGexZv/p15FZCoo3Gx9VmiFw07Tn1ilSr2LTdBVS0ESgsnT1Gn00VPlVA1sqGdWAQHxc0apOTU2Rg6OClHLiQ4AEHB+2lNwdCNgUF5/5u7PimHr1BNJVHOyFD18h8/66XYg3+OjNr9uOtiPXLlKvomrzuipiIhAaqkcBqVFnfZeSUp3Kj2/xHp5kbxEfA3dih7VnXx5/g1icHDBJT5WtMjk4IHLM3gEESMAdAJ1VZggBEFe8S32r1rYJm2zwKrBUKzZZgoQ2jtSu4NvRLbapKsSG68JPkgEXdXrTyQ/fFsdtmYO5Wi2qiM1SZgLhB1YaQg6STM16NXSqs79S1aGgXQQ+BEcNlVxKRjseUCG2GTl9+jQmg5GiFU5pRCBCBEjAEYJJUV2JABaaxkjB4Kehgo0bXv0NvoqzXTMYFGQsCW+EEeUrlYQvQZCgWLF9R0bzUosqi68MBaJGpWEu7zwTVG3J3uRUZ19W1aEg3uMK1HAVUUrGMGhyMIFPnjx59OhRCciKoQqKJAIRIEACjgBEiiACoRGoUZpBefEiw3ZUE8Z4o9zRSgBYXPiyWRLrGXkMBepy8ma+eH8FILClkgZ4+GepTk5OIocYwYyIbhtPCogFARJwLLBSKBHoFALBp007oGkCSp4/fx5G8JkzZzrQPFZJBMwQIAGb4cRcRKDTCAhpqQlgMWTlTzmWTXQUAxoO4RACXb7uZtX5RGmZaBhJHli9U1MnZSY4EoEUQgQiR4AEHDmkFNh9CARcjhoPAOL+1UOu1PqlZoTnzCvbpRAbJXlq8c/OxLOhQFUjJEiAmJq3djXUWx2K1MOyWjjGI8XM3V+cBo4UXgqLDAEScGRQUlBXIpC3hjpOv7KaFvQmMcxYwCNWrKxfUkFSDfGvx0DVSkn48TYnMMpUYK5WVq2AEpl6UiuVXdXViuQQipXc6LD7C0dE2hPAHyRXK2siAsERIAEHx4wlegmBhR9di+bOjDJOqP1OkPMMqsOV2sIeRwVYonpQdEO1wLKuIviogqRMBG7M19Y7SY2u4i4NpTq1gEqeD8D3LcOyosK0Iz0VlfKU02sI8DzgXutxu708jtC813EMw+6L7sXKGzlyp6cS9r1ClHVLjk8VJuOlYrVs5Sq51atX9/dfedVVqwYGBhYtWrR8+fJU6UllMoQAjyPMUGdR1W5DYMNHT8KrSdMq/f2KPkJPDb4xuGTJEl3buXPnpl95atiDCNAF3YOdziYHQOD0RfatfMSaKJa2BijGrJ1AAH008OjAnDlzUPkll1zS17d44cKF8pGJCKQQARJwCjuFKqULAXAwZoIx3zpc2jpeCnZAXrpa0r3aoF/QO1Z58OKLLxb2nT179uLFixcsWNC9jWbLMo8ACTjzXcgGxI0ApoFRRd4azZX3VK0qZhl7xB09sSPwIuO4+8IrH31hz/ta1YFHb4bzGfau+J9XrFiBV3xEAh8nrxhrJAItEWAQVkuIujADg7ACdaoQMNLpi97EThRVa1yWJjkrbGPcJjqQkj2ZuVpbIVa2BnYNwPYV9gXdLlu2bM2aNVdccQXCr2AHk4B7cnhE1uj4grBIwJF1UoYEkYBDdBZoGASMWCzHBw27q+Lc/av258CH5oWoP4Yiujc9m02AySu4yESvYl+YvytXruzr6wMBIwKLBBzD6OkhkSTgHursBJpKAg4Ksm4ET3NwxapWK2fP7sFdft68ebDAli5dmpWQn1/84hf/dOqUwuH3Fy36zd/8zaCwpCS/+JyFZbH0CLFXZN+UdE13qEEC7o5+TEsrSMAheqIhB1eLkFRZtOgXoF6hAbyCjEPIT7jIvn37Xj10SFV688DA2rVrE9ah/erU445EXcHwhcMZkc+0fdvHlhIUAiRgDoYoESABh0NzBgdDRNkq2nPClYGB4+Bd8X+KKQYyCFdFYqUqlcrO+hQqKt2Yw7mImXRDz5kzH/rD6kXCG5n3BTHT85zYWOr6ikjAXd/FiTaQBBwabmcmGKuS7LAsTAkXxzELXM7lKsK+4v8UJkh5ev311x/9wVtKyY25/ObNa1Kus496sHqx4khinsm+2e3HdGpOAk5nv2RVKxJwmz2nTOHdT79ZdQhYbXwoRlj6Z4L/5m/+5v7vTR8zgf0mH/rc59qEpYPFBXChXnFCdFAZVt1lCJCAu6xDO9wcEnD7HSAcLAS8YcNBbDi8atUqif0RI6z9KmKV8NJLf/ulJ/9x2gIeyT92xx2x1hifcLXTJHk3PpB7WTIJuJd7P/q2k4CjwrQyXgIB33LLkcsvv/y6667L0MJTjIGttgO9lraNjG7ZUogKFsohAt2EQHwEzJ2wummcsC2JI1CPW5KoK+67lHgHsEIikGEESMAZ7jyqTgSIABEgAtlFgASc3b6j5kSgDQSGZpTlERNtQMmiRCAkAiTgkMCxGBEgAkSACPQCAvtnNjLCWD8ScC+MH7aRCBABIkAEUocACTh1XUKFiAARIAJEoBcQIAH3Qi+zjUSACBABIpA6BEjAqesSKkQEiAARIAK9gAAJuBd6mW0kAkSACBCB1CFAAk5dl1AhIkAEiAAR6AUESMC90MtsIxEgAkSACKQOARJw6rqEChEBIkAEiEAvIEAC7oVeZhuJABEgAkQgdQiQgFPXJVSICBABIkAEegEBEnAv9DLbSASIABEgAqlDgAScui6hQkSACBABItALCJCAe6GX2UYiQASIABFIHQIk4NR1CRUiAkSACBCBXkCABNwLvcw2EgEiQASIQOoQIAGnrkuoEBEgAkSACPQCAiTgXuhltpEIuBFYc/r0zEtlYkQEiEDCCJCAEwac1REBIkAEiAARsBEgAXMcEAEiQASIABHoAAIk4A6AziqJABEgAkSACJCAOQaIABEgAkSACHQAARJwB0BnlUSACBABIkAESMAcA0SACBABIkAEOoAACbgDoLNKIkAEiAARIAIk4F4dA5VebXi07SaM0eJJaUSglxAgAfdSb9fbuvD3rq32YrujbzNhjB5TSiQCPYMACbhnulpr6KdXnrJIHZH0fNXK5Spz5syJRBiFEAEi0FMIkIB7qrtrjb3yyit7sdlsMxEgAkQgTQiQgNPUGwnqMjJiFcdLCVbYhVU5ANa2UJ4zZ34XtrATTdq1a9emTZsKhcLHmIhAKAQweDCEMJA6MX6D1TnrwoULwUowd1cgcOLEiRtuODAyUeiK1nSmEcXh0uDgd5YvX37JJZf091951VWrBgYGLrvsMnzsjEJBasXt6TP3bVclNo7kd2zZEkRA9Hm///3v33nnnZ/97Gc3bNiwatWqa6+9Nvo6KLEHEHjzzTcPHz68e/fuv/u7v3vuuee+8IUvtNnoWWs36RIu7NvRpkBVnBZwVEhmT85zzy3YOkwjOGTHAbqBgUdl9heM29e3eOHChZwMDocmHge//vWvP/DAA7hdfvOb37zpppvIvuGQZCkggMGDIYSBhOGEQfXVr34VAyydyJCA09kvSWi1aNGijTkLRFKhLzoI3oBr6/rSoFW++OKLhX1nz569ePHiBQsWBBHDvDUE3n777W984xtvvfXWzp07ybscFhEigOGEQTU5OYnHu5///OcRSo5KFAk4KiQzJge0AXPtoYf6fvjEaQREcz7YsP/gdq5WrZtvfnRw8A0AuGTJEhRcsWIFXvERKRP+Z8PGJpNtfHwcuMFS4RNMMoD3VC0YVBha+FU+8sgjx44dS5spzDngnhqNMxqLsXjy5MlTp04dPXp0+/aF4BU75axcvncxadbyalF9Ux4Y2AXbV9gXP+xly5atWbPmiiuugEcBdnBWCDglc8CPP/445urgLeSYIwKxIvBnf/Znv/M7vzM6Ojp37tygP9L45oBJwLF2eqqFg4A//PBDEPDU1NQ777wDR82RI0cmJ/trTJxq3TugnPCuWLp4VewL83flypV9fX0g4BC/7Q60xKmyVCqtHx5XtW/M5Xfs6EAQ1rx5815++WU8vnQKB9bbIwjAzLj11lvL5fKll14a9HdKAu6RQZJ0M10cPDV18siRt6GEOGqOHz+etEKpr098zvIEjchnxF5lkX1TQsAIe37hhRceeuih1Hc7FewGBOCFxqzwf/kv/yXoszIJuBu6P51t0Dn49OnTcErDFD5//ryaLDl37lw6NU9YKxXhLFFXMHzhcEbkc+ZsX8EtDRYwFmvmcjkErCbclayuNxHAtMurr7766KOPBv3NkoB7c8Ak1GrhYBCtzAejVtAwrGG8OXfug4SUyEI1stsGrF4kvJF5XxBzUI9WGtqaBgJeu3btE088Qf9zGsZDL+iAmxue+Xbs2BE0YoME3AvDo5NtVBwMGkY6c+YMrOFOKpTiumH1IrRSYp4zyr4psYCxaQkmgBn8nOLB3m2q/fZv/zYWB+MBGnvm4OkZu+iYtJAEbIIS87SFgPicYQo7hq+d2hLXvYXFFy3UizdBIypTAkwaLGDsM/iv//qvKQGEavQCAiDg73znO0GXLZCAe2FspKWNavZXyJhJR0BIN7u8q9pCAubA7kEEQMDf/va3sdEpYicljMPkAZoE3INDhU0mAjEiQAKOEVyKTisCIOD/9t/+W9Cd2+MjYO6EldaRQr2IABEgAkQgTgQ67uQjAcfZvZRNBIgAESACKUMgPYs7SMApGxpUhwgQASJABGJDIFXhpSTg2PqZgokAESACRIAINEeABMzRQQSIQMYQuPNbu9fd+S38yb4xKslFfBtte1DLt3bXahT52FMp2ipc0qSBoRuiayuYKGR+/OP/HavmFB4IARJwILiYmQgQgcYI4FjfsVKp41EtunKgSSEeddF7pWV3gn3vu2/7zmJF5dxfrdz/vSrYEfvVtCyeQAbzRkHzLz35j+TgBDrFsAoSsCFQzEYEiIAfAtjHdOvw+O/+7vDYWAkHr3YNWPdtP7DfsgZz+R8+sXnvcw/g77E/zqF1ILPxcjnlzVQ6Q+0XHr5VtH3yDe4vm5Z+IwGnpSeoBxHoAgTAVVuL41d8+v5Nm2APlzrYIliosFNFARjBMBO9V/CVOHvxrbIjcUW3EUG0yHbvjfPVntU4PQKnN+Ki800toYhyjLskqCrefPPNOx3HsnIRKxsab8RYx1cNQWsmv2GjGkrAQUB4jJBHB1Wvj9rIaYOmua91x3tL3FDcdt3XJwukafqUgUjAReignOQu376PApDvr3wHx5551SRgc6yYkwgQAVMEdlYrOG947SbYw+nySzdswPe+V1Vs7fLTDjoFYDXq5PHAAxtgUz73wAaRBhaBa1eoWhgOH11cUp09+48efhkPKEib16yRnD/5yT7Xm1tXrPBqaCLftGO0fP5i8S0wEYWlUfjoej7wwQ1wfQaue+0hBW58OPNd0/bVoo2VUgpVKNz8FYgJkxAwtlOEBNwOeixLBIiAHwK4a8fql8YtXg8y0lUBO4qvGAlkCbPVe0XlB808fe+nkA0+WzETn6yzQm6kZjVKXbjvgyF0FoFdKzPEqE581BudIuASPZs+iwxjWmp5o37amLwB2cNOdQHqL9+nUV458ogA8x0HYPiLhYksCgssyvEOvtTF+uAG173dorrrXoBFfrneEHm5+L3qbLz6K2CIuXdofnTttThutVKxth84sHv3j15//XUcSi3+D58U34981oULF+KTTslEgAikE4Gf/vSnenSS3CvbVFWZgM3k4NY/OjpUKBQkQ+jDGOC99KkLDRHbFLdUsWvBH1Kj94qIgmIwal15wBlgSjDB8HjZWx1qeWLzGmQAJYOrdAmQI2JBySB+pS3I7IYb/pNeCxj3OUc3eHpBTmDuBzbYakgRaUhL+d5GSZGGvWCo9nXXXYcHDhkVf5w7j4+uUyP9cUNBKY6JZ/VIAY+xGLsCrN5GUVW/IgZ0MwVaYtJsBLrGfLgBf2HfjnAFvaVoAUeFJOUQgWwjgDt+m38t2x+5X1oPMlIs21INb4Zc7ry6CLKR97/85WG8wlgEC+6ZGAWbKpMa14EVHKqgZ3Gyomm6LS6EDbezEgsmU+yLi1ILSBdMg+RyTesaGso3bzXO07R181Vb2ejieVbWv8uB3Aw3gQ5JN+ivumqVXMRx40rbZk99/gpEjok5etHmJAFHiyelEQEi0AIB5ZfOEFKgYdiySKB5kLEEYYE133nnHcNWuJhGEQxcEUgQAoZ2WZmGkn2y6Q8o4hg3D96GfS9FVLIncWc6kNvX0EdCxxWItXUinAScAMisgggQgRkIgGxGRkbTA4puqgodIsFig8Endq0eFw0y3ry5FkWFbMKs4CqZK9X/xJ/cLMG1i6+q1dky6ykfvSm0fJcoFfllObZvS7F4GoD+sn4Jpr+KoMb8q5LcDDdl7OqZlVmMQwBNut5HgZbKm8hPQx4ScBp6gToQgaQRuPTSS9uf9A2htETl7NuxZcuW2kxwCCFBi3h3zHBdgW0nFAvGFToUe1TZqYiCVlxib80hEUaWhWNlb5wzH++VBLxX62r8t7xYv369Q8C25x9vlOvb1Tpz+YYbg8jaLH+xqgloNdzIMP1hj4piOn22xO3hlyfFa41XWX9saOj7K2COiWeoVAdztg7wYeCZKdxf0OHnk59BWBGCSVFEIEsInDhx4t13341K40OHDknUTLOEm91Dn/vcxz/+cZWh/SAsCedRAiXExhuEhYsSD6XildSVWuCP40/WkwqYAgNh+VDDRqk8DYOeVFhWLV6pHmCli0JQtSzUUTrLt64AJX/53kap/Do+eliTBKn5iPUJPZOyLXFT1entxSPLE/Uu88Kit7qlAv6YNBuEOA/4y1/+cn9//5o1awYGBhYtWrR8+fKofgIh5NACDgEaixCBbkDgkksuAR1GlZrNX4Jato2MHv/xUzB6dfZNAEGYmC4r33tF1PhjLcAKRfRwZdh/oDE9/Ar58TABx6wKqoKrFkVUXXiD/Cqs2qelN95oW89I2OjDJ5u//GaNcgm0rXm5VK2IVeojFm72idEh1xwwGoWLulgf3FAdcJPJckmQpti3Ze+3VCA05i2rTjIDLeAk0WZdRKBrEWi4rgl+S9idzdoc2gKOEER9vVCEYrteVEZxowXc9SOTDSQCvY4AbJ2fvfgQJnp92LfXMWL7iQCjoDkGiAARiAqBDnqbo2oC5RCBJBHgHHCSaLMuItC1CPzWb/2WxDZjarlrG8mGEYFIEeAccKRwUhgRIALGCKRhDthYWWbsBgQ4B9wNvcg2EAEiQASIABFoEwG6oNsEkMWJABEgAkSACIRBgAQcBjWWIQJEoH0E+vr6DDdvar8uSiACGGy/8Ru/kSocSMCp6g4qQwR6CAFsh3n69OkeajCb2lEEMNjmzp3bURXclZOAU9UdVIYI9BACuVxOnXzQQ81mUzuEAAbbkiVL5syZ06H6G1RLAk5PX1ATItBbCNx6663/9E//1FttZms7hwAG2+rVqztXPwk4VdhTGSLQ2wj8wR/8wd/+7d+6znjvbUjY+rgQwDDDYJMdy+c4B1ilIdECTkMvUAci0IsIYMuORx99dGxsrBcbzzYniwCG2TXXXAMXtF5tx6eEScDJjgLWRgSIgIbAF7/4RdwTX3jhBaJCBOJDAAPswIEDn/jEJ1AFHvv6+hYvXLgwDZPBJOD4Op2SiQARaI3A6OjoN77xjWKx2DorcxCB4AhgaGGA4QBgYd/Zs2cvXrwYxx0GlxR9CRJw9JhSIhEgAoYI4IaIuJg33njj+PHjiMl68803DQsyGxFoiQCG05133vnKK6989rOfhaNF/M8rVqzAK8xfpI7vW/6xhx9+uGUzmIEIEAEiEBMC58+fx/YI+Xweb7785S8fOnToo48++vWvf71s2bKYaqTY7kYAvLt3797vfve73/zmNxF1Bc8z7F2wL+gWg2rlypW4OH/+fFzs+BwwD2Po7qHI1hGBtCNw4sSJDz/88NSpU1NTU++8886PfvSj119/fXJyEh/Trjr1SyUCixYtuvjii1etWgWulYlexb4wf3ERW7AhD9i34xYwCTiVI4hKEYFeQsDFwVNTJ48ceRsA4Dpe4Z3uJTDY1sgQEJ+zsGx//5WIvUoV+0IrEnBknU1BRIAIhEZA52BsGXjy5EkYwXBKCwcjnTt3LrRwFuw1BFSEs0RdwfBF4BUin9Nj+0qPkIB7bWSyvUQgpQgIB4No4Y6W3TlAw7CGHfb9IKVKU620IiC7bcDqRcIbzPvC7QxiToPnWWFGAk7r8KFeRKD3EFAcDBpGwvE1PK2h90ZBlC2G1YtgK4l5Thv70gKOsqcpiwgQgfYREJ8zTGHH8LVT+zIpoWcREF+0UC/edDzqytURtIB7dmSy4UQg1Qio2V8hYyYiEBQBtcoobbxLF3TQrmR+IkAEiAARIAJRIhBgJ6xNY2Oz1uKlJPX//Oc/X7tpk34lSr0oiwgQASJABIhAVyMQgIB1HMC+tz3yyP6qtW1kdMuWQldDxMYRASJABIgAEYgegTAEfOzYMS/7YsJGTGT8wTIWQxmv+IgPorjrY/StoUQiQASIABEgAhlBIAwBf/r+57227w33PLOzWJFW49utxXHw7h13rMbHaqV2vVIp4+Nm51QKknFGRgjVJAJEgAgQgVgQCEzAYNb9VZtQh4amFdq1axcubszlL+zbgb+fvfjQYC4P3l2+fDkugo9LJdsgrlqVwZx10003xdIUCiUCRIAIEAEikB0EAhMwmgYSRRoeL6t1AgcOLMSVndWKuKCvuQ3TwxXwLqaK83mbqMtlm4NxJZfPCziYOQZV79iyJTtYUVMiQASIABEgApEhEJiAN47kf/zUUzBwQbH33POMrsgPn9gsFrD6+/jHPy5eaDifwcFI4n9mIgJEgAgQASLQ4wgEJuC8NYRFzROjtl0Lk1eCrdasOY3X+7YfQHyWC1B4ocHWyFmsjNP/3OOjjc0nAkSACBABhUBgApaShUIBpjDeYEoYvmVM64pNfMWn7xcvtBMLXQt+HnG80Lr/GR8ZhMVRSASIABEgAr2MQEgCBmSYvgXp4o1MBv/4qbuFkiU5nuq75b14oZFG9cCtXkadbScCRIAIEIGeRyChvaAda7iCoKueB5wAEAEiQASIABGwEQhvARviJ7tzwDs9kh81LMJsRIAIEAEiQAS6HoHYCVgQhLP67rsZ/9z1w4kNJAJEgAgQAVMEEnJBm6rDfESACBABIkAEegOBhCzg3gCTrSQCRIAIEAEiYIoACdgUKeYjAkSACBABIhAhAsYu6PPHQ9Y6e0nIgr1U7EMnBW3xXCcFLdUl+UMNyA/Pz+tdxFTHh4LOLs3fcpf8eNiMtCBgSsC/2vu/ln7wl8G1zlsF7vbcGrbSe1b5YOtsrhxDV1uFSwOX6o4CR47sPdz/D8HbMlSweHw1dq9zNoYNnPhbDgwZCxABHwTogubwIAJEgAgQASLQAQRIwB0AnVUSASJABIgAESABcwwQASJABIgAEegAAiTgDoDOKokAESACRIAIJErAOLNBdqaUv02bxnCSUpt9IKcq+QhBFcjgrWjXrl1KE5dKkl8vCFXx16aqcRf/+c9/jj23p9syNqZOh8RFOTjSMAVtLypy9SyUMayrU9mkfzEMfBQIikMkbelIpYE0R3d7ocMAUAegBZKWWOagwLa8tySmOSvqVgQSJeB77nmmWrGO/v1jF/btOP7jp4Dp+uFx7xHCSWItyqi/HTu24KRFfMRrkmq0Xxcebm575JGcZUlbfvbiQ4D60/c/377klhLQg5++/35Uh0pVz15z2yPp5+CWTWMGIkAEiEB8CCRHwLhN76xWnti8Zvny5WjPJZdc8pRzXuHzz78lzVMmFJ6jxWAVGwXPrepVmXHgG3zjsupQhTIB8SU+QgI4Xpje0AT0WswQBc3xJ6a2txa3qmNjujEKlRKgonK5jBOXH3vsDgHz4x//OKDGGRioWtTGyc3icpiGdMw265Vlr8waV3thIwLqmtNibAzIu4bj/TbN5/ft2IJKpWfxHIPdvx957TWBS3pQjogWKFxqyJXpvhtL2tkADVG7SwEXDq2HqKO2mE16Y2denB60rkplfLoqnQHLphr4tbO0HVTRO8kPNv/7ke3o0npc+RgadrEOgutZXG+XgGM4bPQhp3w/Jr2pj0OM+WIl3GKt+G7XlNxtCCRHwNgAYTBn3bf9gLqD404Ng2nLFtvWxG1JGcc4ZXh4fNoyrlq20Yx7+sZcvlL/SQjffO5zfapDIBYGn5iAMK9RCh9hyO6ZsE9hwqtUFCJJ1fiD5Ia1KJk1Vbdsue2R19AKMUbx5pFHbCqKNS1cuBDy739+2uS96aabUDtIEa/4atvIKBoiOig9G6rkau9n7tv+xObNNVQr1jPPHNBLARA8mozkh1yi0LHoWlxEL6A69IhAATNd3WeVGrjV4gkJQpTtbvi0FCGkzoFdtgIAamexAtrQcTAaolu2QO1iZVw8AU5j7X6XixiBuAgk8SSkOAmV4jkJ13/4RO26XimAAiwykGRI33DPM3qTcR29nPxg84cdI0T1OFp33/btGCQ+XayQl0dzSWi77dFx2g48AaACreWwwa+galXEuSXAonaT3kSluPNIpROjuG9UIhxgFEUEvAgkR8CgW9x9oMGSG+6xjbAxpNqspG0cF6eN46fuvhvkqixj3Bbll5nPD+FeL/x94MBC2FhicklyKLkiVrVTV83+8+/1Kz59vz4T3HJO2r8WpSo0yVs1TgIPKeaLbwjiUUOYQ2wvHV5vpUrPlvocODBNt0DVfl6a+RwjGdasOd1QFG6agOLvH7sDZZFBKNnbs7CV0ZsiGX0K9XDDbalbtBmUAnJsFwaYLt9wiEJtHLspw9IZxvZwhSGFizKpAb5ERdvrqOI9rnivS9UAChkENAD44kOfg0A1RB966HOSLfnB5o+8PCVLj6N1OAUc7326GM/l3odjGSTAsD4kRlWPqNHbTCYQQ6Vy05BShw4dMulNqVQAR3/xBNVof2KU5kUgOQKu/xq34Fl+40geH/FkCiLGw+nevXvxEZaWcCEYWld0qG5cyZ0RFIhX5043w+qSX5qwO/4gDR+npqb8e901B9xy6te/FqUquBCtcz1nxD3+cBcTcwGP8HAnOPA28BhDDaVnS5UACEx/gOlMBYx5Q5b6+mwnhNjf3iTPSbplk7Pylfo2TEoNaAsWUU9C0BxPYAkn+E4kCXO4kskQBUlDbdUocfBADpomg0H+8FFZVugplaTX9AQm0zMIr58+XXvWUU+fHRlsPr0zOjokvWlPcNTnLHy6GEPCKw2DBNdVX2BsK5JuOWx033VDN3Kz3pRKlTLNHisTHpmsrosRSJSA1Q3ONgq32EwMs1ZmCpFcXOh9KMavEcwN6wE/MNzpvAcM416vR1TFFEtlUotwIe6MaJdMviY2hnBfdiyALWBi3AddHuMQasB8R9fk8nnQBpjY5Ry+7LLLINN5KJqR5Obrra4ZsaJnXX0XQtW4i7Qcos0UgCNUb104j4h39l2q6+Bga9heCWO0B7/9SFG54Z57RPM4urihTPH8y6zHxKh7ckTpHLo34x5mlN87CCRHwLLsRw9HAqGK2TEwMIBXeSxFcqKcGq8P2bxmDX7Sr702BbPMa6mIx0+ESHXN7lntdHDLWlCpVI07I7gQRAjPeTs1mpQFLwI0PafunzeRoPDXMzsRWGMwYcWRjruqmoaXbPZTUS7vsjMk4A6dhQw6XMBE95eqilzGn9OW5B5ZTMAxGaJyzIN6FpGgNlyBi1V3aNsrwuqTL/q4wHvd3rW1mmkTi+9HNFGpI4MN48HVKOij9EcDMWxk8MMVjK8wTxG0izGDg3lc1cyGUyoNZTp+CHs6X+4PymGgg9asN12VuqYhTMYJ8xCBQAgkR8BDQ0OwHfFwqjgYtyG5TYMqcBNHfBZ+PBLlhHuPzI25EoTgCvzPmzfbN3c9wSDGTQErnXARVSD0A0/HiqQb/g4DISWmm38tIlA4STRBgomPj4HqCpEZ8WjwCsDuVM8cYoDeccdqH2mYVsdtTmAH/npOaa8DeEUIQ6YzUcQl0JmMrEjYuYCPHpTZTQeuaSiACfrI67oYHbKdllIL7t3wGWAKPwQIcRQRHEyGqHhoAJHggOBweUzEVCJaJHO36BS0VHUK3otXH23He+AgTZBKH/qcPekrsEAmOggCXc9VHRls0EcapaYkpF2iP8hPfsvSm3hds2ZN0C4GRBjPKvgZwQ3eeZOGMuXhQJ4InftAg1HdrDelUvnhoL/QwDhGFGUSAYVAcgSMOwWCccBEWCEqk2H4kcA1J0SL4ClYwwiJkglgxJs07CTbaIYvtEYMM7I4USoP4c4FyagC2SSCAz9+cIDXdxpoEIB1ZFqrWS0uaeAk0QR/sAzU6qBAlQbKjHsK4mxRqZoFR3EY3zL/CmJo6Al3mCAvsOtz6np7ETqHJx6Zm0f3eacGUDWQRy0S0eaAb8EHjisSOjQNhd2zD3ldF3BaYiRILegp2NkNH78CARJJZoWD4RCFzSfD2O53q9bvQAwtQjyzDAa0VE2KY2SCIZzfwjiuSwiCqhTAOrCUkQEygarEGHZ8sEEBaRQec9UgV/rjAUuBgNYhnBg9HrSLARHGswwJQIe6vPEZzWRKADMK4nEfo1p+/nggaNmbUil8bCg7PF6WUBUmIhAfAjyOMD5sA0jmcYQBwHKydsFxhHZkQL4Wcxu0+e3l53GE7eHH0kQgIgSSs4AjUphiiAARIAJEgAh0AwIk4G7oRbaBCBABIkAEMoeAqQs6cw2jwkSACBABIkAE0owALeA09w51IwJEgAgQga5FgATctV3LhhEBIkAEiECaESABp7l3qBsRIAJEgAh0LQIk4K7tWjaMCBABIkAE0owACTjNvUPdiAARIAJEoGsRIAF3bdeyYUSACBABIpBmBP7/6bP9ZBEO/hIAAAAASUVORK5CYII=)

请求首先通过Filter chain，Filter主要包括ActionContextCleanUp，它主要清理当前线程的ActionContext和 Dispatcher；FilterDispatcher主要通过AcionMapper来决定需要调用哪个Action。 ActionMapper取得了ActionMapping后，在Dispatcher的serviceAction方法里创建 ActionProxy，ActionProxy创建ActionInvocation，然后ActionInvocation调用 Interceptors，执行Action本身，创建Result并返回，当然，如果要在返回之前做些什么，可以实现 PreResultListener。   
  
**2. Struts2部分类介绍**   
这部分从Struts2参考文档中翻译就可以了。   
ActionMapper   
        ActionMapper其实是HttpServletRequest和Action调用请求的一个映射，它屏蔽了Action对于Request等 java Servlet类的依赖。Struts2中它的默认实现类是DefaultActionMapper，ActionMapper很大的用处可以根据自己的 需要来设计url格式，它自己也有Restful的实现，具体可以参考文档的docs/actionmapper.html。   
ActionProxy&ActionInvocation   
        Action的一个代理，由ActionProxyFactory创建，它本身不包括Action实例，默认实现DefaultActionProxy是 由ActionInvocation持有Action实例。ActionProxy作用是如何取得Action，无论是本地还是远程。而 ActionInvocation的作用是如何执行Action，拦截器的功能就是在ActionInvocation中实现的。   
ConfigurationProvider&Configuration   
        ConfigurationProvider就是Struts2中配置文件的解析器，Struts2中的配置文件主要是尤其实现类 XmlConfigurationProvider及其子类StrutsXmlConfigurationProvider来解析。   
  
**3. Struts2请求流程**   
1、客户端发送请求   
2、请求先通过ActionContextCleanUp-->FilterDispatcher   
3、FilterDispatcher通过ActionMapper来决定这个Request需要调用哪个Action   
4、如果ActionMapper决定调用某个Action，FilterDispatcher把请求的处理交给ActionProxy，这儿已经转到它的Delegate--Dispatcher来执行   
5、ActionProxy根据ActionMapping和ConfigurationManager找到需要调用的Action类   
6、ActionProxy创建一个ActionInvocation的实例   
7、ActionInvocation调用真正的Action，当然这涉及到相关拦截器的调用   
8、Action执行完毕，ActionInvocation创建Result并返回，当然，如果要在返回之前做些什么，可以实现PreResultListener。添加PreResultListener可以在Interceptor中实现。

[**Struts2源码阅读(二)\_ActionContext及CleanUP Filter**](http://blog.csdn.net/wl_ldy/article/details/5948899)

/\*\*

\* The ActionContext is the context in which an {@link Action} is executed. Each context is basically a

\* container of objects an action needs for execution like the session, parameters, locale, etc. <p>

\* <p/>

\* The ActionContext is thread local which means that values stored in the ActionContext are

\* unique per thread. See the {@link ThreadLocal} class for more information. The benefit of

\* this is you don't need to worry about a user specific action context, you just get it:

\* <p/>

\* <ul><code>ActionContext context = ActionContext.getContext();</code></ul>

\* <p/>

\* Finally, because of the thread local usage you don't need to worry about making your actions thread safe.

\*

\* @author Patrick Lightbody

\* @author Bill Lynch (docs)

\*/

ActionContext 是一个执行action的上下文，每个上下文基本上就是一个集装箱的对象需要执行一个动作像session、技术参数、现场等.

这个actionContext 是一个ThreadLocal 这意味着数据存储在ActionContext

独特的每个线程中。

**1. ActionContext**

ActionContext是被存放在当前线程中的，获取ActionContext也是从ThreadLocal中获取的。所以在执行拦 截器、 action和result的过程中，由于他们都是在一个线程中按照顺序执行的，所以可以可以在任意时候在ThreadLocal中获取 ActionContext。

ActionContext包括了很多信息，比如Session、Application、Request、Locale、ValueStack等，其中 ValueStack可以解析ognl表达式，来动态后去一些值，同时可以给表达式提供对象。

ActionContext(com.opensymphony.xwork.ActionContext)是Action执行时的上下文,上下文 可以看作是一个容器 (其实我们这里的容器就是一个Map而已),它存放的是Action在执行时需要用到的对象. 一般情况, 我们的ActionContext都是通过: ActionContext context = (ActionContext) actionContext.get(); 来获取的.我们再来看看这里的actionContext对象的创建:

static ThreadLocal actionContext = new ActionContextThreadLocal();

ActionContextThreadLocal是实现ThreadLocal的一个内部类.ThreadLocal可以命名为"线程局部变 量",它为每一个使用该变量的线程都提供一个变量值的副本,使每一个线程都可以独立地改变自己的副本,而不会和其它线程的副本冲突.这样,我们 ActionContext里的属性只会在对应的当前请求线程中可见,从而保证它是线程安全的.

通过ActionContext取得HttpSession: Map session = ActionContext.getContext().getSession(); (通过Map模拟HttpServlet的对象,操作更方便)

**2. ServletActionContext**

ServletActionContext(com.opensymphony.webwork. ServletActionContext),这个类直接继承了我们上面介绍的ActionContext,它提供了直接与Servlet相关对象访问的 功能,它可以取得的对象有:

(1)javax.servlet.http.HttpServletRequest : HTTPservlet请求对象   
(2)javax.servlet.http.HttpServletResponse : HTTPservlet相应对象   
(3)javax.servlet.ServletContext : Servlet上下文信息   
(4)javax.servlet.ServletConfig : Servlet配置对象   
(5)javax.servlet.jsp.PageContext : Http页面上下文

如何从ServletActionContext里取得Servlet的相关对象:

<1>取得HttpServletRequest对象: HttpServletRequest request = ServletActionContext. getRequest();

<2>取得HttpSession对象: HttpSession session = ServletActionContext. getRequest().getSession();

**3. ServletActionContext和ActionContext联系**

ServletActionContext和ActionContext有着一些重复的功能,在我们的Action中,该如何去抉择呢?我们遵循的 原则是:如果ActionContext能够实现我们的功能,那最好就不要使用ServletActionContext,让我们的Action尽量不要 直接去访问Servlet的相关对象.

注意：在使用ActionContext时有一点要注意: 不要在Action的构造函数里使用ActionContext.getContext(), 因为这个时候ActionContext里的一些值也许没有设置,这时通过ActionContext取得的值也许是null；同 样，HttpServletRequest req = ServletActionContext.getRequest()也不要放在构造函数中，也不要直接将req作为类变量给其赋值。 至于原因，我想是因为前面讲到的static ThreadLocal actionContext = new ActionContextThreadLocal()，从这里我们可以看出ActionContext是线程安全的，而 ServletActionContext继承自ActionContext，所以ServletActionContext也线程安全，线程安全要求每 个线程都独立进行，所以req的创建也要求独立进行，所以ServletActionContext.getRequest()这句话不要放在构造函数 中，也不要直接放在类中，而应该放在每个具体的方法体中(eg：login()、queryAll()、insert()等)，这样才能保证每次产生对象 时独立的建立了一个req。

**4.ActionContextClearUp**

ActionContextClearUp其实是Defer ClearUP.作用就是延长action中属性的生命周期，包括自定义属性，以便在jsp页面中进行访问，让actionContextcleanup 过滤器来清除属性，不让action自己清除。具体看下面的代码，代码很简单：

1. public void doFilter(...){
3. ...
4. try{
5. ...
6. //继续执行所配置的chain中的Filter
7. chain.doFilter(request, response);
8. }finally{
9. //保证在所有动作执行完之后,调用cleanUp
10. ...
11. cleanUp(request);
12. }
13. }
15. protected static void cleanUp(ServletRequest req) {
17. ...
18. ActionContext.setContext(null);//清除ActionContext实例
19. Dispatcher.setInstance(null);//清除Dispatcher实例(Dispatcher主要是完成将url解析成对应的Action)
20. }

另外注明一下UtilTimerStack的push和pop是用来计算调用方法所执行的开始和结束时间，用来做性能测试的。用法如下：

1. String timerKey = "ActionContextCleanUp\_doFilter: ";
3. UtilTimerStack.setActive(true);
5. UtilTimerStack.push(timerKey);
6. //调用要测试的方法。
7. UtilTimerStack.pop(timerKey);

[**Struts2源码阅读(三)\_Dispatcher&ConfigurationProvider**](http://blog.csdn.net/wl_ldy/article/details/5948931)

首先强调一下struts2的线程程安全，在Struts2中大量采用ThreadLocal线程局部变量的方法来保证线程的安全,像Dispatcher等都是通过ThreadLocal来保存变量值,使得每个线程都有自己独立的实例变量,互不相干.

接下来就从Dispatcher开始看起，先看其构造函数：

//创建Dispatcher，此类是一个Delegate，它是真正完成根据url解析转向，读取对应Action的地方

    public Dispatcher(ServletContext servletContext, Map<String, String> initParams) {

        this.servletContext = servletContext;

        //配置在web.xml中的param参数

        this.initParams = initParams;

    }

我们再看在FilterDispatcher创建Dispatcher的:

protected Dispatcher createDispatcher(FilterConfig filterConfig) {

    Map<String, String> params = new HashMap<String, String>();

    for (Enumeration e = filterConfig.getInitParameterNames(); e.hasMoreElements();) {

        String name = (String) e.nextElement();

        String value = filterConfig.getInitParameter(name);

        params.put(name, value);

    }

都可以从FilterConfig中得到

    return new Dispatcher(filterConfig.getServletContext(), params);

}

分七步载入各种配置属性,都是通过ConfigurationProvider接口进行的,这个接口提供init(),destroy(),register()等方法.  
将各种ConfigurationProvider初始化之后将实例添加到ConfigurationManager的List里面.  
最后通过循环调用List里的这些destroy(),register()等方法实现对配置文件的属性进行注册和销毁等功能.  
下面将分析这七层功夫是怎样一步步练成的.

首先是init\_DefaultProperties()

创建Dispatcher之后,来看init()方法  
init()方法是用来Load用户配置文件,资源文件以及默认的配置文件.

主要分七步走,看下面注释

public void init() {

    if (configurationManager == null) {

    //设置ConfigurationManager的defaultFrameworkBeanName.

    //这里DEFAULT\_BEAN\_NAME为struts,这是xwork框架的内容,Framework可以是xwork,struts,webwork等

        configurationManager = new ConfigurationManager(BeanSelectionProvider.DEFAULT\_BEAN\_NAME);

    }

      //读取properties信息,默认的default.properties,

    init\_DefaultProperties(); // [1]

//读取xml配置文件

      init\_TraditionalXmlConfigurations(); // [2]

//读取用户自定义的struts.properties

      init\_LegacyStrutsProperties(); // [3]

//自定义的configProviders

      init\_CustomConfigurationProviders(); // [5]

//载入FilterDispatcher传进来的initParams

      init\_FilterInitParameters() ; // [6]

//将配置文件中的bean与具体的类映射

      init\_AliasStandardObjects() ; // [7]

//构建一个用于依赖注射的Container对象

//在这里面会循环调用上面七个ConfigurationProvider的register方法

//其中的重点就是DefaultConfiguration的#reload()方法

      Container container = init\_PreloadConfiguration();

      container.inject(this);

      init\_CheckConfigurationReloading(container);

      init\_CheckWebLogicWorkaround(container);

      if (!dispatcherListeners.isEmpty()) {

          for (DispatcherListener l : dispatcherListeners) {

              l.dispatcherInitialized(this);

          }

      }

  }

分七步载入各种配置属性,都是通过ConfigurationProvider接口进行的,这个接口提供init(),destroy(),register()等方法.  
将各种ConfigurationProvider初始化之后将实例添加到ConfigurationManager的List里面.  
最后通过循环调用List里的这些destroy(),register()等方法实现对配置文件的属性进行注册和销毁等功能.  
下面将分析这七层功夫是怎样一步步练成的.

首先是init\_DefaultProperties()

private void init\_DefaultProperties() {

    configurationManager.addConfigurationProvider(new DefaultPropertiesProvider());

}

接来看DefaultPropertiesProvider好了,DefaultPropertiesProvider实际上只是实现了register()方法

public void register(ContainerBuilder builder, LocatableProperties props)

        throws ConfigurationException {

    Settings defaultSettings = null;

    try {

        defaultSettings = new PropertiesSettings("org/apache/struts2/default");

    } catch (Exception e) {

        throw new ConfigurationException("Could not find or error in org/apache/struts2/default.properties", e);

    }

    loadSettings(props, defaultSettings);

}

//PropertiesSettings构造方法

    //读取org/apache/struts2/default.properties的配置信息，如果项目中需要覆盖，可以在classpath里的struts.properties里覆写

    public PropertiesSettings(String name) {

        URL settingsUrl = ClassLoaderUtils.getResource(name + ".properties", getClass());

        if (settingsUrl == null) {

            LOG.debug(name + ".properties missing");

            settings = new LocatableProperties();

            return;

        }

        settings = new LocatableProperties(new LocationImpl(null, settingsUrl.toString()));

        // Load settings

        InputStream in = null;

        try {

            in = settingsUrl.openStream();

            settings.load(in);

        } catch (IOException e) {

            throw new StrutsException("Could not load " + name + ".properties:" + e, e);

        } finally {

            if(in != null) {

                try {

                    in.close();

                } catch(IOException io) {

                    LOG.warn("Unable to close input stream", io);

                }

            }

        }

    }

    //loadSettings主要是将progerty的value和Locale从上面PropertiesSettings中取得并存放到LocatableProperties props

    //这个props是register的一个入参.

    protected void loadSettings(LocatableProperties props, final Settings settings) {

        // We are calling the impl methods to get around the single instance of Settings that is expected

        for (Iterator i = settings.listImpl(); i.hasNext(); ) {

            String name = (String) i.next();

            props.setProperty(name, settings.getImpl(name), settings.getLocationImpl(name));

        }

    }

再来看第二步：init\_TraditionalXmlConfigurations()

private void init\_TraditionalXmlConfigurations() {

 //首先读取web.xml中的config初始参数值

    //如果没有配置就使用默认的DEFAULT\_CONFIGURATION\_PATHS:"struts-default.xml,struts-plugin.xml,struts.xml"，

    //这儿就可以看出为什么默认的配置文件必须取名为这三个名称了

    //如果不想使用默认的名称，直接在web.xml中配置config初始参数即可

    String configPaths = initParams.get("config");

    if (configPaths == null) {

        configPaths = DEFAULT\_CONFIGURATION\_PATHS;

    }

    String[] files = configPaths.split("//s\*[,]//s\*");

    for (String file : files) {

        if (file.endsWith(".xml")) {

            if ("xwork.xml".equals(file)) {

    //XmlConfigurationProvider负责解析xwork.xml

                configurationManager.addConfigurationProvider(new XmlConfigurationProvider(file, false));

            } else {

    //其它xml都是由StrutsXmlConfigurationProvider来解析

                configurationManager.addConfigurationProvider(new StrutsXmlConfigurationProvider(file, false, servletContext));

            }

        } else {

            throw new IllegalArgumentException("Invalid configuration file name");

        }

    }

}

对于其它配置文件只用StrutsXmlConfigurationProvider，此类继承XmlConfigurationProvider，而XmlConfigurationProvider又实现ConfigurationProvider接口。  
类XmlConfigurationProvider负责配置文件的读取和解析，  
首先通过init()中的loadDocuments(configFileName);利用DomHelper中的  
public static Document parse(InputSource inputSource, Map<String, String> dtdMappings) 将configFileName配置文件通过SAX解析方式按照DtdMappings解析成Document对象.  
然后通过Provider的register()方法加载"bean"和"constant"属性,再通过loadPackages()加载package及package中的属性  
addAction()方法负责读取<action>标签，并将数据保存在ActionConfig中；  
addResultTypes()方法负责将<result-type>标签转化为ResultTypeConfig对象；  
loadInterceptors()方法负责将<interceptor>标签转化为InterceptorConfi对象；  
loadInterceptorStack()方法负责将<interceptor-ref>标签转化为InterceptorStackConfig对象；  
loadInterceptorStacks()方法负责将<interceptor-stack>标签转化成InterceptorStackConfig对象。  
而上面的方法最终会被addPackage()方法调用,addPackage又会被Provider的loadPackages()调用，将所读取到的数据汇集到PackageConfig对象中。

protected PackageConfig addPackage(Element packageElement) throws ConfigurationException {

     PackageConfig.Builder newPackage = buildPackageContext(packageElement);

     if (newPackage.isNeedsRefresh()) {

         return newPackage.build();

     }

     // add result types (and default result) to this package

     addResultTypes(newPackage, packageElement);

     // load the interceptors and interceptor stacks for this package

     loadInterceptors(newPackage, packageElement);

     // load the default interceptor reference for this package

     loadDefaultInterceptorRef(newPackage, packageElement);

     // load the default class ref for this package

     loadDefaultClassRef(newPackage, packageElement);

     // load the global result list for this package

     loadGlobalResults(newPackage, packageElement);

     // load the global exception handler list for this package

     loadGobalExceptionMappings(newPackage, packageElement);

     // get actions

     NodeList actionList = packageElement.getElementsByTagName("action");

     for (int i = 0; i < actionList.getLength(); i++) {

         Element actionElement = (Element) actionList.item(i);

         addAction(actionElement, newPackage);

     }

     // load the default action reference for this package

     loadDefaultActionRef(newPackage, packageElement);

     PackageConfig cfg = newPackage.build();

     configuration.addPackageConfig(cfg.getName(), cfg);

     return cfg;

 }

loadConfigurationFiles解析读取xml中的内容

 private List<Document> loadConfigurationFiles(String fileName, Element includeElement) {

   ...

//通过DomHelper调用SAX进行解析xml

doc = DomHelper.parse(in, dtdMappings);

...

   Element rootElement = doc.getDocumentElement();

   NodeList children = rootElement.getChildNodes();

   int childSize = children.getLength();

   for (int i = 0; i < childSize; i++) {

     Node childNode = children.item(i);

     if (childNode instanceof Element) {

       Element child = (Element) childNode;

       final String nodeName = child.getNodeName();

       if ("include".equals(nodeName)) {

         String includeFileName = child.getAttribute("file");

      //解析每个action配置是，对于include文件可以使用通配符\*来进行配置

         //如Struts.xml中可配置成<include file="actions\_\*.xml"/>

         if (includeFileName.indexOf('\*') != -1) {

           ClassPathFinder wildcardFinder = new ClassPathFinder();

           wildcardFinder.setPattern(includeFileName);

           Vector<String> wildcardMatches = wildcardFinder.findMatches();

           for (String match : wildcardMatches) {

       //递归Load子file中的<include/>

             docs.addAll(loadConfigurationFiles(match, child));

           }

         } else {

           docs.addAll(loadConfigurationFiles(includeFileName, child));

         }

       }

     }

   }

   docs.add(doc);

   loadedFileUrls.add(url.toString());

   ...

   return docs;

 }

接下来第三步:init\_LegacyStrutsProperties()  
调用的是调用的是LegacyPropertiesConfigurationProvider  
通过比较前面DefaultPropertiesProvider与调用的是LegacyPropertiesConfigurationProvider.  
发现DefaultPropertiesProvider继承自后者,但重写了register()方法,主要是生成PropertiesSetting的不同,前者是根据org/apache/struts2/default.properties  
后者是根据struts.properties  
我们展开register()中的Settings.getInstance(),最后是调用getDefaultInstance()

1. private static Settings getDefaultInstance() {
2. if (defaultImpl == null) {
3. // Create bootstrap implementation
4. //不带参数的DefaultSettings(),区别与DefaultPropertiesProvider中直接带default.properties参数
5. //不带参数就是默认为struts.propertes,并且加载struts.custom.properties所定义的properties文件
6. defaultImpl = new DefaultSettings();
8. // Create default implementation
9. try {
10. //STRUTS\_CONFIGURATION为:struts.configuration
11. //在struts.proterties中查找struts.configuration的值,这个值必须是org.apache.struts2.config.Configuration接口的实现类
12. //所以我有个困惑就是在下面的转换当中怎么将Configuration转换成Setting类型的...
13. //这一点先放下了,有时间再研究
14. String className = get(StrutsConstants.STRUTS\_CONFIGURATION);
16. if (!className.equals(defaultImpl.getClass().getName())) {
17. try {
18. // singleton instances shouldn't be built accessing request or session-specific context data
19. defaultImpl = (Settings) ObjectFactory.getObjectFactory().buildBean(Thread.currentThread().getContextClassLoader().loadClass(className), null);
20. } catch (Exception e) {
21. LOG.error("Settings: Could not instantiate the struts.configuration object, substituting the default implementation.", e);
22. }
23. }
24. } catch (IllegalArgumentException ex) {
25. // ignore
26. }

在2.1.6中去掉了第四步:init\_ZeroConfiguration();   
第五步是自定义的configProviders

1. private void init\_CustomConfigurationProviders() {
2. //从这里可以看到可以将自定义的Provider定义在web.xml中FilterDispatcher的param中:configProviders
3. String configProvs = initParams.get("configProviders");
4. if (configProvs != null) {
5. String[] classes = configProvs.split("//s\*[,]//s\*");
6. for (String cname : classes) {
7. try {
8. Class cls = ClassLoaderUtils.loadClass(cname, this.getClass());
9. ConfigurationProvider prov = (ConfigurationProvider)cls.newInstance();
10. configurationManager.addConfigurationProvider(prov);
11. }
12. ...
13. }
14. }
15. }

第六步:init\_FilterInitParameters

1. //从这里可以看出struts.properties中的属性不仅可以在struts.xml中以constant形式定义,而且可以在FilterDispatcher的param中定义
2. private void init\_FilterInitParameters() {
3. configurationManager.addConfigurationProvider(new ConfigurationProvider() {
4. public void destroy() {}
5. public void init(Configuration configuration) throws ConfigurationException {}
6. public void loadPackages() throws ConfigurationException {}
7. public boolean needsReload() { return false; }
9. public void register(ContainerBuilder builder, LocatableProperties props) throws ConfigurationException {
10. props.putAll(initParams);//在这里实现滴~
11. }
12. });
13. }

第七步:init\_AliasStandardObjects,使用BeanSelectionProvider  
这是将配置文件中定义的<bean>与实际的类相映射,就是注入bean的依赖关系,这部分以后有时候再研究Container  
   
接下来是看怎样调用这些ConfigurationProviders  
展开init\_PreloadConfiguration()

1. private Container init\_PreloadConfiguration() {
2. Configuration config = configurationManager.getConfiguration();
3. Container container = config.getContainer();
5. boolean reloadi18n = Boolean.valueOf(container.getInstance(String.class, StrutsConstants.STRUTS\_I18N\_RELOAD));
6. LocalizedTextUtil.setReloadBundles(reloadi18n);
8. return container;
9. }
10. //再看getConfiguration()
11. public synchronized Configuration getConfiguration() {
12. if (configuration == null) {
13. setConfiguration(new DefaultConfiguration(defaultFrameworkBeanName));
14. try {
15. //重点就是这个reloadContainer
16. configuration.reloadContainer(getContainerProviders());
17. } catch (ConfigurationException e) {
18. setConfiguration(null);
19. throw new ConfigurationException("Unable to load configuration.", e);
20. }
21. } else {
22. conditionalReload();
23. }
25. return configuration;
26. }

展开DefaultConfiguration中的reloadContainer

1. public synchronized List<PackageProvider> reloadContainer(List<ContainerProvider> providers) throws ConfigurationException {
2. packageContexts.clear();
3. loadedFileNames.clear();
4. List<PackageProvider> packageProviders = new ArrayList<PackageProvider>();
6. //Struts2(xwork2)用Container来完成依赖注入的功能
7. //首先初始化一个ContainerBuilder,再由builder来保存接口与实现类或工厂类的对应关系
8. //然后通过builder.create(boolean)方法产生container
9. //由container.getInstance(Class);就可以得到接口的实现实例了
10. //这一部分比较复杂,后面研究完成了,会单独拿出来讲,这里先弄清楚Xwork依赖注入的实现步骤就可以了
11. ContainerProperties props = new ContainerProperties();
12. ContainerBuilder builder = new ContainerBuilder();
13. for (final ContainerProvider containerProvider : providers)
14. {
15. //循环调用ConfigurationProvider的init和register方法,明白了吧,在这里统一循环调用
16. containerProvider.init(this);
17. containerProvider.register(builder, props);
18. }
19. props.setConstants(builder);
20. //注入依赖关系,在这里并不产生实例
21. builder.factory(Configuration.class, new Factory<Configuration>() {
22. public Configuration create(Context context) throws Exception {
23. return DefaultConfiguration.this;
24. }
25. });
27. ActionContext oldContext = ActionContext.getContext();
28. try {
29. // Set the bootstrap container for the purposes of factory creation
30. Container bootstrap = createBootstrapContainer();
31. setContext(bootstrap);
32. //create已经注入依赖关系的Container
33. container = builder.create(false);
34. setContext(container);
35. objectFactory = container.getInstance(ObjectFactory.class);
37. // Process the configuration providers first
38. for (final ContainerProvider containerProvider : providers)
39. {
40. if (containerProvider instanceof PackageProvider) {
41. container.inject(containerProvider);
42. //调用PackageProvider的loadPackages()方法,这里主要是针对XmlConfigurationProvider和StrutsXmlConfigurationProvider
43. ((PackageProvider)containerProvider).loadPackages();
44. packageProviders.add((PackageProvider)containerProvider);
45. }
46. }
48. // Then process any package providers from the plugins
49. Set<String> packageProviderNames = container.getInstanceNames(PackageProvider.class);
50. if (packageProviderNames != null) {
51. for (String name : packageProviderNames) {
52. PackageProvider provider = container.getInstance(PackageProvider.class, name);
53. provider.init(this);
54. provider.loadPackages();
55. packageProviders.add(provider);
56. }
57. }
59. rebuildRuntimeConfiguration();
60. } finally {
61. if (oldContext == null) {
62. ActionContext.setContext(null);
63. }
64. }
65. return packageProviders;
66. }

[**Struts2源码阅读(五)\_FilterDispatcher核心控制器**](http://blog.csdn.net/wl_ldy/article/details/5948992)

Dispatcher已经在之前讲过，这就好办了。FilterDispatcher是Struts2的核心控制器，首先看一下init()方法。

1. public void init(FilterConfig filterConfig) throws ServletException {
2. try {
3. this.filterConfig = filterConfig;
4. initLogging();
5. //创建dispatcher,前面都已经讲过啰
6. dispatcher = createDispatcher(filterConfig);
7. dispatcher.init();
8. //注入将FilterDispatcher中的变量通过container注入,如下面的staticResourceLoader
9. dispatcher.getContainer().inject(this);
10. //StaticContentLoader在BeanSelectionProvider中已经被注入了依赖关系:DefaultStaticContentLoader
11. //可以在struts-default.xml中的<bean>可以找到
12. staticResourceLoader.setHostConfig(new FilterHostConfig(filterConfig));
13. } finally {
14. ActionContext.setContext(null);
15. }
16. }
17. //下面来看DefaultStaticContentLoader的setHostConfig
18. public void setHostConfig(HostConfig filterConfig) {
19. //读取初始参数pakages，调用parse()，解析成类似/org/apache/struts2/static,/template的数组
20. String param = filterConfig.getInitParameter("packages");
21. //"org.apache.struts2.static template org.apache.struts2.interceptor.debugging static"
22. String packages = getAdditionalPackages();
23. if (param != null) {
24. packages = param + " " + packages;
25. }
26. this.pathPrefixes = parse(packages);
27. initLogging(filterConfig);
28. }

现在回去doFilter的方法,每当有一个Request,都会调用这些Filters的doFilter方法

1. public void doFilter(ServletRequest req, ServletResponse res, FilterChain chain) throws IOException, ServletException {
3. HttpServletRequest request = (HttpServletRequest) req;
4. HttpServletResponse response = (HttpServletResponse) res;
5. ServletContext servletContext = getServletContext();
7. String timerKey = "FilterDispatcher\_doFilter: ";
8. try {
10. // FIXME: this should be refactored better to not duplicate work with the action invocation
11. //先看看ValueStackFactory所注入的实现类OgnlValueStackFactory
12. //new OgnlValueStack
13. ValueStack stack = dispatcher.getContainer().getInstance(ValueStackFactory.class).createValueStack();
14. ActionContext ctx = new ActionContext(stack.getContext());
15. ActionContext.setContext(ctx);
17. UtilTimerStack.push(timerKey);
19. //如果是multipart/form-data就用MultiPartRequestWrapper进行包装
20. //MultiPartRequestWrapper是StrutsRequestWrapper的子类，两者都是HttpServletRequest实现
21. //此时在MultiPartRequestWrapper中就会把Files给解析出来,用于文件上传
22. //所有request都会StrutsRequestWrapper进行包装,StrutsRequestWrapper是可以访问ValueStack
23. //下面是参见Dispatcher的wrapRequest
24. // String content\_type = request.getContentType();
25. //if(content\_type!= null&&content\_type.indexOf("multipart/form-data")!=-1){
26. //MultiPartRequest multi =getContainer().getInstance(MultiPartRequest.class);
27. //request =new MultiPartRequestWrapper(multi,request,getSaveDir(servletContext));
28. //} else {
29. //     request = new StrutsRequestWrapper(request);
30. // }
32. request = prepareDispatcherAndWrapRequest(request, response);
33. ActionMapping mapping;
34. try {
35. //根据url取得对应的Action的配置信息
36. //看一下注入的DefaultActionMapper的getMapping()方法.Action的配置信息存储在 ActionMapping对象中
37. mapping = actionMapper.getMapping(request, dispatcher.getConfigurationManager());
38. } catch (Exception ex) {
39. log.error("error getting ActionMapping", ex);
40. dispatcher.sendError(request, response, servletContext, HttpServletResponse.SC\_INTERNAL\_SERVER\_ERROR, ex);
41. return;
42. }
44. //如果找不到对应的action配置，则直接返回。比如你输入\*\*\*.jsp等等
45. //这儿有个例外，就是如果path是以“/struts”开头，则到初始参数packages配置的包路径去查找对应的静态资源并输出到页面流中，当然.class文件除外。如果再没有则跳转到404
46. if (mapping == null) {
47. // there is no action in this request, should we look for a static resource?
48. String resourcePath = RequestUtils.getServletPath(request);
50. if ("".equals(resourcePath) && null != request.getPathInfo()) {
51. resourcePath = request.getPathInfo();
52. }
54. if (staticResourceLoader.canHandle(resourcePath)) {
55. // 在 DefaultStaticContentLoader 中:return serveStatic && (resourcePath.startsWith("/struts") || resourcePath.startsWith("/static"));
56. staticResourceLoader.findStaticResource(resourcePath, request, response);
57. } else {
58. // this is a normal request, let it pass through
59. chain.doFilter(request, response);
60. }
61. // The framework did its job here
62. return;
63. }
64. //正式开始Action的方法
65. dispatcher.serviceAction(request, response, servletContext, mapping);
67. } finally {
68. try {
69. ActionContextCleanUp.cleanUp(req);
70. } finally {
71. UtilTimerStack.pop(timerKey);
72. }
73. }
74. }
75. //下面是ActionMapper接口的实现类 DefaultActionMapper的getMapping()方法的源代码:
76. public ActionMapping getMapping(HttpServletRequest request,
77. ConfigurationManager configManager) {
78. ActionMapping mapping = new ActionMapping();
79. String uri = getUri(request);//得到请求路径的URI，如：testAtcion.action或testAction.do

82. int indexOfSemicolon = uri.indexOf(";");//修正url的带;jsessionid 时找不到而且的bug
83. uri = (indexOfSemicolon > -1) ? uri.substring(0, indexOfSemicolon) : uri;
85. uri = dropExtension(uri, mapping);//删除扩展名，默认扩展名为action
86. if (uri == null) {
87. return null;
88. }
90. parseNameAndNamespace(uri, mapping, configManager);//匹配Action的name和namespace
92. handleSpecialParameters(request, mapping);//去掉重复参数
94. //如果Action的name没有解析出来，直接返回
95. if (mapping.getName() == null) {
96. returnnull;
97. }
98. //下面处理形如testAction!method格式的请求路径
99. if (allowDynamicMethodCalls) {
100. // handle "name!method" convention.
101. String name = mapping.getName();
102. int exclamation = name.lastIndexOf("!");//!是Action名称和方法名的分隔符
103. if (exclamation != -1) {
104. mapping.setName(name.substring(0, exclamation));//提取左边为name
105. mapping.setMethod(name.substring(exclamation + 1));//提取右边的method
106. }
107. }
109. return mapping;
110. }

从代码中看出，getMapping()方法返回ActionMapping类型的对象，该对象包含三个参数：Action的name、namespace和要调用的方法method。  
　 　如果getMapping()方法返回ActionMapping对象为null，则FilterDispatcher认为用户请求不是Action， 自然另当别论，FilterDispatcher会做一件非常有意思的事：如果请求以/struts开头，会自动查找在web.xml文件中配置的 packages初始化参数，就像下面这样:

1. <filter>
2. <filter-name>struts2</filter-name>
3. <filter-class>
4. org.apache.struts2.dispatcher.FilterDispatcher
5. </filter-class>
6. <init-param>
7. <param-name>packages</param-name>
8. <param-value>com.lizanhong.action</param-value>
9. </init-param>
10. </filter>

FilterDispatcher会将com.lizanhong.action包下的文件当作静态资源处理，即直接在页面上显示文件内容，不过会 忽略扩展名为class的文件。比如在com.lizanhong.action包下有一个aaa.txt的文本文件，其内容为“中华人民共和国”，访问 <http://localhost:8081/Struts2Demo/struts/aaa.txt>时会输出txt中的内容  
   FilterDispatcher.findStaticResource()方法

1. protectedvoid findStaticResource(String name, HttpServletRequest request, HttpServletResponse response) throws IOException {
2. if (!name.endsWith(".class")) {//忽略class文件
3. //遍历packages参数
4. for (String pathPrefix : pathPrefixes) {
5. InputStream is = findInputStream(name, pathPrefix);//读取请求文件流
6. if (is != null) {
7. ...
8. // set the content-type header
9. String contentType = getContentType(name);//读取内容类型
10. if (contentType != null) {
11. response.setContentType(contentType);//重新设置内容类型
12. }
13. ...
14. try {
15. //将读取到的文件流以每次复制4096个字节的方式循环输出
16. copy(is, response.getOutputStream());
17. } finally {
18. is.close();
19. }
20. return;
21. }
22. }
23. }
24. }

如果用户请求的资源不是以/struts开头——可能是.jsp文件，也可能是.html文件，则通过过滤器链继续往下传送，直到到达请求的资源为止。  
如 果getMapping()方法返回有效的ActionMapping对象，则被认为正在请求某个Action，将调用 Dispatcher.serviceAction(request, response, servletContext, mapping)方法，该方法是处理Action的关键所在。  
下面就来看serviceAction,这又回到全局变量dispatcher中了

1. //Load Action class for mapping and invoke the appropriate Action method, or go directly to the Result.
2. public void serviceAction(HttpServletRequest request, HttpServletResponse response, ServletContext context,
3. ActionMapping mapping) throws ServletException {
4. //createContextMap方法主要把Application、Session、Request的key value值拷贝到Map中
5. Map<String, Object> extraContext = createContextMap(request, response, mapping, context);
7. // If there was a previous value stack, then create a new copy and pass it in to be used by the new Action
8. ValueStack stack = (ValueStack) request.getAttribute(ServletActionContext.STRUTS\_VALUESTACK\_KEY);
9. boolean nullStack = stack == null;
10. if (nullStack) {
11. ActionContext ctx = ActionContext.getContext();
12. if (ctx != null) {
13. stack = ctx.getValueStack();
14. }
15. }
16. if (stack != null) {
17. extraContext.put(ActionContext.VALUE\_STACK, valueStackFactory.createValueStack(stack));
18. }
20. String timerKey = "Handling request from Dispatcher";
21. try {
22. UtilTimerStack.push(timerKey);
23. String namespace = mapping.getNamespace();
24. String name = mapping.getName();
25. String method = mapping.getMethod();
27. Configuration config = configurationManager.getConfiguration();
28. //创建一个Action的代理对象，ActionProxyFactory是创建ActionProxy的工厂
29. //参考实现类:DefaultActionProxy和DefaultActionProxyFactory
30. ActionProxy proxy = config.getContainer().getInstance(ActionProxyFactory.class).createActionProxy(
31. namespace, name, method, extraContext, true, false);
33. request.setAttribute(ServletActionContext.STRUTS\_VALUESTACK\_KEY, proxy.getInvocation().getStack());
35. // if the ActionMapping says to go straight to a result, do it!
36. //如果是Result,则直接转向,关于Result,ActionProxy,ActionInvocation下一讲中再分析
37. if (mapping.getResult() != null) {
38. Result result = mapping.getResult();
39. result.execute(proxy.getInvocation());
40. } else {
41. //执行Action
42. proxy.execute();
43. }
45. // If there was a previous value stack then set it back onto the request
46. if (!nullStack) {
47. request.setAttribute(ServletActionContext.STRUTS\_VALUESTACK\_KEY, stack);
48. }
49. } catch (ConfigurationException e) {
50. // WW-2874 Only log error if in devMode
51. if(devMode) {
52. LOG.error("Could not find action or result", e);
53. }
54. else {
55. LOG.warn("Could not find action or result", e);
56. }
57. sendError(request, response, context, HttpServletResponse.SC\_NOT\_FOUND, e);
58. } catch (Exception e) {
59. sendError(request, response, context, HttpServletResponse.SC\_INTERNAL\_SERVER\_ERROR, e);
60. } finally {
61. UtilTimerStack.pop(timerKey);
62. }
63. }

### [Struts2源码阅读(六)\_ActionProxy&ActionInvocation](http://blog.csdn.net/wl_ldy/article/details/5949006)

下面开始讲一下主菜ActionProxy了.在这之前最好先去了解一下动态Proxy的基本知识.  
ActionProxy是Action 的一个代理类，也就是说Action的调用是通过ActionProxy实现的，其实就是调用了ActionProxy.execute()方法，而该方 法又调用了ActionInvocation.invoke()方法。归根到底，最后调用的是 DefaultActionInvocation.invokeAction()方法。  
DefaultActionInvocation()->init()->createAction()。   
最 后通过调用 ActionProxy.exute()-->ActionInvocation.invoke()-->Intercepter.intercept()-->ActionInvocation.invokeActionOnly()-->invokeAction()  
这里的步骤是先由ActionProxyFactory创建ActionInvocation和ActionProxy.

1. public ActionProxy createActionProxy(String namespace, String actionName, String methodName, Map<String, Object> extraContext, boolean executeResult, boolean cleanupContext) {
3. ActionInvocation inv = new DefaultActionInvocation(extraContext, true);
4. container.inject(inv);
5. return createActionProxy(inv, namespace, actionName, methodName, executeResult, cleanupContext);
6. }

 下面先看DefaultActionInvocation的init方法

1. public void init(ActionProxy proxy) {
2. this.proxy = proxy;
3. Map<String, Object> contextMap = createContextMap();
5. // Setting this so that other classes, like object factories, can use the ActionProxy and other
6. // contextual information to operate
7. ActionContext actionContext = ActionContext.getContext();
9. if (actionContext != null) {
10. actionContext.setActionInvocation(this);
11. }
12. //创建Action,struts2中每一个Request都会创建一个新的Action
13. createAction(contextMap);
15. if (pushAction) {
16. stack.push(action);
17. contextMap.put("action", action);
18. }
20. invocationContext = new ActionContext(contextMap);
21. invocationContext.setName(proxy.getActionName());
23. // get a new List so we don't get problems with the iterator if someone changes the list
24. List<InterceptorMapping> interceptorList = new ArrayList<InterceptorMapping>(proxy.getConfig().getInterceptors());
25. interceptors = interceptorList.iterator();
26. }
28. protected void createAction(Map<String, Object> contextMap) {
29. // load action
30. String timerKey = "actionCreate: " + proxy.getActionName();
31. try {
32. UtilTimerStack.push(timerKey);
33. //默认为SpringObjectFactory:struts.objectFactory=spring.这里非常巧妙,在struts.properties中可以重写这个属性
34. //在前面BeanSelectionProvider中通过配置文件为ObjectFactory设置实现类
35. //这里以Spring为例,这里会调到SpringObjectFactory的buildBean方法,可以通过ApplicationContext的getBean()方法得到Spring的Bean
36. action = objectFactory.buildAction(proxy.getActionName(), proxy.getNamespace(), proxy.getConfig(), contextMap);
37. } catch (InstantiationException e) {
38. throw new XWorkException("Unable to intantiate Action!", e, proxy.getConfig());
39. } catch (IllegalAccessException e) {
40. throw new XWorkException("Illegal access to constructor, is it public?", e, proxy.getConfig());
41. } catch (Exception e) {
42. ...
43. } finally {
44. UtilTimerStack.pop(timerKey);
45. }
47. if (actionEventListener != null) {
48. action = actionEventListener.prepare(action, stack);
49. }
50. }
51. //SpringObjectFactory
52. public Object buildBean(String beanName, Map<String, Object> extraContext, boolean injectInternal) throws Exception {
53. Object o = null;
54. try {
55. //SpringObjectFactory会通过web.xml中的context-param:contextConfigLocation自动注入ClassPathXmlApplicationContext
56. o = appContext.getBean(beanName);
57. } catch (NoSuchBeanDefinitionException e) {
58. Class beanClazz = getClassInstance(beanName);
59. o = buildBean(beanClazz, extraContext);
60. }
61. if (injectInternal) {
62. injectInternalBeans(o);
63. }
64. return o;
65. }
66. //接下来看看DefaultActionInvocation 的invoke方法
67. public String invoke() throws Exception {
68. String profileKey = "invoke: ";
69. try {
70. UtilTimerStack.push(profileKey);
72. if (executed) {
73. throw new IllegalStateException("Action has already executed");
74. }
75. //递归执行interceptor
76. if (interceptors.hasNext()) {
77. //interceptors是InterceptorMapping实际上是像一个像FilterChain一样的Interceptor链
78. //通过调用Invocation.invoke()实现递归牡循环
79. final InterceptorMapping interceptor = (InterceptorMapping) interceptors.next();
80. String interceptorMsg = "interceptor: " + interceptor.getName();
81. UtilTimerStack.push(interceptorMsg);
82. try {
83. //在每个Interceptor的方法中都会return invocation.invoke()
84. resultCode = interceptor.getInterceptor().intercept(DefaultActionInvocation.this);
85. }
86. finally {
87. UtilTimerStack.pop(interceptorMsg);
88. }
89. } else {
90. //当所有interceptor都执行完,最后执行Action,invokeActionOnly会调用invokeAction()方法
91. resultCode = invokeActionOnly();
92. }
94. // this is needed because the result will be executed, then control will return to the Interceptor, which will
95. // return above and flow through again
96. //在Result返回之前调用preResultListeners
97. //通过executed控制,只执行一次
98. if (!executed) {
99. if (preResultListeners != null) {
100. for (Object preResultListener : preResultListeners) {
101. PreResultListener listener = (PreResultListener) preResultListener;
103. String \_profileKey = "preResultListener: ";
104. try {
105. UtilTimerStack.push(\_profileKey);
106. listener.beforeResult(this, resultCode);
107. }
108. finally {
109. UtilTimerStack.pop(\_profileKey);
110. }
111. }
112. }
114. // now execute the result, if we're supposed to
115. //执行Result
116. if (proxy.getExecuteResult()) {
117. executeResult();
118. }
120. executed = true;
121. }
123. return resultCode;
124. }
125. finally {
126. UtilTimerStack.pop(profileKey);
127. }
128. }
130. //invokeAction
131. protected String invokeAction(Object action,ActionConfig actionConfig)throws Exception{
132. String methodName = proxy.getMethod();
134. String timerKey = "invokeAction: " + proxy.getActionName();
135. try {
136. UtilTimerStack.push(timerKey);
138. boolean methodCalled = false;
139. Object methodResult = null;
140. Method method = null;
141. try {
142. //java反射机制得到要执行的方法
143. method = getAction().getClass().getMethod(methodName, new Class[0]);
144. } catch (NoSuchMethodException e) {
145. // hmm -- OK, try doXxx instead
146. //如果没有对应的方法，则使用do+Xxxx来再次获得方法
147. try {
148. String altMethodName = "do" + methodName.substring(0, 1).toUpperCase() + methodName.substring(1);
149. method = getAction().getClass().getMethod(altMethodName, new Class[0]);
150. } catch (NoSuchMethodException e1) {
151. // well, give the unknown handler a shot
152. if (unknownHandlerManager.hasUnknownHandlers()) {
153. try {
154. methodResult = unknownHandlerManager.handleUnknownMethod(action, methodName);
155. methodCalled = true;
156. } catch (NoSuchMethodException e2) {
157. // throw the original one
158. throw e;
159. }
160. } else {
161. throw e;
162. }
163. }
164. }
165. //执行Method
166. if (!methodCalled) {
167. methodResult = method.invoke(action, new Object[0]);
168. }
169. //从这里可以看出可以Action的方法可以返回String去匹配Result,也可以直接返回Result类
170. if (methodResult instanceof Result) {
171. this.explicitResult = (Result) methodResult;
173. // Wire the result automatically
174. container.inject(explicitResult);
175. return null;
176. } else {
177. return (String) methodResult;
178. }
179. } catch (NoSuchMethodException e) {
180. throw new IllegalArgumentException("The " + methodName + "() is not defined in action " + getAction().getClass() + "");
181. } catch (InvocationTargetException e) {
182. // We try to return the source exception.
183. Throwable t = e.getTargetException();
185. if (actionEventListener != null) {
186. String result = actionEventListener.handleException(t, getStack());
187. if (result != null) {
188. return result;
189. }
190. }
191. if (t instanceof Exception) {
192. throw (Exception) t;
193. } else {
194. throw e;
195. }
196. } finally {
197. UtilTimerStack.pop(timerKey);
198. }
199. }

action执行完了，还要根据ResultConfig返回到view，也就是在invoke方法中调用executeResult方法。

1. private void executeResult() throws Exception {
2. //根据ResultConfig创建Result
3. result = createResult();
5. String timerKey = "executeResult: " + getResultCode();
6. try {
7. UtilTimerStack.push(timerKey);
8. if (result != null) {
9. //开始执行Result,
10. //可以参考Result的实现，如用了比较多的ServletDispatcherResult,ServletActionRedirectResult,ServletRedirectResult
11. result.execute(this);
12. } else if (resultCode != null && !Action.NONE.equals(resultCode)) {
13. throw new ConfigurationException("No result defined for action " + getAction().getClass().getName()
14. + " and result " + getResultCode(), proxy.getConfig());
15. } else {
16. if (LOG.isDebugEnabled()) {
17. LOG.debug("No result returned for action " + getAction().getClass().getName() + " at " + proxy.getConfig().getLocation());
18. }
19. }
20. } finally {
21. UtilTimerStack.pop(timerKey);
22. }
23. }
25. public Result createResult() throws Exception {
26. //如果Action中直接返回的Result类型,在invokeAction()保存在explicitResult
27. if (explicitResult != null) {
28. Result ret = explicitResult;
29. explicitResult = null;
31. return ret;
32. }
33. //返回的是String则从config中得到当前Action的Results列表
34. ActionConfig config = proxy.getConfig();
35. Map<String, ResultConfig> results = config.getResults();
37. ResultConfig resultConfig = null;
39. synchronized (config) {
40. try {
41. //通过返回的String来匹配resultConfig
42. resultConfig = results.get(resultCode);
43. } catch (NullPointerException e) {
44. // swallow
45. }
46. if (resultConfig == null) {
47. // If no result is found for the given resultCode, try to get a wildcard '\*' match.
48. //如果找不到对应name的ResultConfig，则使用name为\*的Result
49. //说明可以用\*通配所有的Result
50. resultConfig = results.get("\*");
51. }
52. }
54. if (resultConfig != null) {
55. try {
56. //创建Result
57. return objectFactory.buildResult(resultConfig, invocationContext.getContextMap());
58. } catch (Exception e) {
59. LOG.error("There was an exception while instantiating the result of type " + resultConfig.getClassName(), e);
60. throw new XWorkException(e, resultConfig);
61. }
62. } else if (resultCode != null && !Action.NONE.equals(resultCode) && unknownHandlerManager.hasUnknownHandlers()) {
63. return unknownHandlerManager.handleUnknownResult(invocationContext, proxy.getActionName(), proxy.getConfig(), resultCode);
64. }
65. return null;
66. }
68. public Result buildResult(ResultConfig resultConfig, Map<String, Object> extraContext) throws Exception {
69. String resultClassName = resultConfig.getClassName();
70. Result result = null;
72. if (resultClassName != null) {
73. //buildBean中会用反射机制Class.newInstance来创建bean
74. result = (Result) buildBean(resultClassName, extraContext);
75. Map<String, String> params = resultConfig.getParams();
76. if (params != null) {
77. for (Map.Entry<String, String> paramEntry : params.entrySet()) {
78. try {
79. //reflectionProvider参见OgnlReflectionProvider；
80. //resultConfig.getParams()就是result配置文件里所配置的参数<param></param>
81. //setProperties方法最终调用的是Ognl类的setValue方法
82. //这句其实就是把param名值设置到根对象result上
83. reflectionProvider.setProperty(paramEntry.getKey(), paramEntry.getValue(), result, extraContext, true);
84. } catch (ReflectionException ex) {
85. if (LOG.isErrorEnabled())
86. LOG.error("Unable to set parameter [#0] in result of type [#1]", ex,
87. paramEntry.getKey(), resultConfig.getClassName());
88. if (result instanceof ReflectionExceptionHandler) {
89. ((ReflectionExceptionHandler) result).handle(ex);
90. }
91. }
92. }
93. }
94. }
96. return result;
97. }

最后看一张在网上看到的一个调用流程图作为参考：
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ActionMapper Interface:

提供HTTP请求和action行为之间的映射关糸。当给的request，如果没有调用action时，ActionMapper返回值 为NULL时，否则返回一个描绘action行为的ActionMapper。