Bem-vindo, meu nome é Flávio Almeida (twitter @flaviohalmeida) e muito provavelmente já nos encontramos em outros treinamentos aqui do Alura.

**Conhecendo um pouco da nossa aplicação**

Tenho aqui o projeto deste curso completo. Este projeto se chama **Alurapic**, um sistema de gerenciamento de imagens, permitindo que o usuário cadastre fotos e busque por aquelas que seguem determinado critério.

![Preview da aplicação 1](data:image/png;base64,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)

Tenho certeza que se eu lhe mostrasse esta aplicação fora do contexto desse treinamento, você ficaria pensando qual tecnologia foi utilizada na sua construção, mas como estamos em um treinamento de Vue.js, você já sabe a resposta.

**Apresentando o Vue.js**

Vue.js é um framework para criação de componentes reutilizáveis, inclusive para criação de Single Page Applications, aquele tipo de aplicação que nunca recarrega durante seu uso. Um dos pontos de destaque desse framework é seu core minimalista de aproximadamente 17kb e a utilização de DOM virtual para realizar transformações no DOM, sem falar que o desenvolvedor não precisa se preocupar em aplicar técnicas para otimizar sua aplicação e, quando houver necessidade, ela será mínima.

Digamos que o Vue.js incorpora muitos dos conceitos do Angular 1.X da Google ao mesmo tempo que adota a estratégia de virtual DOM do React do Facebook tentando acompanhar a facilidade de uso do primeiro e a performance do segundo.

**Exercício obrigatório**

Agora que você já tem uma visão geral do nosso projeto, faça o [primeiro exercício obrigatório deste capítulo](https://cursos.alura.com.br/course/vue/task/23201). Lá você terá instruções de como configurar a infraestrutura mínima em seu computador pessoal para poder realizar este curso, inclusive orientações de qual editor utilizar.

Espero que sua experiência seja tão excepcional quanto a minha durante o tempo de elaboração deste treinamento. Um abraço do Flávio Almeida e bom estudo.

**Olá! Este curso esta dividido em dois módulos para melhorar sua experiência. O primeiro é este que você esta assistindo. Quando terminar todo o curso, você poderá cursar o segundo módulo com assuntos que não foram abordados aqui, completando assim sua jornada em Vue.js. Um abraço do Flávio Almeida! (twitter @flaviohalmeida).**

Para poder desenvolver de maneira profissional utilizando Vue, você precisa da plataforma Node.js instalada. O [Node.js](https://nodejs.org/" \t "_blank) é um ambiente JavaScript multiplataforma disponível para Linux, Mac e Windows. Para instalá-lo, siga as instruções abaixo referentes a sua plataforma:

**Versão do Node.js**

É necessário no mínimo o Node.js em sua versão 6.X. Se você não é um desenvolvedor experiente com solução de problemas, evite instalar versões ímpares do Node.js, pois não são LTS ([long term support](https://pt.wikipedia.org/wiki/Suporte_de_longo_prazo" \t "_blank))!

**Caso você já tenha o Node instalado**

Se você já tem o Node instalado em sua máquina, verifique se ele está pelo menos na versão **6.X** através do comando node -v no seu terminal, pois precisamos de uma versão atualizada do mesmo para que não ocorra erros na sua máquina durante o projeto.

**Instalação Node.js no Linux (Ubuntu)**

No Ubuntu, através do terminal (permissão de administrador necessária) execute o comando abaixo:

sudo apt-get install -y nodejs

**ATENÇÃO:** em algumas distribuições Linux, pode haver um conflito de nomes quando o Node é instalado pelo apt-get. Neste caso específico, no lugar do binário ser node, ele passa a se chamar **nodejs**. Isso gera problemas, pois a instrução **npm start** não funcionará, pois ela procura o binário node e não nodejs. Para resolver no Ubuntu

sudo ln -s /usr/bin/nodejs /usr/bin/node depois o comando npm start funcionará conforme esperado.

É uma pena haver essa discrepância, mas fica aqui essa dica!

**Instalação Node.js no Windows**

Baixe o instalador clicando no grande botão install, diretamente da página do [Node.js](https://nodejs.org/" \t "_blank). Durante a instalação, você apenas clicará nos botões para continuar o assistente. Não troque a pasta padrão do Node.js durante a instalação, a não ser que você saiba exatamente o que está fazendo.

**Instalação Node.js no MAC**

O [homebrew](http://brew.sh/" \t "_blank) é a maneira mais recomendada para instalar o Node.js em sua máquina, através do comando:

brew update

brew install node

Não usa homebrew? Sem problema, baixe o instalador clicando no grande botão install, diretamente da página do [Node.js](http://brew.sh/" \t "_blank).

**Editor recomendado: Visual Studio Code (Gratuito)**

Recomendo extremamente o uso do Visual Studio Code (VSCode) um editor gratuito criado pela Microsoft disponível claro, para Windows, Linux e MAC. É esse que utilizarei ao longo do treinamento.

Você pode baixá-lo no endereço [https://code.visualstudio.com/download](https://code.visualstudio.com/download" \t "_blank).

Se você utiliza IDE's como Eclipse ou NetBeans, sugiro abandonar essas IDE's pois você encontrará problemas desde acentuação até mensagens de erros falso positivo. Caso você insista no uso delas, faça primeiro o curso usando o editor indicado e depois utilize sua IDE. Isso evitará que você poste no fórum dúvidas a respeito desses editores que não aconselho utilizar na parte de front-end.

Caso você não queria usar o Visual Studio, pode utilizar outros editores como Atom ou Sublime3. Contudo, sugiro fortemente o Visual Studio Code para que você tenha uma paridade visual comigo ao longo do curso.

**Sintaxe colorida (sintaxe highlight) com Visual Studio Code e Vue**

Caso seu VSCode não esteja com marcação de cores, recomenda-se instalar para melhor visualização de arquivos .vue. Com o VSCODE aberto vá até o menu **views -> extension**:
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Isso fará com que o campo de busca de extensões seja exibido. Digite **vue** e escolha a opção **vue** do Liujim-jim como demonstrado na imagem abaixo:
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Depois de instalar, basta reiniciar o VSCODE para que a extensão seja carregada.

Vamos dar início ao nosso projeto. No entanto, "dar início" a um projeto pode ser algo um tanto demorado e complicado. Precisamos baixar os scripts que serão usados, decidir a estrutura de pastas e até configurar um servidor web. Imagine fazer todo esse processo antes de escrevermos sequer uma linha de código da nossa aplicação!

## Automatizando a construção do projeto com Vue CLI

A boa notícia é que o Vue possui um CLI (command line interface) que nada mais é do que uma ferramenta que automatiza a construção da infraestrutura do projeto. Mas de onde baixaremos o CLI do Vue? Acessaremos algum site? Com certeza não, aliás, baixar dependências de sites é uma prática cada vez mais extinta no mundo front-end. Utilizaremos o gerenciador de pacotes do Node.js, o **npm**, para baixar o Vue CLI, inclusive todas as dependências da aplicação.

Agora você deve estar entendendo o motivo pelo qual o Node.js é pré-requisito obrigatório para desenvolver em Vue, no entanto essa obrigatoriedade existe apenas em ambiente de desenvolvimento. Quando terminamos uma aplicação, o uso do Node.js não é necessário, pois cabe ao desenvolvedor escolher qual servidor utilizar para hospedá-la, seja ele um servidor Php, Java, .Net entre outros. E claro, nada o impede de querer usar o Node.js como servidor da sua aplicação.

## Considerações sobre terminal/prompt de comando

Para utilizarmos o Vue CLI, é necessário um mínimo de traquejo no terminal (Linux/Mac) ou no prompt de comando (Windows) do seu sistema operacional. Não é exclusividade do Vue CLI ser utilizado através do terminal, e um conhecimento básico o ajudará bastante ao longo deste curso e dos demais da Alura que dependem do terminal. Bom, vamos começar os trabalhos.

## Instalando o CLI do Vue

Através do terminal e com o Node.js devidamente instalado, vamos instalar o Vue CLI através de um comando do npm. Mas atenção, é necessário ter privilégio de administrador para que o comando funcione corretamente. Dependendo de como seu sistema operacional esta configurado, talvez não seja necessário. Mas se houver algum problema durante a instalação você já sabe qual a possível causa.

No terminal (ou prompt de comando, Se você usa Windows), vamos executar o seguinte comando:

npm install -g vue-cli@2.7.0

Estamos instalando Vue CLI globalmente através do parâmetro -g para que possamos acessar o CLI de qualquer pasta através do terminal. Dentro de instantes tudo será baixado. Assim que a instalação terminar, vamos chamar o CLI e solicitar que seja impresso no console sua versão para sabermos se a instalação foi realizada com sucesso:

vue --version

Como instalamos a versão 2.7.0, será essa versão impressa no console. Aliás, peço que usem a mesma versão que estou usando neste treinamento. Ela já foi homologada por mim. É comum o aluno querer atualizar para a versão mais nova, um desejo justo. No entanto, novas versões podem causar bugs que podem atrapalhar o processo de aprendizagem do aluno. Sendo assim, depois que concluir o projeto e tudo estiver funcionando, se quiser atualizar para a versão mais nova e um erro acontecer, você saberá que o erro é da versão mais nova (bug, incompatibilidade) e não do seu código.

Excelente, agora que cliente de linha de comando esta instalado, podemos gerar nosso projeto.

## Novo projeto a partir de um template

Através do terminal, vou até a minha área de trabalho (Desktop) para em seguida e gerar o projeto alurapic através do comando:

vue init webpack-simple alurapic

Algumas perguntas serão feitas (nome do projeto, autor, versão) e podemos teclar ENTER para todas elas tranquilamente para adotarmos valores padrões. O exemplo acima usa como template o webpack-simple. Há outros templates mais simples e mais sofisticados, no entanto, este template é mais do que suficiente para o escopo da nossa aplicação.

O resultado do comando criará a pasta alurapic, no entanto, temos apenas a estrutura do projeto e uma lista de todas as suas dependências. Essas dependências não são baixadas automaticamente na construção do projeto. Precisamos entrar na pasta alurapic ainda no terminal e executarmos o comando:

npm install

Este comando baixará todas as dependências listadas no arquivo alurapic/package.json. Entenda esse arquivo como um catálogo de todos os recursos que nosso projeto precisa para funcionar. Aliás, como você já deve ter inferido, quem criou esse package.json automaticamente para nós foi o CLI.

## Levantando um servidor e acessando a aplicação

Quando todas as dependências forem baixadas, já podemos subir nossa aplicação através do comando:

npm run dev

O comando npm run dev executa um script criado em alurapic/package.json criado pelo próprio CLI. Há muita coisa envolvida nesse comando, mas o mais importante é saber por agora que ele levanta um servidor local servindo nosso projeto e abrirá automaticamente o navegador padrão do seu sistema operacional apontando para o endereço do projeto no servidor. Fantástico, não? Veremos uma página genérica criada pelo template que utilizamos ao criar nosso projeto.

Com o projeto criado, vamos verificar sua estrutura.

Sem precisarmos fazer nada, o comando npm run dev levantou um servidor http totalmente já configurado para que possamos acessar nossa aplicação, e mais, automaticamente abriu o navegador padrão do sistema operacional que carregou o arquivo alurapic/index.html. Mordomia assim só na casa da minha mãe!

Falando em mordomia, veremos que esse servidor voltado para o ambiente de desenvolvimento faz muito mais do que imaginamos, mas primeiro vamos entender a estrutura do projeto que foi criada, começando pelo conteúdo do arquivo alurapic/index.html:

<!-- alurapic/index.html -->

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="utf-8">

<title>alurapic</title>

</head>

<body>

<div id="app"></div>

<script src="/dist/build.js"></script>

</body>

</html>

Espere um pouco! Essa página apenas importa um script e possui uma div vazia. Como é possível que ela seja a página que estamos visualizando no navegador? E se eu disser para vocês que o conteúdo exibido no navegador, inclusive todos os arquivos da pasta alurapic/src foram transformados no script /dist/build.js? Quer dizer que nossa página se transformou em um script? Sim!

## Babel, Webpack e geração do bundle

Com a revelação que acabei de declarar, acredito que vocês estejam ansiosos para ver o conteúdo de /dist/build.js, mas sinto informa-los que esse arquivo não existe fisicamente, ainda. O conteúdo da pasta alurapic/src foi transformando em memória no arquivo build.js, por isso o arquivo não existe. Isso se dá assim para acelerar o tempo de desenvolvimento permitindo que o desenvolvedor veja o quanto antes o resultado de suas alterações no projeto. Aprendemos a gerar esse arquivo ainda neste curso, para que possamos distribuir nossa aplicação.

Voltando ao nosso arquivo build.js, eu disse que ele é o resultado da transformação dos arquivos da pasta alurapic/src, mas quem realiza essa transformação? Qual sua finalidade? Primeiramente, ocorrem duas transformações cada uma com ferramentas diferentes.

A primeira transforma através do processo de transcompilação todo o código escrito usando ES2015 para ES5 garantindo maior compatibilidade da nossa aplicação, mais notadamente em browsers desatualizados de smartphones. A segunda se encarrega de gerar um bundle para que seja carregado pelo navegador.

Para realizar as transformações anteriores que acabei de citar, o Vue CLI utiliza respectivamente [Babel](https://cursos.alura.com.br/course/javascript-es6-orientacao-a-objetos-parte-3/task/20294) e [WebPack](https://webpack.github.io/" \t "_blank). Por fim, vale ressaltar que Webpack vai mais além do que simplesmente criar um bundle, mas para início de conversa o que sabemos é suficiente para podermos continuar.

Agora que você já entendeu o motivo e como o build.js é gerado, vamos deixá-lo de lado e focar a pasta alurapic/src para entender o papel de cada arquivo que fará parte do bundle. Aliás, qual deles equivale ao conteúdo que é exibido em nosso navegador?

## Componentes declarados em Single File Templates

O arquivo que corresponde à página que estamos vendo no navegador é o alurapic/src/App.vue:

<!-- src/App.vue -->

<template>

<div id="app">

<img src="./assets/logo.png">

<h1>{{ msg }}</h1>

<h2>Essential Links</h2>

<ul>

<li><a href="https://vuejs.org" target="\_blank">Core Docs</a></li>

<li><a href="https://forum.vuejs.org" target="\_blank">Forum</a></li>

<li><a href="https://gitter.im/vuejs/vue" target="\_blank">Gitter Chat</a></li>

<li><a href="https://twitter.com/vuejs" target="\_blank">Twitter</a></li>

</ul>

<h2>Ecosystem</h2>

<ul>

<li><a href="http://router.vuejs.org/" target="\_blank">vue-router</a></li>

<li><a href="http://vuex.vuejs.org/" target="\_blank">vuex</a></li>

<li><a href="http://vue-loader.vuejs.org/" target="\_blank">vue-loader</a></li>

<li><a href="https://github.com/vuejs/awesome-vue" target="\_blank">awesome-vue</a></li>

</ul>

</div>

</template>

<script>

export default {

name: 'app',

data () {

return {

msg: 'Welcome to Your Vue.js App'

}

}

}

</script>

<style>

#app {

font-family: 'Avenir', Helvetica, Arial, sans-serif;

-webkit-font-smoothing: antialiased;

-moz-osx-font-smoothing: grayscale;

text-align: center;

color: #2c3e50;

margin-top: 60px;

}

h1, h2 {

font-weight: normal;

}

ul {

list-style-type: none;

padding: 0;

}

li {

display: inline-block;

margin: 0 10px;

}

a {

color: #42b983;

}

</style>

No entanto, ele não é uma página, mas um **Single file template** (template de único arquivo) que equivale a um **módulo** que declara um **componente**. Muito coisa para um arquivo só, não? O que precisamos entender aqui é que o arquivo sendo um módulo, se quisermos usar o componente que ele declara precisamos importá-lo em outros módulos da aplicação que queira utilizá-lo.

Pense em um módulo como uma caixa preta que pode ter diversas funcionalidades e só aquelas que forem explicitamente exportadas podem ser utilizadas em outros módulos. Tanto isso é verdade que dentro da tag <script> de App.vue há a instrução export default permitindo que nosso componente seja importado por outros módulos. Aliás, falando em componente, que nada mais são do que um objeto que possui sua apresentação, dado e comportamento. É por isso que nosso componente é definido através de três grandes blocos: template (apresentação), script (comportamento e dados) e style (o estilo da apresentação)

Sabemos que esse arquivo será transformado automaticamente para algo que seja compreendido pelo navegador, mas como é feita a ligação desse componente com index.html, uma vez que o componente é exibido assim que nossa página é carregada. É isso que veremos.

Em index.html, quando nossa aplicação é carregada, a tag <div id="app"></div> é substituída pelo componente App que acabamos de escrutinar, mas isso não ocorre por padrão. Alguém precisa explicitar isso na inicialização da nossa aplicação, a tarefa realizada por alurapic/main.js. Vamos verificar esse arquivo.

// alurapic/src/main.js

import Vue from 'vue'

import App from './App.vue'

new Vue({

el: '#app',

render: h => h(App)

})

O arquivo alurapic/src/main.js, assim como App.vue é um módulo do ES2015:

// alurapic/src/main.js

import Vue from 'vue'

import App from './App.vue'

// código posterior omitido

Sendo um módulo do ES2015, para termos acesso a outros artefatos de outros módulos da nossa aplicação, precisamos explicitar qual artefato de qual módulo desejamos importar. Como este é o arquivo responsável em exibir nosso componente Appprecisamos importá-lo, o que é feito na segunda instrução do arquivo. Como só temos um componente em App.vue e a sintaxe export default foi utilizada, usamos como nome do artefato a ser importado o mesmo nome do arquivo, sem a extensão .vue.

No entanto, antes de importar App, o módulo alurapic/main.js importa Vue(maiúsculo) do módulo vue. O módulo vue esta localizado dentro da pasta alurapic/node\_modules e o CLI já tem tudo configurado para que a pasta do módulo seja enxergada pela instrução import. O artefato Vue é o **Global View Object**, um objeto especial do Vue.js, seu core.

## View Instance

Para que possamos carregar, ou melhor, renderizar nosso componente App em <div id="app"></div> de index.html, precisamos criar uma **view instance** com auxílio do global view object que importamos:

// alurapic/src/main.js

// código anterior omitido

// criando uma view instance

new Vue({

/\* código omitido \*/

})

Uma instância de view é uma ponte entre nossos componentes e view. Em nosso caso, nossa view é o index.html. Mas a view instance não fez "curso mãe Diná" para saber qual componente deve carregar e o local onde deve inseri-lo em index.html, sendo necessário passar essa informação para a ela.

## Renderizando um template

Vejamos nossa view instance devidamente configurada:

// alurapic/src/main.js

// código anterior omitido

new Vue({

el: '#app',

render: h => h(App)

})

A propriedade el recebe como parâmetro o seletor do elemento que será substituído pelo nosso componente, já na função render passamos o componente que desejamos renderizar.

Agora que já entendemos como as coisas se encaixam em nossa aplicação, vamos voltar para nosso componente App para compreender um conceito importante logo neste primeiro capítulo.

Voltando para a declaração do nosso componente App, na parte que declara seu template, ou seja, sua apresentação temos a seguinte tag h1:

<!-- alurapic/src/App.vue -->

<!-- código anterior omitido -->

<h1>{{ msg }}</h1>

<!-- código posterior omitido -->

Se fizermos um "de, para" deste trecho do nosso template com o que visualizamos no browser, em seu lugar é exibido o texto "Welcome to Your Vue.js App". Como isso é possível? Para que possamos compreender essa mágica, vou apelar para uma analogia com o trabalho de um advogado.

Um advogado quando cria um memorando ou coisa parecida ele não faz do zero, ele usa um template do documento que deseja redigir personalizando apenas algumas lacunas desse documento. Não é à toa que o nome da nossa tag se chama template. Nela, lacunas são expressas através de {{ }} e a informação entre as chaves duplas é a informação que o template necessita para ficar completo. No caso, precisamos da informação msg, ou melhor, do dado msg. No caso de App, é o próprio componente que disponibiliza o dado de que seu template precisa através da função data lá dentro da tag <script>. Vejamos:

// alurapic/src/App.vue

// código anterior omitido

data () {

return {

msg: 'Welcome to Your Vue.js App'

}

}

// código posterior omitido

Em App.vue, disponibilizamos dados para o template através da função data. Essa função sempre retorna um objeto e as propriedades desse objeto são acessíveis no template do componente usando a sintaxe {{ }}.

## Interpolação e data binding

O resultado da sintaxe especial {{ }} com o nome da propriedade que desejamos ler é chamada de **interpolação**. Dizemos que o dado msg foi interpolado no template. Por fim, essa interpolação segue uma regra: os dados fluem sempre da sua origem para o template e nunca o caminho contrário.

Tecnicamente falando, o que a interpolação faz é uma associação de dados unidirecional chamada data binding. Aliás, uma característica dessa associação é que qualquer mudança no dado gera automaticamente uma atualização no template do componente. Como o componente é exibido dentro de uma view, no caso index.html, podemos dizer que mudanças nos dados acarretam uma atualização da view.

Podemos fazer um teste alterando o valor da propriedade msg por outro qualquer: primeiro módulo caso você queria se familiarizar ainda mais com a sintaxe apresentada com logo do curso.

<!-- alurapic/src/App.vue -->

<!-- código anterior omitido -->

<script>

export default {

name: 'app',

data () {

return {

msg: 'Seja bem-vindo à sua Vue.js App'

}

}

}

</script>

<!-- código posterior omitido -->

Veja que ao alterarmos o valor de msg do objeto retornado pela função data do nosso componente, mudamos o que é apresentado para o usuário. Mas espere um pouco, essa mudança entrou em vigor sem precisarmos recarregar nossa página. Como isso é possível?

## Live reloading

Qualquer alteração que fizemos nossos arquivos do nosso projeto gerará um novo bundle em memória e fará com que o navegador recarregue automaticamente para refletir nossas últimas alterações. Isso só é possível porque o servidor criado pelo Vue CLI suporta LiveReloading.

Agora que já temos uma visão geral de como a aplicação é estruturada, inclusive alguns conceitos importantes do Vue.js, já podemos adequar nossa aplicação para ser tornar realmente a Alurapic!

Agora que temos uma visão geral de como cada parte do projeto se encaixa, inclusive a aprendizagem do conceito de data binding através de interpolação, podemos começar a dar ao projeto a cara da aplicação que desejamos construir.

## Template e view root

Vamos apagar o conteúdo do template de alurapic/src/App.vue deixando apenas o esqueleto necessário para criarmos nossa primeiro componente:

<!-- alurapic/src/App.vue -->

<template>

</template>

<script>

export default {

}

</script>

<style>

</style>

Nosso componente App, o primeiro a ser exibido na view index.html exibirá uma lista de fotos. Nesse sentido, vamos adicionar uma tag img no template de alurapic/src/App.vue para exibir uma imagem qualquer da nossa escolha, inclusive você pode pesquisar essa imagem no próprio Google e utilizar seu endereço.

Alterando src/App.vue:

<!-- alurapic/src/App.vue -->

<template>

<img src="https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It" alt="Cachorro">

</template>

<script>

export default {

}

</script>

<style>

</style>

Pelo mecanismo de live reloading, assim que salvarmos o arquivo nosso navegador será carregado exibindo nossa imagem.

Faltou o título da página, vamos colocar uma tag h1:

<!-- alurapic/src/App.vue -->

<template>

<h1>Alurapic</h1>

<img src="https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It" alt="Cachorro">

</template>

<script>

export default {

}

</script>

<style>

</style>

Surpresa! Nada é exibido no navegador. Se olharmos o terminal temos a seguinte mensagem:

ERROR in ./~/vue-loader/lib/template-compiler.js?id=data-v-6a8232ee!./~/vue-loader/lib/selector.js?type=template&index=0!./src/App.vue

template syntax error Component template should contain exactly one root element:

<h1>Alurapic</h1>

<img src="https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It" alt="Cachorro">

If you are using v-if on multiple elements, use v-else-if to chain them instead.

@ ./src/App.vue 11:23-143

@ ./src/main.js

@ multi main

Extraindo dessa mensagem de erro a mensagem mais importante:

App.vue

template syntax error Component template should contain exactly one root element:

Isso acontece, porque se quisermos exibir mais de um elemento dentro da tag template, os elementos devem estar dentro de um elemento pai. Nesse caso, uma tag div resolve esse problema:

<!-- src/App.vue -->

<template>

<div>

<h1>Alurapic</h1>

<img src="https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It" alt="Cachorro">

</div>

</template>

<script>

export default {

}

</script>

<style>

</style>

Perfeito, conseguimos exibir uma imagem, mas se fosse para exibir a imagem assim como fizemos não precisaríamos do Vue. Queremos exibir a imagem dinamicamente baseada nos dados da foto que lhe forem passados. Mas antes de passarmos os dados para a a tag img, vamos fazer o seguinte. Forneceremos para o template de App.vue o título da página.

## Data binding unidirecional através de interpolação

Aprendemos que é a função data que deve retornar um objeto JavaScript com os dados de que o template da nossa view precisa:

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1>{{ titulo }}</h1>

<img src="https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It" alt="Cachorro">

</div>

</template>

<script>

export default {

data() {

return {

titulo: 'Alurapic'

}

}

}

</script>

<style>

</style>

Excelente, recarregando nossa página o título Alurapic continua sendo exibido. Se trocarmos por outro, automaticamente o navegador recarregará e usará a nova informação exibindo-a para o usuário. Vale ressaltar que interpolações com {{ }}realizam uma associação unidirecional da fonte de dados para o template sempre nesse sentido. Sendo assim, mudanças nos dados acarretam mudanças no template do nosso componente.

Agora, vamos retornar os dados da foto. No caso, vamos usar os mesmos que usamos antes:

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1>{{ titulo }}</h1>

<img src="" alt="">

</div>

</template>

<script>

export default {

data() {

return {

titulo: 'Alurapic',

foto: {

url: 'https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It',

titulo: 'Cachorro'

}

}

}

}

</script>

<style>

</style>

Veja que movemos o valor de src e de alt da tag img para a propriedade do objeto fotoretornando também pela função data. E agora, como acessaremos essas informações no template. Será que podemos utilizar interpolação assim como fizemos com o titulo?

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1>{{ titulo }}</h1>

<img src="{{ foto.url }}" alt="{{ foto.titulo }}">

</div>

</template>

<script>

export default {

// código omitido

}

</script>

<style>

</style>

Nossa página esta em branco no navegador! Olhando no terminal temos a seguinte mensagem:

ERROR in ./~/vue-loader/lib/template-compiler.js?id=data-v-6a8232ee!./~/vue-loader/lib/selector.js?type=template&index=0!./src/App.vue

template syntax error src="{{ foto.url }}": Interpolation inside attributes has been removed. Use v-bind or the colon shorthand instead. For example, instead of <div id="{{ val }}">, use <div :id="val">.

@ ./src/App.vue 11:23-143

@ ./src/main.js

@ multi main

ERROR in ./~/vue-loader/lib/template-compiler.js?id=data-v-6a8232ee!./~/vue-loader/lib/selector.js?type=template&index=0!./src/App.vue

template syntax error alt="{{ foto.titulo }}": Interpolation inside attributes has been removed. Use v-bind or the colon shorthand instead. For example, instead of <div id="{{ val }}">, use <div :id="val">.

@ ./src/App.vue 11:23-143

@ ./src/main.js

@ multi main

A parte que nos interessa é:

template syntax error src="{{ foto.url }}": Interpolation inside attributes has been removed. Use v-bind or the colon shorthand instead. For example, instead of <div id="{{ val }}">, use <div :id="val">.

E agora?

## A diretiva v-bind

Não podemos usar interpolação em atributos! Precisamos fazer de outra maneira, aliás essa maneira possui duas formas. A primeira é usarmos v-bind:

<template>

<div>

<h1>{{ titulo }}</h1>

<img v-bind:src="foto.url" v-bind:alt="foto.titulo">

</div>

</template>

<script>

export default {

// código omitido

}

</script>

<style>

</style>

Assim que realizamos a alteração, nossa página volta a ser exibida, inclusive a tag imgcom os dados da foto. Usamos a sintaxe v-bind:nomeDoAtributo. O valor é atribuído diretamente, sem { {}} como v-bind:src="foto.url". É o Vue que fará a interpolação por debaixo dos panos.

O que acabamos de ver em ação é o uso de uma **diretiva** do Vue. Diretivas nada mais são do que um código interpretado pelo Vue que encapsula determinada funcionalidade ensinando novos truques para o navegador. Tanto isso é verdade que no mundo HTML não existe v-bind, logo, esta diretiva esta sendo interpretada pelo Vue.

## Um atalho elegante para v-bind

No entanto, pode parecer um tanto verbo usar a sintaxe v-bind para realizar uma associação unidirecional que vai da fonte de dados para a view. Nesse caso podemos trocar v-bind pelo seu atalho dois pontos:

<template>

<div>

<h1>{{ titulo }}</h1>

<img :src="foto.url" :alt="foto.titulo">

</div>

</template>

<script>

export default {

// código omitido

}

</script>

<style>

</style>

É uma sintaxe muito mais enxuta equivalente ao v-bind. Aliás, se não quisermos usar interpolação para o conteúdo de uma tag, podemos usar a diretiva v-text, em nosso exemplo ficaria <h1 v-text="titulo"></h1>. No entanto, eu usarei interpolação até o final do treinamento para fornecer o conteúdo de tags.

Estamos quase chegando ao final do capítulo, mas vem aquela pergunta: e se quisermos exibir mais de uma imagem, qual alteração será necessária em nosso código? Veja que a pergunta é totalmente válida pois App será a responsável pela exibição de todas as fotos da nossa aplicação.

Primeiro, vamos renomear a propriedade foto para foto1 em nossa função data. Em seguida, vamos adicionar a nova propriedade foto2 que aponta para outra imagem com outro nome. Com isso, vamos adicionar mais uma tag img no template e apontar para a nova propriedade usando o atalho para v-bind, o famoso dois pontos. Vamos também adotar a boa pratica de exibir uma lista não ordenada através da tag ul, onde cada imagem será o conteúdo de uma li:

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1>{{ titulo }}</h1>

<ul>

<li>

<img :src="foto1.url" :alt="foto1.titulo">

</li>

<li>

<img :src="foto2.url" :alt="foto2.titulo">

</li>

</ul>

</div>

</template>

<script>

export default {

data() {

return {

titulo: 'Alurapic',

foto1: {

url: 'https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It',

titulo: 'Cachorro'

},

foto2: {

url: 'https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It',

titulo: 'Cachorro2'

},

}

}

}

</script>

<style>

</style>

Excelente, temos duas imagens sendo exibidas. Mas se tivéssemos trinta? Teríamos as propriedades foto3, foto4 e assim por diante, sem falar que teríamos que adicionar em App uma tag img para cada foto. Isso não precisa ser assim. Para revolucionarmos nosso código, primeiro vamos seguir a boa prática de disponibilizar os dados da foto em um array. Com isso, deixaremos de ter várias propriedades, uma para cada foto no objeto retornado pela função data:

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1>{{ titulo }}</h1>

<ul>

<li>

<img :src="foto1.url" :alt="foto1.titulo">

</li>

<li>

<img :src="foto2.url" :alt="foto2.titulo">

</li>

</ul>

</div>

</template>

<script>

// agora temos apenas a propriedade `fotos` que é um array que possui dois objetos que possuem as propriedades `url` e `titulo`, cada um com seu valor.

export default {

data() {

return {

titulo: 'Alurapic',

fotos: [

{

url: 'https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It',

titulo: 'Cachorro'

},

{

url: 'https://encrypted-tbn0.gstatic.com/images?q=tbn:ANd9GcTOhmlmzV4-Sifx5BIc2SXeA-1CtZJf8jb8V\_vPZyKbXIQJKU-rkxGO6OM',

titulo: 'Gato'

}

]

}

}

}

</script>

<style>

</style>

Excelente, e agora?

## A diretiva v-for

Mudamos apenas a fonte de dados, mas e o nosso template, como ficará? A ideia é a seguinte, para cada item do nosso array fotos queremos construir uma tag li coma imagem da foto que esta sendo iterada no momento. Queremos algo como um forEach em JavaScript. Para isso, o próprio Vue nos disponibiliza a diretiva v-for que permite realizar laço dentro do nosso template, vejamos seu uso:

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1>{{ titulo }}</h1>

<ul>

<li v-for="foto of fotos">

<img :src="foto.url" :alt="foto.titulo">

</li>

</ul>

</div>

</template>

<script>

export default {

// código omitido

}

</script>

<style>

</style>

Incrível! Para cada item do nosso array fotos uma tag li é criada. Na diretiva v-forindicamos qual lista estamos varrendo, em nosso caso, fotos, que faz parte do objeto retornado pela função data.

Mas como ter acesso a cada foto da lista? Precisamos ter acesso ao elemento para podermos passar os dados para a tag img. Para isso, damos um apelido para cada item da lista, em nosso caso, escolhemos o apelido foto. Como temos duas fotos em nossa lista, a diretiva v-for será repetida duas vezes e através de interpolação com {{ }}podemos ter acesso aos dados da foto, por exemplo, com {{ foto.titulo }} acessamos seu título.

Agora, imagine se no lugar de termos dados fixos esses dados viessem de um servidor, de um API na web? Exibiríamos instantaneamente todas as fotos de uma só vez com pouquíssimo esforço. Aliás, esse será o assunto do próximo capítulo.

Começando deste ponto? Você pode fazer o *[DOWNLOAD](https://s3.amazonaws.com/caelum-online-public/vue/stages/03-alurapic.zip" \t "_blank)* completo do projeto do capítulo anterior e continuar seus estudos a partir deste capítulo. Será necessário abrir seu terminal, entrar dentro da pasta *alurapic* e executar o comando npm install para baixar novamente todas as dependências da aplicação.

Nossa aplicação consegue exibir uma lista de fotos fixa, mas sabemos que em uma aplicação real os dados das fotos devem vir de um servidor, ou melhor, de uma API disponibilizada por um servidor. Uma API nada mais é do que um endereço único na Web que é capaz de executar uma série de ações e também receber e enviar dados.

Baixe o arquivo [api.zip](https://s3.amazonaws.com/caelum-online-public/vue/api.zip" \t "_blank) que contém a API do curso feita em Node.js. Depois de baixar, descompacte o arquivo na sua área de trabalho. Em seguida, abra um **novo terminal** . Neste terminal, levante o servidor que disponibiliza a API utilizada pelo nosso projeto através do comando:

npm start

Se tudo correr bem, será exibida a seguinte mensagem no console:

API escutando na porta: 3000

Por fim, para verificar se a API esta retornando dados acesse o endereço http://localhost:3000/v1/fotos. Isso fará com que uma lista de fotos seja exibida em seu navegador.

Quando usamos o endereço anterior, o navegador automaticamente utiliza o método GET. Nesse sentido, nosso API esta preparada para quando o endereço for este e o método for GET responder com uma lista de fotos. Veremos ao longo do curso que nossa API suporta outros métodos para cadastrar novos fotos, inclusive para apagá-las.

Veja que até o final do curso trabalharemos com dois terminais. O primeiro, que torna acessível nossa aplicação para o navegador e o outro que disponibiliza uma API para ser consumida por essa aplicação.

## Um pouco sobre a separação do cliente e sua API

Quando criamos uma SPA, é prática comum do mercado hospedar o front-end em um servidor em separado da API consumida por esse servidor. Aliás, uma mesma aplicação SPA criada com Vue pode consumir uma ou mais API's criadas nas mais diversas linguagens, sejam elas Python, Java, C# entre outras. O segredo dessa compatibilidade é que essas API's devem seguir o padrão REST, um padrão fortemente baseado no protocolo HTTP, por isso universal.

Essa separação entre front e da API permite que a mesma API seja consumida por outros tipos de clientes que não sejam um navegador como aplicativos feitos em Android ou até mesmo uma engenhoca construída com Arduino que envia dados de sensores para a API.

Este curso foca a parte de front-end com Vue e não da API. Confira os treinamentos da Alura sobre API REST e escolha aquele com a que você se sentir mais à vontade em programar.

Agora que já temos nossa API disponibiliza localmente, já podemos integrar nossa aplicação Alurapic com esta API. Poderíamos fazer essa integração realizando requisições Ajax através do XmlHttpRequest, aquele objeto do mundo JavaScript que permite realizar requisições Ajax ou até mesmo realizar esse tipo de requisição através do jQuery. No entanto, o Vue possui um módulo que se integra perfeitamente com todo o seu ecossistema. Este módulo se chama VueResource.

O VueResource não vem habilitado por padrão em nosso projeto, inclusive precisamos baixá-lo através do npm. Para isso, vamos acessar o terminal, parar nossa aplicação caso esta rodando e executar dentro da pasta alurapic o comando:

npm install vue-resource@1.0.3 --save

Por mais que o npm baixe o módulo, ele ainda não esta acessível pela nossa aplicação. Precisamos registrá-lo no global view object do Vue. Como sua ativação é feita no objeto de view global. Para isso, vamos alterar o arquivo alurapic/src/main.js, aquele primeiro arquivo carregado pela nossa aplicação:

// alurapic/src/main.js

import Vue from 'vue'

import App from './App.vue'

// importando o módulo

import VueResource from 'vue-resource';

new Vue({

el: '#app',

render: h => h(App)

})

Veja que a primeira coisa feita foi importar o módulo VueResource vue-resource. Veja também que adicionei um ponto e vírgula no final da instrução, o que é uma boa prática em JavaScript. No entanto, se vocês repararem, todo o código gerado pelo CLI não usa ponto e vírgula. Estaria o CLI adotando uma má prática?

Como o código que escrevemos passa por uma série de transformações até ser carregado pelo navegador, durante esse processo os pontos e vírgulas são adicionados, no entanto, como eu não programo só em Vue, mas também em JavaScript puro e outro frameworks, eu adicionarei os pontos e vírgulas no final de todas as instruções para não ter que adotar uma postura diferente em cada projeto.

Agora que foi elucidado o uso do ponto e vírgula, não pasta importarmos o módulo VueResource, veja, apenas importamos o módulo dentro de App.vue, mas precisamos ainda registrá-lo. Fazemos isso através do global view object que já temos importado:

// alurapic/src/main.js

import Vue from 'vue'

import App from './App.vue'

import VueResource from 'vue-resource';

// registrando o módulo/plugin no global view object

Vue.use(VueResource);

new Vue({

el: '#app',

render: h => h(App)

})

Excelente, agora que já temos o módulo ativo em nossa aplicação, vamos utilizá-lo em alurapic/src/App.vue para obter a lista de fotos da nossa API e exibí-las em nosso aplicação.

Vamos voltar para alurapic/src/App.vue. Com nosso módulo VueResource baixado e registrado já temos condições de realizar requisições para nosso API, mas quando faremos isso? Quando o usuário clicar em um botão? Com certeza não.

Queremos que a requisição seja feita assim que nosso componente App tiver sido criado. Para nossa alegria, todo componente do Vue possui ganchos em seu clico de vida (Lifecycle Hooks) que permite executar um código em determinada fase do seu ciclo. No caso, a fase que nos interessa é a created. Vamos aproveitar e remover a lista de fotos:

<template>

<div>

<h1>{{ titulo }}</h1>

<img v-for="foto in fotos" :src="foto.url" :alt="foto.titulo">

</div>

</template>

<script>

export default {

data () {

return {

titulo: "Alurapic",

fotos: [

{

url: 'https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It',

titulo: 'cachorro'

},

{

url: 'https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcTwV4kVzT5McBdGSgqlVeRzubrNH\_mOrrkKseDOGFURq20HmsrelEfMU7It',

titulo: 'cachorro2'

}

]

}

},

created() {

// buscaremos nossas fotos aqui

}

}

</script>

<style>

</style>

Você pode acessar a própria documentação do Vue para ver todos os ganchos suportados no ciclo de vida de um componente neste endereço https://vuejs.org/v2/api/#Options-Lifecycle-Hooks.

Aliás, não faz mais nenhum sentido termos fixa a lista de fotos. Vamos ter apenas um array vazio que receberá os dados vindos da nossa API:

<template>

<div>

<h1>{{ titulo }}</h1>

<img v-for="foto in fotos" :src="foto.url" :alt="foto.titulo">

</div>

</template>

<script>

export default {

data () {

return {

titulo: "Alurapic",

fotos: []

}

},

created() {

// buscaremos nossas fotos aqui

}

}

</script>

<style>

</style>

Para termos certeza que o código em create é chamado assim que nosso componente é criado, vamos colocar temporariamente um alerta. Em seguida, vamos subir novamente nossa aplicação através do CLI para que seja possível acessa-la no navegador:

<template>

<div>

<h1>{{ titulo }}</h1>

<img v-for="foto in fotos" :src="foto.url" :alt="foto.titulo">

</div>

</template>

<script>

export default {

data () {

return {

titulo: "Alurapic",

fotos: []

}

},

created() {

alert('Funcionou!');

}

}

</script>

<style>

</style>

Excelente, o alerta é exibido. Chegou a hora de substituí-lo pelo código que busca nossas fotos da nossa API.

Como ativamos o módulo VueResource no global view object, todo componente terá acesso ao objeto $http através de this. É este o objeto responsável pela realização de requisições ajax que permitem o consumo de API's. Alterando App.vue:

// alurapic/src/App.vue

// código anterior omitido

created() {

this.$http

}

// código posterior omitido

Vimos que se digitarmos em nosso navegador o endereço http://localhost:3000/v1/fotos o navegador por padrão realiza uma requisição com o método GET e retorna uma lista de fotos no formato texto. Agora, precisamos fazer a mesma coisa com o mesmo endereço e método através de $http. A ideia é atribuirmos a lista de fotos retornada à propriedade fotos do nosso componente. Como há um data binding entre essa propriedade e a diretiva v-for, mudanças nessa propriedade farão com que a a view seja atualizada para refletir os dados da nossa lista.

// alurapic/src/App.vue

// código anterior omitido

created() {

this.$http.get('http://localhost:3000/v1/fotos')

}

// código posterior omitido

Agora, estamos pedindo para $http realizar uma requisição do tipo get através o método get que recebe como parâmetro o endereço da API que será consumida. O retorno será uma **promise**.

Uma promise nada mais é do que o resultado futuro de uma ação que esta por acontecer. Sendo assim, podemos escrever nosso código da seguinte maneira:

// alurapic/src/App.vue

// código anterior omitido

created() {

let promise = this.$http.get('http://localhost:3000/v1/fotos');

}

// código posterior omitido

O retorno é uma promise, ainda não é o valor que temos interesse, no caso, a lista de fotos. Requisições ajax são assíncronas e podem demorar milissegundos ou até mesmo segundos dependendo das condições da rede. Sendo assim, quando ela for realmente efetivada, é através do método then da nossa promise que temos acesso à resposta vinda do servidor:

// alurapic/src/App.vue

// código anterior omitido

created() {

let promise = this.$http.get('http://localhost:3000/v1/fotos');

promise .then(function(res) {

console.log(res);

});

}

// código posterior omitido

O código que escrevemos esta usando sintaxe do ES5. Podemos simplificar nosso código usando arrow function do E2015:

// alurapic/src/App.vue

// código anterior omitido

created() {

let promise = this.$http.get('http://localhost:3000/v1/fotos');

promise .then(res => console.log(res));

}

// código posterior omitido

Olhando no console do navegador vemos a mensagem:

Response {url: "http://localhost:3000/v1/fotos", ok: true, status: 200, statusText: "OK", headers: Headers…}

Veja que res não é ainda nossa lista de fotos, mas um objeto que contém, além da lista, uma série de informações de controle da resposta. Para obtermos a lista de fotos resultante, precisamos converter a lista no formato texto para uma lista de objetos em JavaScript através de res.json():

// alurapic/src/App.vue

// código anterior omitido

created() {

let promise = this.$http.get('http://localhost:3000/v1/fotos');

promise

.then(res => res.json());

}

// código posterior omitido

Neste ponto, estamos solicitando que para a resposta, em nosso caso, res, que converte os dados recebidos em objetos JavaScript. Sendo objetos, podem ser manipulados facilmente pelo nosso código. No entanto, toda promise possui uma característica peculiar. Tudo que é retornado pelo método then é acessível através da próxima chamada ao then. Como estamos usando arrow functions desta forma, há um retorno implícito, no caso, o retorno de res.json():

// alurapic/src/App.vue

// código anterior omitido

created() {

let promise = this.$http.get('http://localhost:3000/v1/fotos');

promise

.then(res => res.json())

.then(fotos => this.fotos = fotos);

}

// código posterior omitido

Na próxima chamada à then, usamos como nome de parâmetro fotos, mas poderia ser qualquer nome. Mas é através desse parâmetro que temos acesso as fotos retornadas pela nossa API. O que fazemos é atribuir essa nova lista à propriedade this.fotos. Como a lista foi atualizada, o sistema de data binding do Vue se encarregará de atualizar a view com os novos dados.

No entanto, não é comum trabalhar com a variável promise ou qualquer outra intermediária. Vamos alterar nosso código e deixando-o mais enxuto.

// alurapic/src/App.vue

// código anterior omitido

created() {

this.$http.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos);

}

// código posterior omitido

Mas se um erro acontecer? É por isso que a função then recebe dois parâmetros. A função que será chamada no sucesso e aquela chamada quando algo der errado. Inclusive temos acesso ao erro através do parâmetro recebido por ela que chamaremos de err:

// alurapic/src/App.vue

// código anterior omitido

created() {

this.$http.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}

// código posterior omitido

Por enquanto vamos apenas logar a mensagem de erro no console.

*Começando deste ponto? Você pode fazer o [DOWNLOAD](https://s3.amazonaws.com/caelum-online-public/vue/stages/04-alurapic.zip" \t "_blank) completo do projeto do capítulo anterior e continuar seus estudos a partir deste capítulo. Será necessário abrir seu terminal, entrar dentro da pasta alurapic e executar o comando npm install para baixar novamente todas as dependências da aplicação.*

Até agora não lidamos com a parte estética da nossa aplicação e sabemos que no mundo web, o CSS é aquela tecnologia responsável pela aplicação de estilos. Nela, através da tag link importamos folhas de estilos que podem estar em um ou mais arquivos. No entanto, nossa aplicação utilizará uma outra abordagem. Vejamos.

Como Vue trabalha com o conceito de componente, a ideia é definirmos os estilos no próprio componente. Sendo assim, qualquer desenvolvedor que olhe o código do componente compreenderá os estilos que operam sobre ele. Vamos olhar o arquivo alurapic/src/App.vue.

Pode parecer estranho em um primeiro momento, mas App.vue é um componente. Dessa forma, páginas em uma aplicação com vue são todas componentes. Nesse sentido, precisamos realizar os seguintes ajustes em nosso componente:

* Ajustes:
  + centralizar o título
  + adicionar uma margem direita e esquerda de mesmo tamanho na página inteira
  + utilizar a fonte Helvetica
  + remover o bullet que aparece antes de cada item da lista
  + cada foto deve ir ao lado da outra

Primeiro, vamos adicionar as classes "corpo", "centralizado" e "lista-fotos", 'lista-fotos-item" nas tags div, h1 , ul e li respectivamente.

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotos">

<img :src="foto.url" :alt="foto.titulo">

</li>

</ul>

</div>

</template>

<script>

// código omitido

</script>

<style>

</style>

Agora, dentro da tag style vamos adicionar os estilos que atendem cada um dos nosso requisitos de design:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotos">

<img :src="foto.url" :alt="foto.titulo">

</li>

</ul>

</div>

</template>

<script>

// código omitido

</script>

<style>

.centralizado {

text-align: center;

}

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.lista-fotos {

list-style: none;

}

.lista-fotos .lista-fotos-item {

display: inline-block;

}

</style>

Usamos tags para não ficarmos amarrados à determinada estrutura do HTML. Por exemplo, se mais tarde alguém trocar nosso título de h1 para h2, como estamos usando um seletor de classe, nosso estilo ainda continuará a ser aplicado.

Como livereloading, a alteração do nosso componente App.vue é refletida instantaneamente em nosso navegador. Temos o título centralizado entre outros estilos aplicados. Mas como o estilo definido em App.vue funciona, se estilos devem ser declarados ou definidos na tag <head>. Aliás, nosso componente nem possui essa tag!

Isso funciona, os estilo definido na tag style do componente é inserida em index.htmlassim que abrimos nossa aplicação no navegador. Não precisamos nos preocupar com isso, a própria infra do Vue se encarregará de fazer isso para nós.

Ainda não terminamos com App.vue. Recebemos uma recomendação de exibir cada foto dentro de um painel e esse painel deve possui um título. Uma estrutura que podemos usar é a seguinte:

<!-- EXEMPLO DA ESTRUTURA, NÃO ENTRA AINDA EM NOSSO CÓDIGO -->

<div class="painel">

<h2 class="painel-titulo">Titulo do painel aqui</h2>

<div class="painel-corpo">

Conteúdo do painel aqui

</div>

</div>

Agora, vamos incorporar essa estrutura em nosso App.vue:

<!-- alurapic/src/App.vue -->

<template>

<div>

<h1 class="centralizado">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotos">

<div class="painel">

<h2 class="painel-titulo">{{foto.titulo}}</h2>

<div class="painel-corpo">

<img :src="foto.url" :alt="foto.titulo">

</div><!-- fim painel-corpo -->

</div><!-- fim painel -->

</li>

</ul>

</div>

</template>

<script>

// código omitido

</script>

<style>

/\* código omitido \*/

</style>

Veja que usamos interpolação para exibir o título da foto na tag que exibe o título do painel. Vale lembrar que isso é possível porque a variável foto declarada na diretiva v-for é acessível por todos elementos filhos do elemento na qual foi utilizada.

É claro que a visualização do nosso painel deixa a desejar, é por isso que vamos adicionar um estilo para o painel:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotos">

<div class="painel">

<h2 class="painel-titulo">{{foto.titulo}}</h2>

<div class="painel-corpo">

<img :src="foto.url" :alt="foto.titulo">

</div><!-- fim painel-corpo -->

</div><!-- fim painel -->

</li>

</ul>

</div>

</template>

<script>

// código omitido

</script>

<style>

.centralizado {

text-align: center;

}

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.lista-fotos {

list-style: none;

}

.lista-fotos .lista-fotos-item {

display: inline-block;

}

/\* estilo do painel \*/

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

</style>

O problema é que a imagem vaza para fora do painel, para isso, precisamos fazer com que a imagem tenha como largura 100% do elemento pai na qual esta inserida. Aliás, é muito comum queremos este tamanho para imagens responsivas que se adaptam ao tamanho de diferentes telas. Vamos adicionar a classe imagem-responsiva na tag img e criar esse estilo:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="titulo">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotos">

<div class="painel">

<h2 class="painel-titulo">{{foto.titulo}}</h2>

<div class="painel-corpo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</div><!-- fim painel-corpo -->

</div><!-- fim painel -->

</li>

</ul>

</div>

</template>

<script>

// código omitido

</script>

<style>

.titulo {

text-align: center;

}

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.lista-fotos {

list-style: none;

}

.lista-fotos .lista-fotos-item {

display: inline-block;

}

.imagem-responsiva {

width: 100%;

}

/\* estilo do painel \*/

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

</style>

Excelente, o visual da nossa lista de fotos está bem melhor do que antes, mas tem algo que deixa a desejar em nosso código. É isso que veremos no próximo vídeo.

As chances de querermos utilizar o mesmo painel em outras páginas da nossa aplicação não são pequenas. E para que isso seja possível, somos obrigados a copiar o código HTML e o CSS. Mesmo em uma aplicação Web tradicional na qual podemos importar o mesmo CSS em várias páginas, a marcação HTML terá que ser refeita.

Durante esse processo, essa ou aquela classe pode ser omitida ou essa ou aquela tag pode não ter sido fechada o que pode ocasionar problemas. Mais ainda, se a estrutura do painel mudar, seremos obrigados a alterar em todos os lugares. A boa notícia é que isso não precisa ser assim.

Podemos tornar nosso painel um componente de Vue e reutilizá-lo em qualquer outro local da nossa aplicação. Dizemos que nosso painel será um componente shared, compartilhado. O mesmo não ocorre com App.vue que é específico da nossa aplicação e não faz sentido ser reutilizado por outra aplicação ou ainda dentro da mesma aplicação.

## Criando um shared component

Dessa forma, vamos criar a pasta alurapic/src/components/shared/painel. Todos nosso componentes que criarmos a partir de agora ficarão dentro da pasta components. Além disso, todos aqueles que forem componentes reutilizáveis e compartilháveis ficarão dentro da subpasta shared. Criaremos outra subpasta por componente e dentro dela teremos o arquivo .vue. Sendo assim vamos seguir a convenção de criar arquivos de componente começando em pascal case:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

</template>

<script>

export default {

}

</script>

<style>

</style>

Agora que temos o esqueleto básico do nosso componente constituído pelas tags template, script e style, vamos mover a marcação do painel e seu estilo para dentro do componente:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo"></h2>

<div class="painel-conteudo">

</div>

</div>

</template>

<script>

export default {

}

</script>

<style>

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

</style>

Nosso componente ainda não esta pronto, mas assim que estiver poderemos utilizá-lo em App.vue da seguinte maneira:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotos">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div>

</template>

<!-- código posterior omitido -->

Veja como ficou simples a marcação do de App.vue. No caso, estamos usando o componente Painel.vue como meu-painel da definição do template de App.vue. Além disso, veja que o componente recebe seu título na propriedade titulo. Aliás, esse é um ponto que precisamos nos debruçar.

Todo componente em Vue é uma unidade de código que pode encapsular sua marcação, estilo e comportamento, este último, ações que podem ser realizadas com ele. Por enquanto, só disponibilizamos dados para o template e não executamos nenhum comportamento, algo que veremos ainda nesse curso.

Para que seja possível se comunicar com um componente passando dados para ele, precisamos adicionar a propriedade titulo na lista de propriedades recebíveis do componente App.vue. Alterando o componente:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<div class="painel-conteudo">

</div>

</div>

</template>

<script>

export default {

props: ['titulo']

}

</script>

<style>

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

</style>

Veja que na parte scripts, temos a propriedade props. Nela podemos passar uma lista de propriedades que podem ser recebidas pelo componente. Essas propriedades podem ser acessadas no template do componente através de interpolação. É por isso que dentro da tag que representa o título do componente, usamos {{ titulo }}.

Com essa última alteração, nada será exibido em nosso navegador. Isto porque precisamos importar o componente Painel.vue em App.vue para poder utilizá-lo:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotos">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div>

</template>

<script>

// importando nosso Painel

import Painel from './components/shared/painel/Painel.vue';

export default {

// código omitido

}

</script>

<style>

/\* estilos omitidos \*/

</style>

Importar nosso Painel ainda não é suficiente. Precisamos indicar em App.vue como iremos referenciar o componente em seu template. Podemos escolher qualquer nome, no caso, vamos escolher meu-painel. É através da propriedade components que associamos o nome meu-painel ao componente:

<!-- alurapic/src/App.vue -->

<script>

import Painel from './components/shared/painel/Painel.vue'

export default {

components: {

'meu-painel': Painel

},

data () {

return {

titulo: 'Alurapic',

fotos: []

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}

}

</script>

<style>

/\* estilos omitidos \*/

</style>

Excelente! Quando nosso página recarrega, temos um painel para cada foto. No entanto, apenas o título do painel é exibido. Onde está o seu conteúdo, no caso, nosso foto? Entenderemos o que houve no próximo vídeo.

Quando o Vue renderiza nosso componente Painel em App, ele não entende que deve preservar tudo aquilo que esta entre as tags <meu-painel>. O Vue manipula aquela parte do DOM trocando-a pela renderização do nosso componente Painel. Para que isso seja possível, precisamos indicar no template de Painel a área que queremos considerar como um slot, ou seja, aquela área que recebera tudo aquilo que tiver dentro da tag <meu-painel>. Para isso, vamos alterar o template alurapic/src/components/shared/painel/Painel.vue e trocar a div conteúdo pelo componente slot. Nosso componente final fica assim:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<slot class="painel-conteudo">

</slot>

</div>

</template>

<script>

export default {

props: ['titulo']

}

</script>

<style>

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

</style>

Criamos nosso primeiro componente que encapsula marcação HTML, dados e seu estilo. Mas que tal vermos como ficará cada item dentro do nosso painel com sombra? É algo que o design não pediu, mas que podemos fazer facilmente usando o seletor universal do CSS.

Alterando Painel.vue:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<slot class="painel-conteudo">

</slot>

</div>

</template>

<script>

export default {

props: ['titulo']

}

</script>

<style>

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

/\* colocando todos os elementos do painel com box shadow \*/

\* {

box-shadow: 5px 5px 5px;

}

</style>

## Quando estilos globais dão problema

Temos um problema. Não só os elementos do painel ficaram com sombra, mas o painel em si, inclusive o título da de App.vue que não tem nada a haver com a história. O problema é que aplicamos um seletor que afetará todos conteúdo da página, não apenas o componente. Dizemos que o estilo do componente Painel vazou do componente para o mundo externo. Podemos resolver isso facilmente especificando nosso seletor:

.painel \* {

box-shadow: 5px 5px 5px;

}

## Estilos com escopo de componente

Mas se tivermos algum outro elemento da nossa página que faça uso da classe painel? Corremos o risco do estilo do nosso componente ser aplicado indevidamente. Se quisermos que os estilos definidos em styles do nosso componente afete apenas o componente, basta adicionarmos a propriedade scoped na tag style. Vamos adicionar esse atributo, inclusive utilizar o seletor universal que usamos anteriormente:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<slot class="painel-conteudo">

</slot>

</div>

</template>

<script>

export default {

props: ['titulo']

}

</script>

<style scoped>

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}

\* {

box-shadow: 5px 5px 5px;

}

</style>

É claro que não usaremos esse estilo tosco que acabamos de criar, mas veja que as sombras agora afetam apenas o nosso componente. É uma boa prática usar um escopo de componente quando criamos nossos componentes reutilizáveis, evitando assim que os estilos de um componente interfiram no estilos de outro.

Ah, e não esqueça de remover o último seletor, ok?

É possível termos mais de um slot por componente, por exemplo, para inserirmos conteúdo em locais diferentes do nosso componente. Para isso existe o named slot. Vejamos um exemplo:

<!-- ComponenteQualquer.vue -->

<template>

<div>

<slot name="cabecalho" class="header" ></slot>

<hr>

<slot class="body"></slot>

<hr>

<slot name="rodape" class="footer"></slot>

</div>

</template>

<script>

export default {}

</script>

Veja que nosso componente possui três slots. Dois nomeados e outro não. Agora, quando ele for utilizado em outro componente podemos fazer:

<componente-qualquer>

<div slot="cabecalho">

<h1>Bem-vindo!</h1>

</div>

<p>Seja bem-vindo à Alura!</p>

<div slot="rodape">

<p>copyright 2017</p>

</div>

</componente-qualquer>

As tag's divs que receberam a propriedade slot e seu nome, serão incluídas dentro do seu respectivo slot. Já o parágrafo Seja bem-vindo à Alura será inserido no slot padrão, aquele que não recebeu um nome em nosso componente.

Começando deste ponto? Você pode fazer o [DOWNLOAD](https://s3.amazonaws.com/caelum-online-public/vue/stages/05-alurapic.zip" \t "https://cursos.alura.com.br/course/vue-parte1/task/_blank) completo do projeto do capítulo anterior e continuar seus estudos a partir deste capítulo. Será necessário abrir seu terminal, entrar dentro da pasta alurapic e executar o comando npm install para baixar novamente todas as dependências da aplicação.

Ainda não somos capazes de incluir novas fotos em nossa aplicação, mas com certeza o número de fotos pode ser bem grande e ajudar o usuário a encontrar uma foto por parte do título é de grande valia.

A primeira coisa que precisamos fazer é adicionar um input que capturará o título para que possamos utilizá-lo como critério de filtro da nossa lista. Inclusive, já vamos adicionar um estilo para ele na tag style do nosso componente App.vue:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<input type="search" class="filtro" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotos">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div></template>

<script>

// código omitido

</script><style>

/\* código anterior omitido \*/

.filtro {

display: block;

width: 100%;

}</style>

Excelente, agora precisamos arrumar uma forma de conseguirmos termos acesso ao valor digitado pelo usuário a cada dígito. Temos uma situação diferente. Antes, aprendemos a criar uma associação de dados, no inglês data binding que fluía dos dados para a view, ou seja, para o template do nosso componente. Um exemplo é a propriedade fotos retornada pela nossa função data. Quando ela é modificada pelo retorno de $http os dados fluem para a view fazendo com que ela seja atualizada. Queremos algo agora um pouco diferente, queremos que o dado flua da view para dentro do nosso componente.

Primeiro, vamos adicionar no objeto retornado pela função data do nosso componente a propriedade filtro:

<!-- alurapic/src/App.vue -->

<template>

<!-- código do template omitido --></template>

<input class="filtro" placeholder="filtre pelo título da foto">

<script>

import Painel from './components/shared/painel/Painel.vue'

export default {

components: {

'meu-painel': Painel

},

data () {

return {

titulo: 'Alurapic',

fotos: [],

filtro: ''

}

},

created() {

// código omitido

}}</script><style>

/\* código omitido \*/

</style>

## **A diretiva v-on e mais um tipo de data binding**

Agora, precisamos fazer uma associação unidirecional que flua da view para a fonte de dados, no caso, para a propriedade filtro. Queremos que a propriedade filtro seja atualizada a cada dígito no campo. Sabemos que no mundo JavaScript há o evento input disparado toda vez que algum valor é inserido no campo.

Vamos alterar a tag input do template e adicionar a diretiva **v-on:input**:

<!-- alurapic/src/App.vue -->

<!-- código anterior omitido -->

<input type="search" class="filtro" v-on:input placeholder="filtre pelo título da foto">

<!-- código posterior omitido -->

É através da diretiva v-on: que podemos elaborar uma resposta para eventos do JavaScript. No caso, adicionamos o nome do evento logo após os dois pontos. No entanto, precisamos associar algum código para este evento. Completando o código:

<!-- alurapic/src/App.vue -->

<!-- código anterior omitido -->

<input class="filtro" v-on:input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<!-- código posterior omitido -->

Quando digitamos no campo, a expressão adicionada entre aspas será executada. Veja que ela atribui à filtro o valor de $event.target.value. Quando um evento em JavaScript é disparado, há um objeto especial chamado event que detém um monte de informação sobre o evento disparado. No caso usamos $event pois esse é um objeto especial do Vue. Dizemos que é um event original encapsulado pelo Vue. É através dele, assim como o event padrão que podemos ter acesso ao alvo do evento, no caso, o seu target. No caso o target é o próprio input. É por isso que do target podemos fazer .value para obter o valor do input.

Se vocês ainda desconfiam que o filtro esteja recebendo o valor do digitado por nós, coloque a seguinte interpolação logo abaixo do input:

<!-- alurapic/src/App.vue -->

<!-- código anterior omitido -->

<input type="search" class="filtro" v-on:input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

{{ filtro }}

<!-- código posterior omitido -->

Veja que a cada dígito no local da interpolação será exibido o valor que digitamos no input. Isso é fantástico, pois com pouquíssimo esforço estamos capturando o valor digitado pelo usuário e exibindo-o automaticamente na tela.

Por fim, vale ressaltar que v-onrealiza um data binding unidirecional que flui da view para os dados e a interpolação ou v-bind realiza uma associação unidirecional que flui dos dados para view.

Agora que já aprendemos a capturar o filtro do usuário, que fazemos uso dele para filtrarmos a nossa lista?

Agora que já temos o valor digitado pelo usuário podemos utilizá-lo para filtrar nossa lista de fotos.

Pensem comigo. Alguma lógica terá que ser aplicada no dado fotos para que apenas as fotos que tenham parte do título sejam consideradas. Certo? Mas não podemos simplesmente sair removendo os itens da lista, porque se o usuário desistir de um filtro e utilizar outro temos que exibir o item. Outro ponto, se o campo estiver em branco vamos exibir todas as fotos para ele. E agora, como lidaremos com essa lógica?

O Vue oferece uma solução elegante chamada de computed property, em português, propriedade computada. Hoje temos um dado que é fotos, mas essa lista precisará ser computada podendo retornar uma lista diferente da original. Sempre que tivemos que realizar algum cálculo ou aplicar alguma lógica dinamicamente podemos usar computed property.

Vamos adicionar em nosso componente App a propriedade computed e nela passar um objeto. Cada propriedade do objeto é obrigatoriamente uma função. Não poderia ser diferente, já que executaremos uma lógica:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<input type="search" class="filtro" v-on:input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotos">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from './components/shared/painel/Painel.vue'

export default {

components: {

'meu-painel': Painel

},

data () {

return {

titulo: 'Alurapic',

fotos: [],

filtro: ''

}

},

computed: {

fotosComFiltro() {

if (this.filtro) {

// filtra a lista, por enquanto vamos retornar uma lista em branco

return [];

} else {

// se o campo estiver vazio, não filtramos, retornamos a lista

return this.fotos;

}

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}}</script><style>/\* código omitido \*/</style>

Uma computed property pode ser acessada como uma propriedade em nossa view. Sendo assim, na diretiva v-for vamos usar fotosComFiltro no lugar de fotos:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<input type="search" class="filtro" v-on:input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotosComfiltro">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from './components/shared/painel/Painel.vue'

export default {

components: {

'meu-painel': Painel

},

data () {

return {

titulo: 'Alurapic',

fotos: [],

filtro: ''

}

},

computed: {

fotosComFiltro() {

if (this.filtro) {

// filtra a lista, por enquanto vamos retornar uma lista em branco

return [];

} else {

// se o campo estiver vazio, não filtramos, retornamos a lista

return this.fotos;

}

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}}</script><style>/\* código omitido \*/</style>

Faça um teste. Se o campo estiver em branco, tudo será exibido. Se qualquer coisa for digitado no campo do filtro, nada será exibido. Chegou a hora de aplicarmos a lógica que retorna a lista filtrada pelo que digitamos. Para isso precisamos saber um pouquinho de expressão regular e o uso da poderosa função filter que todo array possui:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<input type="search" class="filtro" v-on:input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from './components/shared/painel/Painel.vue'

export default {

components: {

'meu-painel': Painel

},

data () {

return {

titulo: 'Alurapic',

fotos: [],

filtro: ''

}

},

computed: {

fotosComFiltro() {

if (this.filtro) {

// criando uma expressão com o valor do filtro, insensitivo

let exp = new RegExp(this.filtro.trim(), 'i');

// retorna apenas as fotos que condizem com a expressão

return this.fotos.filter(foto => exp.test(foto.titulo));

} else {

return this.fotos;

}

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}}</script><style>

/ \* código omitido \*/</style>

Veja que dentro da nossa computed property podemos acessar dado filtro através de this. Isso é possível porque Vue internamente aplica sua mágica para que o thistenha acesso a todos as propriedade definidas na função data, o que é excelente para o desenvolvedor.

Nosso componente final fica assim:

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<input type="search" class="filtro" v-on:input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<img class="imagem-responsiva" :src="foto.url" :alt="foto.titulo">

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from './components/shared/painel/Painel.vue'

export default {

components: {

'meu-painel': Painel

},

data () {

return {

titulo: 'Alurapic',

fotos: [],

filtro: ''

}

},

computed: {

fotosComFiltro() {

if (this.filtro) {

let exp = new RegExp(this.filtro.trim(), 'i');

return this.fotos.filter(foto => exp.test(foto.titulo));

} else {

return this.fotos;

}

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}}</script><style>

.centralizado {

text-align: center;

}

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.lista-fotos {

list-style: none;

}

.lista-fotos .lista-fotos-item {

display: inline-block;

}

.imagem-responsiva {

width: 100%;

}

.filtro {

display: block;

width: 100%;

}</style>

Tornamos a experiência do usuário ainda melhor com a possibilidade de filtrar nossa lista de fotos. No entanto, que tal permitirmos que nosso componente Painel seja colapsável? Se implementarmos esse comportamento no componente, todos os lugares que ele for utilizado também terá o recurso.

## **A diretiva v-show**

Queremos esconder o conteúdo do painel, não removê-lo. Para isso há a diretiva v-show. Quando adicionada em um elemento, quando seu valor for true, o elemento será exibido, se for false, será ocultado. Por debaixo dos panos a diretiva realiza um display: none.

Vamos adicioná-la no slot de App. Lembrando que este é o local onde serão inseridos os conteúdos do painel.

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<slot class="painel-conteudo" v-show="false">

</slot>

</div>

</template>

<script>

export default {

props: ['titulo']

}</script>

<style>/\* código omitido \*/</style>

Como atribuímos o valor false, nossos painéis devem exibir apenas o título do painel, mas isso não acontece. O painel e seu conteúdo continuam sendo exibidos.

## **Pegadinha do v-show e slots**

O problema é que não podemos usar a diretiva v-show diretamente na tag slot. Se quisermos fazer com que o slot e todo seu conteúdo desaparece, precisamos envolvê-lo em uma tag div e nela usar a diretiva. Faremos isso, inclusive vamos mudar a class painel-conteudo de slot para a nova div:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<div class="painel-conteudo" v-show="false">

<slot></slot>

</div>

</div>

</template>

<script>

export default {

props: ['titulo']

}

</script>

<style>

.painel {

padding: 0 auto;

border: solid 2px grey;

display: inline-block;

margin: 5px;

box-shadow: 5px 5px 10px grey;

width: 200px;

height: 100%;

vertical-align: top;

text-align: center;

}

.painel .painel-titulo {

text-align: center;

border: solid 2px;

background: lightblue;

margin: 0 0 15px 0;

padding: 10px;

text-transform: uppercase;

}</style>

Perfeito! Todos os painéis são exibidos, mas apenas seu título. Se quisermos voltar a exibir seu conteúdo basta atribuirmos true ao valor de v-show. No entanto, queremos que essa troca do valor de v-show seja feita pelo usuário toda vez que ele clicar no título do painel.

O primeiro passo é adicionar no objeto retornando pela função data a propriedade visivel que começa como true e associá-la à diretiva v-show ao invés de deixarmos um valor fixo como true ou false:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo">{{ titulo }}</h2>

<div class="painel-conteudo" v-show="visivel">

<slot></slot>

</div>

</div>

</template>

<script>

export default {

props: ['titulo'],

data() {

return {

visivel: true

}

}

}

</script>

<style>/\* código omitido \*/</style>

Bom, ainda continuamos na mesma, a diferença é que fizemos usa associação de v-show com visivel da nossa função data. Agora é que vem o truque.

## **Bind de eventos, mais uma vez**

Aprendemos que através da diretiva v-on podemos executar um código a partir de um evento do JavaScript.Nesse caso, vamos adicionar um v-on:dblclick para responder ao evento click na tag <h2> que representa o título do nosso painel:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo" v-on:dblclick="visivel = !visivel">{{ titulo }}</h2>

<div class="painel-conteudo" v-show="visivel">

<slot></slot>

</div>

</div>

</template>

<script>

export default {

props: ['titulo'],

data() {

return {

visivel: true

}

}

}

</script>

<style>/\* código omitido \*/</style>

Veja que no evento dblclick estamos mudando o valor da propriedade visivel para o seu valor oposto. Se ela vale true, mudaremos no clique para false. Se clicarmos novamente, mudaremos para true.

Um novo teste demonstra que nossa estratégia funcionou. Veja que nosso painel agora possui seu primeiro comportamento e, não importa onde nosso componente Painelseja utilizado, esse comportamento o acompanhará.

## **Atalho para v-on**

Da mesma forma que aprendemos um atalho para v-bind, há um atalho para a diretiva v-on. No caso, basta adicionarmos o nome do evento com o prefixo @:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo" @dblclick="visivel = !visivel">{{ titulo }}</h2>

<div class="painel-conteudo" v-show="visivel">

<slot></slot>

</div>

</div>

</template>

<script>

export default {

props: ['titulo'],

data() {

return {

visivel: true

}

}

}

</script>

<style>/\* código omitido \*/</style>

Inclusive podemos alterar em App de v-on:input para @input.

Tudo muito bacana, mas que tal realizar esse processo de exibe e oculta com efeito, por exemplo, um fade? É isso que veremos no próximo vídeo.

Vue não faz mágicas no que diz respeito à animações. É o desenvolvedor que deve criar os estilos que devem ser aplicados no momento correto para que os efeitos aconteçam. O que o Vue faz é indicar a hora exata na qual nossas classes devem ser aplicadas.

No entanto, o Vue precisa delimitar a área do template no qual fará essas indicações. Como queremos realizar uma transição no conteúdo do nosso Painel, vamos envolver nossa div com a classe painel-conteudo pelo componente transition. Obrigatoriamente precisamos escolher um name para ele. No caso, usaremos painel-fade:

<!-- alurapic/src/components/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo" @dblclick="visivel = !visivel">{{ titulo }}</h2>

<transition name="painel-fade">

<div class="painel-conteudo" v-show="visivel">

<slot></slot>

</div>

</transition>

</div>

</template>

<script>// código omitido </script>

<style>

/\* código omitido \*/</style>

Em primeiro lugar, transition só pode ser usado com um elemento, se tentarmos colocar mais um elemento como filho do nosso wrapper receberemos um erro.

Se clicarmos em nossa Painel, nada ainda acontece. Precisamos criar o estilo para painel-fade. O problema é que para realizarmos uma transição, precisamos aplicar estilos diferentes, por exemplo, quando o elemento esta sendo exibido ou quando ele esta sendo escondido.

É por isso que o componente transition adiciona dinamicamente nos seus elementos filhos as seguintes classes dinamicamente:

painel-fade-enter // antes do elemento ser incluído ou removido, o estado atual

painel-fade-enter-active // quando o elemento esta sendo incluído

painel-fade-leave-active // quando o elemento esta sendo removido

Sendo assim, podemos fazer o seguinte:

<!-- alurapic/src/componets/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo" @dblclick="visivel = !visivel">{{ titulo }}</h2>

<transition name="painel-fade">

<div class="painel-conteudo" v-show="visivel">

<slot></slot>

</div>

</transition>

</div>

</template>

<script>// código omitido </script>

<style>

/\* código anterior omitido \*/

.painel-fade-enter, .painel-fade-leave-active {

opacity: 0}

</style>

Por fim, usamos os outros dois estilos para aplicar a transição:

<!-- alurapic/src/componets/shared/painel/Painel.vue -->

<template>

<div class="painel">

<h2 class="painel-titulo" @dblclick="visivel = !visivel">{{ titulo }}</h2>

<transition name="painel-fade">

<div class="painel-conteudo" v-show="visivel">

<slot></slot>

</div>

</transition>

</div>

</template>

<script>// código omitido </script>

<style>

/\* código anterior omitido \*/

.painel-fade-enter, .painel-fade-leave-active {

opacity: 0}

.painel-fade-enter-active, .painel-fade-leave-active {

transition: opacity .4s}</style>

Façamos um teste agora. Quando ocultamos e exibimos no elemento um fade é realizado.

O componente Painel foi o primeiro componente reutilizável que criamos. No entanto, por mais ínfima que nossa tag img possa ser teremos que lembrar sempre de adicionar width: 100% para que ela se adapte a diversos tamanhos. Para evitar que esqueçamos desse detalhe, que tal criarmos o componente ImagemResponsiva que encapsulará a tag img com seu estilo?

Vamos criar o arquivo alurapic/src/components/shared/imagem-responsiva/ImagemResponsiva.vue:

<!--`alurapic/src/components/shared/imagem-responsiva/ImagemResponsiva.vue -->

<template>

<img class="imagem-responsiva" :src="url" :alt="titulo"></template>

<script>

export default {

props: ['url', 'titulo']}

</script>

<style scoped>

.imagem-responsiva {

width: 100%;

}</style>

Agora, vamos importar nosso componente em App.vue e utilizá-lo no lugar da tag img. Aliás, não esqueça de remover o estilo de App que movemos para dentro do nosso componente:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<h1 class="centralizado">{{ titulo }}</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from './components/shared/painel/Painel.vue';import ImagemResponsiva from './components/shared/imagem-responsiva/ImagemResponsiva.vue'

export default {

components: {

'meu-painel': Painel,

'imagem-responsiva': ImagemResponsiva

},

data () {

return {

titulo: 'Alurapic',

fotos: [],

filtro: ''

}

},

computed: {

fotosComFiltro() {

if (this.filtro) {

let exp = new RegExp(this.filtro.trim(), 'i');

return this.fotos.filter(foto => exp.test(foto.titulo));

} else {

return this.fotos;

}

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos);

}}</script><style>

.centralizado {

text-align: center;

}

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.lista-fotos {

list-style: none;

}

.lista-fotos .lista-fotos-item {

display: inline-block;

}

.filtro {

display: block;

width: 100%;

}</style>

É claro que uma imagem responsiva pode ter outras propriedades, mas a boa notícia é que em todo lugar que nosso componente for utilizado, quando mudarmos sua definição, a alteração será aplicada em todos os lugares.

Começando deste ponto? Você pode fazer o [DOWNLOAD](https://s3.amazonaws.com/caelum-online-public/vue/stages/06-alurapic.zip" \t "https://cursos.alura.com.br/course/vue-parte1/task/_blank) completo do projeto do capítulo anterior e continuar seus estudos a partir deste capítulo. Será necessário abrir seu terminal, entrar dentro da pasta alurapic e executar o comando npm install para baixar novamente todas as dependências da aplicação.

Hoje temos apenas um componente que equivale a uma de nossas páginas, o App. Precisamos de mais um, aquele que será o responsável pelo cadastro de novas fotos. Esse componente não será um componente compartilhável, pois não queremos reutilizar uma "página" dentro de outra. É por isso que ele não ficará dentro da pasta shared.

Vamos criá-lo em alurapic/src/components/cadastro/Cadastro.vue. Por enquanto será uma página simples, com apenas um título:

<!-- alurapic/src/components/cadastro/Cadastro.vue -->

<template>

<div>

<h1 class="centralizado">Cadastro</h1>

</div></template>

<script>

export default {

}

</script><style scoped>

.centralizado {

text-align: center;

}</style>

Excelente, criamos nosso novo componente. No entanto, quando nossa aplicação é visualizada no navegador é o componente App o primeiro a ser renderizado. Tudo bem, mas se quisermos agora carregar o componente Cadastro? Hora queremos um componente e hora queremos outro. Como resolver? Para chegarmos à solução precisamos primeiro entender o conceito de Single Page Application.

A grosso modo, Single Page Applications são páginas que não recarregam durante seu uso com experiência semelhante a um aplicativo. Neste tipo de aplicação carregamos apenas a página principal da aplicação, por exemplo, index.html. Depois que essa página é carregada, o desenvolvedor usurpa o controle do navegador e a busca de novas páginas deixa de ser feita pelo navegador e passam a ser feitas pelo JavaScript.

Se as páginas são carregadas através de JavaScript elas podem ser inseridas no meio de index.html através de manipulação de DOM. Com isso, o endereço no browser continua o mesmo, o que muda é o conteúdo de index.html que é carregado dinamicamente. No entanto, se o endereço de index.html não muda, como poderemos por exemplo, abrir direto em nosso navegador a página X ou Y? Veja que há um monte de complexidade envolvida nesse processo.

É por isso que frameworks como Vue vem nos ajudar. Por fim, para entendermos como uma página que nunca recarrega é capaz de exibir outras páginas precisamos entender o conceito de rotas e como implementá-la com Vue. Assunto do próximo vídeo.

Agora que temos uma visão geral do que é uma SPA, precisamos realizar um ajuste em nossa aplicação antes de continuar. Hoje, temos o componente App, o primeiro a ser carregado pela nossa aplicação e que exibe nossos painéis de fotos que podem ser filtrados. No entanto, em uma SPA, o primeiro componente visual funciona como um placeholder, ou melhor, local no qual outras páginas serão inseridas através do framework. Lembre-se que páginas também são componentes, dessa forma, será em App que de acordo com um endereço especial acessado pelo usuário, o Vue saberá qual componente enxertar dentro de App para exibí-lo. Entenda-o como uma grande lacuna que hora exibirá um componente, hora exibirá outro. Sendo assim, precisamos extrair todo o código que lista nossas fotos para um novo componente. Vamos chamá-lo de Home.

Para acelerar o processo, copie o conteúdo do arquivo alurapic/src/App.vue para dentro do arquivo alurapic/src/components/home/Home.vue. Com o conteúdo copiado, faremos poucos ajustes. O primeiro, é que a div do template não terá a classe corpo e o título da página será fixo como <h1>Alurapic</h1>. Como o título é fixo, não precisamos da propriedade titulo em nossa função data, inclusive podemos remover a classe corpo da tag <style>. Nosso arquivo fica assim:

<!-- alurapic/src/components/home/Home.vue -->

<template>

<div>

<h1 class="centralizado">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from '../shared/painel/Painel.vue';import ImagemResponsiva from '../shared/imagem-responsiva/ImagemResponsiva.vue'

export default {

components: {

'meu-painel': Painel,

'imagem-responsiva': ImagemResponsiva

},

data () {

return {

fotos: [],

filtro: ''

}

},

computed: {

fotosComFiltro() {

if (this.filtro) {

let exp = new RegExp(this.filtro.trim(), 'i');

return this.fotos.filter(foto => exp.test(foto.titulo));

} else {

return this.fotos;

}

}

},

created() {

this.$http

.get('http://localhost:3000/v1/fotos')

.then(res => res.json())

.then(fotos => this.fotos = fotos, err => console.log(err));

}}</script><style>

.centralizado {

text-align: center;

}

.lista-fotos {

list-style: none;

}

.lista-fotos .lista-fotos-item {

display: inline-block;

}

.filtro {

display: block;

width: 100%;

}</style>

Veja também que o caminho dos imports precisou mudar para ../shared para descer um nível, já que o componente agora esta em sua pasta específica. Excelente, agora temos Home e Cadastro como componentes que correspondem a páginas em nossa aplicação.

Agora, vamos ajustar App.vue. Não haverá um código sequer dentro de <script> e o único estilo dentro de <style> será a classe corpo. Seu template terá, por enquanto, apenas a tag <div class="corpo"></div>:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<!-- é aqui que encontrará os componentes de página que queremos visualizar -->

</div></template>

<script></script>

<style>

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}</style>

Você não deve ter ficado surpreso em ver no browser a página em branco, isso porque como App é o primeiro componente a ser carregado, seu template esta vazio. Chegou a hora de realizarmos as configurações necessárias para que seja possível hora exibir o conteúdo de Home e hora o conteúdo de Cadastro Cadastro.

Agora que já separamos a responsabilidade de App que será o ponto no qual exibiremos os componentes Home e Cadastro já podemos instalar a infraestrutura necessária para que a magia do SPA aconteça. Por padrão o Vue não é capaz de resolver a questão que abordamos que é o carregamento de um ou outro componente de acordo com uma rota específica, para isso, precisaremos instalar o módulo VueRouter.

No terminal, dentro da pasta alurapic e com o CLI parado, vamos baixar o módulo com o comando:

npm install vue-router@2.1.1 --save

Dentro de instantes o módulo será baixado e armazenado dentro de alurapic/node\_modules. No entanto, baixar o módulo não é suficiente, precisamos registrá-lo. Para isso, vamos alterar alurapic/src/main.js e realizar um procedimento que já fizemos com o módulo VueResource:

// alurapic/src/main.js

import Vue from 'vue'import App from './App.vue'import VueResource from 'vue-resource';

// importando o router!import VueRouter from 'vue-router';

Vue.use(VueResource); Vue.use(VueRouter);// registrando o router

new Vue({

el: '#app',

render: h => h(App)})

Excelente, importamos e registramos o módulo no global view object Vue. Agora, precisamos configurar as rotas da aplicação. Rotas? Você entenderá no próximo vídeo.

Para que o VueRouter saiba qual componente carregar precisamos registrar rotas para esses componentes. Rotas nada mais são que endereços especiais que são interceptados pelo VueRouter e a partir do endereço ele decidirá qual componente deve ser exibido em App que é o primeiro componente a ser exibido em nossa aplicação.

Vou estipular que os seguintes endereços serão válidos:

http://localhost:8080/#/

http://localhost:8080/#/cadastro

O primeiro carregará o componente Home e o segundo o componente Cadastro. Você deve estar achando estranho o # no endereço. Ele é importante, porque eles fazem com que o browser não dispare uma requisição para o servidor, pois não é uma URL válida. No entanto, sendo algo totalmente válido para o VueRouter, ele extrairá a informação que vem logo após o # para saber qual componente carregar. Ele faz um dê para entre o pedaço da url que vem logo após o # com o seu respectivo componente.

Sendo assim, é uma boa prática declarar as rotas da aplicação em um arquivo em separado. Vamos criar o arquivo alurapic/src/routes.js. Nele exportaremos uma constante que um um array:

// alurapic/src/routes.js

export const routes = [

/\* rotas aqui \*/];

Quando queremos exportar o valor de uma variável é necessário usar o prefixo const. Agora, vamos importar os componentes Home e Cadastro que equivalem a páginas:

// alurapic/src/routes.js

import Home from './components/home/Home.vue';import Cadastro from './components/cadastro/Cadastro.vue';

export const routes = [

No array routes, precisamos ter um objeto Javascript com as propriedades path e component. O primeiro é a caminho que identifica o componente, o segundo o componente que será carregado para este caminho presente na url do navegador:

// alurapic/src/routes.js

import Home from './components/home/Home.vue';import Cadastro from './components/cadastro/Cadastro.vue';

export const routes = [

{ path: '', component: Home },

{ path: '/cadastro', component: Cadastro }

];

Veja que para o componente Home usamos o path como uma string em branco. Esse é o padrão quando queremos acessar o componente como /#/. Já path do componente Cadastro é /cadastro que se traduzirá em uma URL como http://localhost:8080/#/cadastro.

Mas inda falta mais duas configurações. A primeira, é passar as rotas que configuramos para o VueRouter. Para isso, vamos importar routes de routes.js:

// alurapic/src/main.js

import Vue from 'vue'import App from './App.vue'import VueResource from 'vue-resource';import VueRouter from 'vue-router';

// tem que vir entre chaves, porque não é defaultimport { routes } from './routes';

Vue.use(VueRouter);Vue.use(VueResource);

new Vue({

el: '#app',

render: h => h(App)})

Agora que importamos a rota, vamos criar uma instância de VueRouter passando como parâmetro um objeto JavaScript com a propriedade routes que deve receber como parâmetro as rotas que importamos. No caso, tanto a propriedade quando as rotas importadas possuem o mesmo nome:

// alurapic/src/main.js

import Vue from 'vue'import App from './App.vue'import VueResource from 'vue-resource';import VueRouter from 'vue-router';

import { routes } from './routes';

Vue.use(VueRouter);

const router = new VueRouter({

routes : routes});

Vue.use(VueResource);

new Vue({

el: '#app',

render: h => h(App)})

Em ES6, quando o valor e a propriedade possuem o mesmo nome, podemos simplesmente fazer assim:

// alurapic/src/main.js

import Vue from 'vue'import App from './App.vue'import VueResource from 'vue-resource';import VueRouter from 'vue-router';

import { routes } from './routes';

Vue.use(VueRouter);

const router = new VueRouter({

routes});

Vue.use(VueResource);

new Vue({

el: '#app',

render: h => h(App)})

Agora que temos efetivamente nossas rotas, precisamos passará-la como parâmetro para a view instance, aquela que renderiza nosso componente App:

// alurapic/src/main.js

import Vue from 'vue'import App from './App.vue'import VueResource from 'vue-resource';import VueRouter from 'vue-router';

import { routes } from './routes';

Vue.use(VueRouter);

const router = new VueRouter({

routes : routes});

Vue.use(VueResource);

new Vue({

el: '#app',

router,

render: h => h(App)})

Como o nome da propriedade tem o mesmo nome da nossa variável, podemos fazer apenas router ao invés de router: router.

Por fim, precisamos usar uma diretiva especial do VueRouter, uma que indica em que lugar do template de App os componentes serão carregados. Essa diretiva se chama router-view:

<!-- alurapic/src/App.vue --><template>

<div class="corpo">

<router-view></router-view>

</div></template>

<script></script>

<style>

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}</style>

Quando o CLI rodando, veja que nossa aplicação será aberta automaticamente na URL http://localhost:8080/#/. Se quisermos acessar a página de cadastro, fazemos http://localhost:8080/#/cadastro.

Por fim, não há nada de errado com o # no endereço, é algo completamente válido e muito usado. No entanto, podemos removê-lo usando o modo history do VueRouter. No entanto, para este modo funcionar, seu backend que compartilha sua aplicação em Vue deve retornar sempre index.html para todos para qualquer endereço que chegar até ele, inclusive deve retornar index.html para páginas de erro. O Vue CLI já faz isso por padrão, mas se você for hospedar sua aplicação seja lá onde for, lembre-se desse detalhe.

Para ativarmos o modo history basta adicionarmos a propriedade mode com o valor history na instância de VueRouter.

import Vue from 'vue'import App from './App.vue'import VueResource from 'vue-resource';import VueRouter from 'vue-router';

import { routes } from './routes';

Vue.use(VueRouter);

// adicionando a propriedade mode com o valor history.

const router = new VueRouter({

routes,

mode: 'history'});

Vue.use(VueResource);

new Vue({

el: '#app',

router,

render: h => h(App)})

Veja que agora podemos acessar Home através de http://localhost:8080/ e Cadastroatravés de http://localhost:8080/cadastro. Esses endereços não dispararam uma requisição para o servidor e serão interceptados pelo VueRouter para saber qual componente carregar.

Vamos alterar alurapic/src/App.vue e adicionar um menu. Não vamos nos preocupar com estilização do menu, apenas um menu funcional para não perdemos o foco nesta parte tão importante:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<nav>

<ul>

<li><a href="/">Home</a></li>

<li><a href="/cadastro">Cadastro</a></li>

</ul>

</nav>

<router-view></router-view>

</div></template><script></script><style>

/\* código omitido \*/

</style>

Nosso menu é exibido e quando clicamos no link Cadastro somos direcionados para o componente Cadastro. Mas nem tudo esta perfeito. Veja que nossas navegações estão disparando o carregamento da página. Se estamos em uma Single Page Application, isso não deveria acontecer, pois já temos tudo o que precisamos carregado. O problema esta no uso da tag a para realizar a navegação. Para resolver esse problema, precisamos usar o componente router-link:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<nav>

<ul>

<li><router-link to="/">Home</router-link></li>

<li><router-link to="/cadastro">Cadastro</router-link></li>

</ul>

</nav>

<router-view></router-view>

</div></template><script></script><style>

/\* código omitido \*/

</style>

Agora sim! Veja que a página não recarregando enquanto clicamos nos itens do menu. Muito melhor! No entanto, se olharmos o arquivo alurapic/src/routes.js já temos a lista com todas as rotas definidas nesse arquivo. Lá temos o path de cada rota, mas não temos o título. Não tem problema, vamos adicionar a propriedade titulo no array de routes. Isso não causará nenhum erro devido a natureza dinâmica do JavaScript e nos permitirá importar esse array para criar nosso menu dinamicamente. Toda vez que uma nova rota for adicionada em routes, automaticamente ela aparecerá como item do menu:

// alurapic/src/routes.js

import Home from './components/home/Home.vue';import Cadastro from './components/cadastro/Cadastro.vue';

// adicionando a propriedade título

export const routes = [

{ path: '', component: Home, titulo: 'Home' },

{ path: '/cadastro', component: Cadastro, titulo: 'Cadastro' }

];

Agora, importando routes em App e disponibilizando a lista de rotas através da função data. Ah, desta vez vamos usar **in** no lugar de **for** na diretiva v-for. Eu prefiro **of**, mas se você vem do Angular 1 pode preferir o **in**:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<nav>

<ul>

<li v-for="route in routes">

<router-link :to="route.path ? route.path : '/'">{{route.titulo}}</router-link>

</li>

</ul>

</nav>

<router-view></router-view>

</div></template><script>

import { routes } from './routes';

export default {

data() {

return {

routes

}

}

}</script><style>

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}</style>

Vocês devem estar estranhando a linha <router-link :to="route.path ? route.path : '/'">{{route.titulo}}</router-link>. Precisamos testar essa condição, porque o pathde Home é um string vazia, mas quando usamos no componente router-linkprecisamos usar um /. Aliás, nosso menu é um forte candidato para se tornar um componente, mas não faremos isso agora.

Um das coisas mais bonitas do mundo da programação é podermos aplicar com conhecimento já adquirido e aplicá-lo em outros contextos. No capítulo anterior aprendemos a trabalhar com transições. Se refletirmos por um instante, a saída de uma página para a outra é uma mudança de estado, logo, passível de animação.

Vamos aplicar a mesma transição que fizemos com o componente Painel com a única diferença que será executada mais rapidamente. Aprendemos que precisamos envolver o componente desejado como alvo da transição através da tag transition. Sendo assim, qual componente você acha que devemos envolver para conseguir realizar transições entre páginas? O componente router-view em App!.

Alterando App:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<nav>

<ul>

<li v-for="route in routes">

<router-link :to="route.path ? route.path : '/'">

{{route.titulo}}

</router-link>

</li>

</ul>

</nav>

<transition name="pagina">

<router-view></router-view>

</transition>

</div></template><script>

import { routes } from './routes';

export default {

data() {

return {

routes

}

}

}</script><style>

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.pagina-enter-active, .pagina-leave-active {

transition: opacity .3s

}

.pagina-enter, .pagina-leave-active {

opacity: 0

}</style>

Veja que usamos os mesmos estilos, com a diferença que usamos como name do componente transitiono valor pagina e a transição foi reduzida para 200 milissegundos. Experimente clicar nos itens do menu da aplicação e veja a transição entre páginas sendo realizada. Se você domina CSS pode aplicar transições mais elaboradas, o mais importante é saber como integrá-las ao Vue.

Não precisamos meditar muito para ver que há algumas regrinhas para a criação do nosso menu, por isso ele é um forte candidado a ser tornar um componente em nossa aplicação. É exatamente isso que faremos.

Vamos criar o arquivo alurapic/src/components/shared/menu/Menu.vue. Ele receberá de um componente pai uma lista de rotas apenas. Vamos aproveitar e colocar uma validação dessa propriedade deixando explicito que aceitamos apenas o tipo Array:

<!-- alurapic/src/components/shared/menu/Menu.vue -->

<template>

<nav>

<ul>

<li v-for="rota in rotas">

<router-link :to="rota.path ? rota.path : '/'">{{rota.titulo}}</router-link>

</li>

</ul>

</nav>

</template><script>export default {

props: {

rotas: {

type: Array,

required: true

}

}}</script>

<style scoped></style>

Eu preferi chamar internamente de rota ao invés de routes para não confundir com o array de rotas que se chama routes. Mas nada impede que vocês utilizem o mesmo nome.

Agora que temos nosso componente criado, vamos importá-lo em App, inclusive preciamos adicioná-lo na propriedade components para que seja acessível no template de App. Usaremos como nome meu-menu:

<!-- alurapic/src/App.vue -->

<template>

<div class="corpo">

<meu-menu :rotas="routes"/>

<transition name="pagina">

<router-view></router-view>

</transition>

</div></template><script>

import { routes } from './routes';import Menu from './components/shared/menu/Menu.vue';

export default {

components: {

'meu-menu' : Menu

},

data() {

return {

routes

}

}

}</script><style>

.corpo {

font-family: Helvetica, sans-serif;

margin: 0 auto;

width: 96%;

}

.pagina-enter-active, .pagina-leave-active {

transition: opacity .3s

}

.pagina-enter, .pagina-leave-active {

opacity: 0

}</style>

Excelente, quando a página é recarregada tudo continua funcionando como antes. Agora que temos o menu isolado em um componente, fica mais fácil aplicar aquele estilo profissional ao menu. Mas isso eu deixarei para os meus alunos mestres em CSS.

Começando deste ponto? Você pode fazer o [DOWNLOAD](https://s3.amazonaws.com/caelum-online-public/vue/stages/07-alurapic.zip" \t "https://cursos.alura.com.br/course/vue-parte1/task/_blank) completo do projeto do capítulo anterior e continuar seus estudos a partir deste capítulo. Será necessário abrir seu terminal, entrar dentro da pasta alurapic e executar o comando npm install para baixar novamente todas as dependências da aplicação.

Como já configuramos as rotas da aplicação, nada nos impede de partirmos para nossa página de cadastro. No entanto, podemos expandir ainda mais nosso conhecimento sobre criação de componentes.

Em breve, precisaremos implementar a funcionalidade de exclusão de fotos. Vamos deixar preparado o terreno adicionando um botão com o título remover, mas espere um pouco. Quais são as características desse botão?

O botão deve ter a cor vermelha e letra branca, porque remoção é algo sério e o vermelho chama atenção. Ele deve ter um rótulo, ou seja, um nome. Além disso, precisamos indicar seu tipo, se vai ser button ou submit por exemplo. Por fim, queremos que esse botão exiba uma janela de confirmação da operação. Agora eu te pergunto, e se quisermos o mesmo botão na cor azul e sem confirmação? Teremos que criar outro botão.

Você já deve ter percebido que o botão é um forte candidato para tornamos um componente. Ele será bastante configurável e será usado não apenas em Home, mas em Cadastro também em breve.

Vamos criar o componente alurapic/src/shared/botao/Botao.vue:

<!-- alurapic/src/components/shared/botao/Botao.vue --><template>

<button class="botao botao-perigo" :type="tipo">{{rotulo}}</button></template><script>export default {

props: ['tipo', 'rotulo'],}</script>

<style scoped>

.botao {

display: inline-block;

padding: 10px;

border-radius: 3px;

margin: 10px;

font-size: 1.2em;

}

.botao-perigo {

background: firebrick;

color: white;

}

.botao-padrao {

background: darkcyan;

color: white;

}

</style>

Vamos por partes. Primeiro, vamos fazer com que o botão receba apenas como parâmetro do componente pai o seu tipo e rótulo. Por enquanto, vamos deixar fixo a classe botao-perigo.

Agora que já temos o componente criado, vamos importá-lo em Home e utilizá-lo dentro do painel, logo abaixo do nosso componente de imagem responsiva:

<!-- alurapic/src/components/home/Home.vue -->

<template>

<div>

<h1 class="titulo">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto of fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

<meu-botao rotulo="remover" tipo="button"/>

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from '../shared/painel/Painel.vue';import ImagemResponsiva from '../shared/imagem-responsiva/ImagemResponsiva.vue'

// Fazendo o import do botão. Não esqueça de adicioná-lo em components

import Botao from '../shared/botao/Botao.vue';

export default {

components: {

'meu-painel': Painel,

'imagem-responsiva': ImagemResponsiva,

'meu-botao': Botao

},

// código omitido }</script><style>

/\* código omitido \*/</style>

Isso já é suficiente para que nosso botão seja exibido.

Agora, se quisermos executar a lógica de exclusão, precisamos criar um método no componente pai Home que será chamada assim que o botão for clicado:

<!-- alurapic/src/components/home/Home.vue --><template>

<div>

<h1 class="centralizado">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

<meu-botao rotulo="remover" tipo="button" @click="remove()"/>

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from '../shared/painel/Painel.vue';import ImagemResponsiva from '../shared/imagem-responsiva/ImagemResponsiva.vue'

// Fazendo o import do botão. Não esqueça de adicioná-lo em components

import Botao from '../shared/botao/Botao.vue';

export default {

components: {

'meu-painel': Painel,

'imagem-responsiva': ImagemResponsiva,

'meu-botao': Botao

},

methods: {

remove() {

alert('Precisa saber qual foto remover!');

}

}

// código omitido }</script><style>

/\* código omitido \*/</style>

Veja que associamos a chamada do método remove declarada em methods através do evento click usando o atalho @click para binding deste tipo de evento. Mas quando clicamos no botão, nenhum evento é disparado!

## **Disparando eventos nativos**

Isso acontece, porque o componente que criamos é uma caixa preta e só podemos lidar com o que ele oferece. No entanto, podemos usar o modificador .native no evento clique para que o evento click, nativo de toda tag do mundo HTML seja disparado. Isso parece que vai resolver nosso problema:

<!-- alurapic/src/components/home/Home.vue --><!-- código anterior omitido -->

<meu-botao rotulo="remover" tipo="button" @click.native="remove()"/>

<!-- código posterior omitido -->

Agora, quando clicamos no botão, nosso alert é exibido. Excelente, mas precisamos saber qual foto clicamos para futuramente realizarmos um pedido à nossa API para que a delete.

Como o nosso botão esta sendo construindo dentro de um elemento com a diretiva v-for, podemos passar o elemento que esta sendo iterado na lista diretamente para o método. Lembre-se que usamos o nome foto para referenciar cada elemento da lista. É este nome que passaremos para o método remove:

<!-- alurapic/src/components/home/Home.vue -->

<template>

<div>

<h1 class="centralizado">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

<!-- passando foto como parâmetro do método remove do componente Home -->

<meu-botao rotulo="remover" tipo="button" @click.native="remove(foto)"/>

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from '../shared/painel/Painel.vue';import ImagemResponsiva from '../shared/imagem-responsiva/ImagemResponsiva.vue'

// Fazendo o import do botão. Não esqueça de adicioná-lo em components

import Botao from '../shared/botao/Botao.vue';

export default {

components: {

'meu-painel': Painel,

'imagem-responsiva': ImagemResponsiva,

'meu-botao': Botao

},

methods: {

remove(foto) {

// exibindo o título da foto selecionado

alert(foto.titulo);

}

}

// código omitido }</script><style>

/\* código omitido \*/</style>

Excelente, quando clicamos no botão remove de cada foto vemos o título da foto correspondente sendo exibida. Mas vocês devem lembrar que precisamos confirmar a exclusão. Nesse sentido, podemos usar a função confirm para conseguir rapidamente essa funcionalidades:

<!-- alurapic/src/components/home/Home.vue -->

<!-- código anterior omitido -->

methods: {

remove(foto) {

if(confirm('Confirma?')) {

alert(foto.titulo);

}

}

}<!-- código posterior omitido -->

Perfeito, só exibimos o alerta se confirmarmos. Mas pensem comigo. Todo lugar que precisarmos de uma confirmação teremos que ter esse código que chama o confirm. E se no lugar do confirm fosse exibido um model bonitão? Teríamos que repetir esse código em vários lugares. A ideia é colocar o código de confirmação no próprio botão, além disso, podemos ativar ou não a confirmação configurando nosso componente para tornar o botão ainda mais reutilizável. Como faremos isso? É o que veremos no próximo vídeo!

Antes de continuarmos precisamos entender o seguinte. O evento clique do nosso botão chama um método no componente pai Home. Agora, precisamos que o código de confirmação seja executado pelo nosso botão, mas a lógica de execução deve ser feita no elemento pai. Em suma, nosso elemento filho precisa de alguma maneira chamar um método do seu elemento pai.

Para isso, precisamos trabalhar com eventos customizados. Por exemplo, não implementamos ainda esse evento, mas quando clicamos no botão e o evento botaoAtivado for disparado, o método remove recebendo a foto deve ser chamado. Não preciso dizer que botaoAtivado será o evento que criaremos. Como todo evento, podemos associá-lo a um elemento usando o atalho @:

<!-- alurapic/src/components/home/Home.vue -->

<!-- código anterior omitido -->

<meu-botao rotulo="remover" tipo="button" @botaoAtivado="remove(foto)"/>

<!-- código anterior omitido -->

A ideia é o seguinte. Quando nosso componente Botao for clicado, ele disparará um o evento customizado botaoAtivado, mas apenas se o usuário confirmar. Quando esse evento for disparado, o método associado ao nome do nosso evento será executado.

Agora, precisamos alterar Botao para que dispare nosso evento toda vez que for clicado. Para isso, no seu template, vamos adicionar o evento click que chamará um método do componente. É nele que realizamos a lógica de confirmação disparando o evento ou não:

<!-- alurapic/src/components/shared/botao/Botao.vue --><template>

<button class="botao botao-perigo" :type="tipo" @click="disparaAcao()">{{rotulo}}</button></template><script>export default {

props: ['tipo', 'rotulo'],

methods: {

disparaAcao() {

if(confirm('Confirma operacao?')) {

this.$emit('botaoAtivado');

}

}

}}</script>

<style scoped>

.botao {

display: inline-block;

padding: 10px;

border-radius: 3px;

margin: 10px;

font-size: 1.2em;

}

.botao-perigo {

background: firebrick;

color: white;

}

.botao-padrao {

background: darkcyan;

color: white;

}

</style>

É através de this.$emit que disparamos um evento customizado passando como nome do parâmetro o evento.

Com o CLI rodando, nosso projeto com certeza foi recarregado pelo seu navegador, inclusive já podemos realizar nosso teste. Quando clicamos em remover, o diálogo de confirmação é exibido. Se não confirmamos, nada é exibido na tela, quando confirmamos, o alerta com o título da foto é exibido.

Apesar de funcionar nosso botão ainda esta incompleto. Precisamos fazer com que o componente possa confirmar ou não uma ação, inclusive aplicar a classe correta de acordo com seu estilo. é isso que veremos no próximo vídeo.

Vamos fazer com que nosso componente que representa nosso botão receba como parâmetro confirmacao. Se receber true, a confirmação será efetuada, se receber false, nenhum confirmação será feita:

<!-- alurapic/src/components/shared/botao/Botao.vue -->

<template>

<button class="botao botao-perigo" :type="tipo" @click="disparaAcao()">{{rotulo}}</button></template><script>export default {

props: ['tipo', 'rotulo', 'confirmacao'],

methods: {

disparaAcao() {

if(this.confirmacao) {

if(confirm('Confirma operacao?')) {

this.$emit('botaoAtivado');

}

return;

}

this.$emit('botaoAtivado');

}

}}</script>

<style scoped>

/\* código omitido \*/

</style>

Agora, em Home, podemos adicionar confirmacao="false" em noss componente para que nenhuma confirmação seja realizada:

<!-- alurapic/src/components/home/Home.vue -->

<template>

<div>

<h1 class="titulo">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

<meu-botao

rotulo="remover"

tipo="button"

confirmacao="false"

@botaoAtivado="remove(foto)"/>

</meu-painel>

</li>

</ul>

</div></template>

<script>

import Painel from '../shared/painel/Painel.vue';import ImagemResponsiva from '../shared/imagem-responsiva/ImagemResponsiva.vue'import Botao from '../shared/botao/Botao.vue';

export default {

// código omitido }</script><style>

/\* código omitido \*/</style>

Não funciona! Veja que mesmo com confirmacao="false" a confirmação é exibida. Qual a razão disso? O problema é que não fizemos um data binding entre com a propriedade confirmacao, para tal, precisamos adicionar v-bind: ou simplesmente : antes do nome da propriedade. Sem o binding, o valor é passado uma única vez para dentro do componente como texto e não como referência. Em JavaScript qualquer texto é considerado true e por isso o alerta é sempre exibido.

Podemos verificar o tipo dentro do componente Botao da seguinte maneira:

<!-- alurapic/src/components/shared/botao/Botao.vue -->

<template>

<button class="botao botao-perigo" :type="tipo" @click="disparaAcao()">{{rotulo}}</button></template><script>export default {

props: ['tipo', 'rotulo', 'confirmacao'],

methods: {

disparaAcao() {

/ exibindo o tipo da propriedade. Sem o : será string, com : será boolean

console.log(typeof(this.confirmacao));

if(this.confirmacao) {

if(confirm('Confirma operacao?')) {

this.$emit('botaoAtivado');

}

return;

}

this.$emit('botaoAtivado');

}

}}</script>

<style scoped>

/\* código omitido \*/</style>

Agora, quando usamos : o valor passado deixa de ser uma string e passa a ser a expressão, no caso false, um booleano!

<!-- alurapic/src/components/home/Home.vue -->

<template>

<div>

<h1 class="titulo">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

<meu-botao

rotulo="remover"

tipo="button"

:confirmacao="false"

@botaoAtivado="remove(foto)"/>

</meu-painel>

</li>

</ul>

</div></template>

// código posterior omitido

Faça um teste e veja que agora a confirmação não é exibida. Só não esqueça de colocar confirmacao="true" novamente, pois nesse cenário faz sentido pedirmos a confirmação do usuário.

Agora, precisamos lidar com o estilo do botão. Vamos adicionar a propriedade estilo. Se o seu valor for padrão, usaremos a classe botao botao-padrao, no entanto, se for perigo, usaremos a classe botao botao-perigo. Primeiro, vamos adicionar a propriedade em Botao para que ele aceite recebê-la:

<!-- alurapic/src/components/shared/botao/Botao.vue -->

<template>

<button :class="estiloDoBotao" :type="tipo" @click="disparaAcao()">{{rotulo}}</button></template><script>

export default {

props: {

tipo: {

required: true,

type: String

},

rotulo: {

required: true,

type: String

},

confirmacao: {

required: false,

default: false,

type: Boolean

},

estilo: {

required: false,

default: 'padrao',

type: String

}

},

// código posterior omitido

Agora, em Home, vamos passar a propridade estilo="padrao" para que nosso botão seja apresentado com o estilo padrão, ou seja, numa cor azul clara:

<!-- alurapic/src/components/home/Home.vue -->

<template>

<div>

<h1 class="titulo">Alurapic</h1>

<input type="search" class="filtro" @input="filtro = $event.target.value" placeholder="filtre pelo título da foto">

<ul class="lista-fotos">

<li class="lista-fotos-item" v-for="foto in fotosComFiltro">

<meu-painel :titulo="foto.titulo">

<imagem-responsiva :url="foto.url" :titulo="foto.titulo"/>

<meu-botao

rotulo="remover"

tipo="button"

:confirmacao="true"

@botaoAtivado="remove(foto)"

estilo="padrao"/>

</meu-painel>

</li>

</ul>

</div></template>

Agora, em Botao, a classe da tag button deve receber um ou outro estilo de acordo com o parâmetro passado para estilo. Vamos usar uma computed property para isso. Nosso Botao final fica assim:

<!-- alurapic/src/components/shared/botao/Bota.vue -->

<template>

<button :class="estiloDoBotao" :type="tipo" @click="disparaAcao()">{{rotulo}}</button></template><script>export default {

props: {

tipo: {

required: true,

type: String

},

rotulo: {

required: true,

type: String

},

confirmacao: {

required: false,

default: false,

type: Boolean

},

estilo: {

required: false,

default: 'padrao',

type: String

}

},

methods: {

disparaAcao() {

console.log(typeof(this.confirmacao));

if(this.confirmacao) {

if(confirm('Confirma operacao?')) {

this.$emit('botaoAtivado');

}

return;

}

this.$emit('botaoAtivado');

}

},

computed: {

estiloDoBotao() {

// se o valor é padrão ou não passou nada para estilo

if(this.estilo == 'padrao') return 'botao botao-padrao';

if(this.estilo == 'perigo') return 'botao botao-perigo';

}

}}</script>

<style scoped>

.botao {

display: inline-block;

padding: 10px;

border-radius: 3px;

margin: 10px;

font-size: 1.2em;

}

.botao-perigo {

background: firebrick;

color: white;

}

.botao-padrao {

background: darkcyan;

color: white;

}

</style>

Recarregando a página, vamos que nosso botão esta na cor azul. Sabemos que isso foi apenas um teste, pois seu estilo deve ser perigo. Alterando:

<!-- alurapic/src/components/home/Home.vue -->

<!-- código anterior omitido -->

<meu-botao

rotulo="remover"

tipo="button"

:confirmacao="true"

@botaoAtivado="remove(foto)"

estilo="perigo"/>

<!-- código posterior omitido -->

Excelente, temos mais um componente reutilizável que nos será útil ao longo do treinamento.

Terminamos mais um componente. Ponto para nós. No entanto, vimos que se o programador esquecer de usar o dois pontos na propriedade confirmacao do nosso Botao lá em Home o valor será passado como string fazendo com que a confirmação não funcione direito. A boa notícia é que podemos indicar o tipo aceito por uma propdentro de um componente, inclusive se o seu valor é obrigatório. Nossa aplicação continua dando erro, mas a mensagem no console deixa claro que determinada regra foi ferida.

Vamos alterar Botao. Nela, todas as propriedades são tipo String, exceto confirmacaoque é boolean. Além disso, confirmacao e estilos não são propriedades obrigatórias:

<!-- alurapic/src/components/shared/botao/Bota.vue --><template>

<button :class="estiloDoBotao" :type="tipo" estilo="perigo" @click="disparaAcao()">{{rotulo}}</button></template><script>export default {

props: {

tipo: {

type: String,

required: true

},

rotulo: {

type: String,

required: true

},

confirmacao: Boolean,

estilo: String

},

methods: {

/\* código omitido \*/

},

computed: {

/\* código omitido \*/

}}</script>

<style scoped>/\* código omitido \*/

</style>

Agora, se voltarmos para Home e removermos : da propriedade confirmacao será exibida a seguinte mensagem no console do Chrome:

vue.common.js?e881:519[Vue warn]: Invalid prop: type check failed for prop "confirmacao". Expected Boolean, got String. (found in component <meu-botao> at Botao.vue)

Muito mais fácil de detectar o problema, não? Só não se esqueça de voltar com os dois pontos lá na propriedade que modificamos por último.