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**Pseudocode:**

|  |
| --- |
| Algorithm 1: Enumeration |
| MaxSubarray(a[1 to n])  Max = 0  For i =(1 to n)  For j = (i to n)  Sum = 0  For k from i to j  Sum = Sum + a[k]  If Sum > Max  Max = Sum  Return Max |

|  |
| --- |
| Algorithm 2: Better Enumeration |
| MaxSubarray(a[1 to n])  Max = 0  For i = (1 to n)  Sum = 0  For j = (i to n)  Sum = Sum + a[j]  If Sum > Max  Max = Sum  Return Max |

|  |
| --- |
| Algorithm 3: Divide & Conquer |
| MaxSubarray(a ,low,high)  if (l == h)        return a[l];      int m = (l + h)/2;  a=maxSubarray (a, l, m), b=maxSubarray (a, m+1, h), c=maxCrossingSum (a, l, m, h)  return max(a,b,c)  maxCrossingSum (a,1,m,h)  bothMaxLeft = 0;  sum = 0;  for i = (low to m)  sum += a[i];  if (sum > bothMaxLeft)  bothMaxLeft = sum;  bothMaxRight = 0;  sum = 0;  for i = (m to high)  sum += a[i];  if (sum > bothMaxRight)  bothMaxRight = sum  bothMax = bothMaxRight + bothMaxLeft; |

|  |
| --- |
| Algorithm 4: Linear Time |
| MaxSubarray (a[1 to n])  maxsum =0  maxsuffix =0  for i = (1 to n)  if maxsuffix + array[i] > 0  maxsuffix += array[i]  else maxsuffix = 0  if maxsuffix > maxsum  maxsum = maxsuffix  return maxsum |

**Run-time Analysis**

# Enumeration

In this algorithm, we have 3 nested for loops and the innermost loop is of Θ(n).

Each loop go through the entire array, which gives Θ(n2)\* Θ(n). The summation equals to

![](data:image/png;base64,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)

Which is equal to (n3 + 3n2 + 2n)/3

The asymptotic running time of this algorithm is Θ(n3).

# Better Enumeration

In this algorithm, we have 2 nested for loops and the innermost loop is of Θ(n).

Each loop go through the entire array, which gives Θ(n)\* Θ(n). The summation equals to
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Which is equal to n(n-1)/2

The asymptotic running time of this algorithm is Θ(n2).

# Divide &Conquer

In this algorithm, we are splitting the array into two halves (n/2 each) and processing each recursively. And we need to process the case when the subarray crosses the midpoint. We can find crossing sum in linear time by finding the maximum sum starting from mid-point and ending at some point on left of mid, then find the maximum sum starting from mid + 1 and ending with sum point on right of mid + 1. Finally, combine the two and return.

T(n) = 2T(n/2) + Θ(n), n>1

Solve using Masters Theorem, Case 2

T(n) = Θ(n lg n)

# Linear Time

In this algorithm, if n = 1, since it returns immediately, we have Θ(1).

Keeping track of the maximum subarray (maxsub) and maximum current array (maxcurrent), this will take Θ(n). With the summation for each subarray, we end up having an asymptotic bound of Θ(n) with the n terms cancel out.

![](data:image/png;base64,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)

Which is equal to n.

The asymptotic running time of this algorithm is Θ(n).

**Proof of Correctness**:

Pre-conditions:

A is the array of n elements of which we want to find the subarray which has the maximum value if we add its elements.

Post-conditions:

The maximum sequential sum value is returned.

Recursive part

Base case:

If lo == hi therefore only one element is in the array which means that the sum is the content of that element.

Inductive hypothesis:

We assume that algorithm 3 finds successfully the maximum subarray summation for the array of n elements.

Inductive step:

We want to show that the algorithm finds the maximum subarray summation for array with n+1 elements.

Left recursive call nL = midpoint -> lo = n+1/2 <= n

Right recursive call nR = midpoint + 1 -> hi = n+1/2 <= n

The recursive calls divide the array in half until they finally reach the base case where lo == hi and then they return the value of that element.

Loop Invariant for the maxCrossingSum function

Initialization:

Initially for the left subarray the variable i is equal to the midpoint and for the right subarray

is equal to midpoint + 1. The variables sum, bothMaxLeft/Right are all equal to zero.

Maintenance:

In each iteration we add to the sum the value of the element a[i] and then we check if it is greater than the bothMaxLeft/Right and store it if it is. The variable i decreases for the left array and increases for the right array for the next iterations.

Termination:

Eventually the loop terminates when i reaches the lo value for the left subarray and hi for the right subarray and by then the maximum sum is stored in the bothMaxLeft/Right variables.

T(n) = 2T(n/2) + n , n > 1

T(n) = 1, n ≤ 1,

**Testing**:

We randomly created 5 arrays and checked their Max sum from the web application, the instructor had included in the canvas and checked with the return values of all 4 Algorithms. If they are not equal, returns false and if they all are equal, return True. We also tested with your MSS\_TestProblems.txt and verified output with MSS\_testResults.txt. If I give empty array our algorithms takes it and does nothing. So I should add some exceptions and input validations but they are out of scope for this project.

# **Experimental Run-time Analysis:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Array  Size** | **Run Time (Micro Seconds)** | | | |
| **Enumeration** | **Better Enumeration** | **Divide & Conquer** | **Linear Time** |
| 100 | 1302 | 31 | 11 | 1 |
| 200 | 6406 | 122 | 24 | 2 |
| 300 | 20909 | 269 | 39 | 3 |
| 400 | 49133 | 477 | 50 | 3 |
| 500 | 95293 | 750 | 65 | 4 |
| 600 | 164159 | 1075 | 84 | 5 |
| 700 | 260082 | 1455 | 92 | 6 |
| 800 | 387331 | 1917 | 106 | 7 |
| 900 | 550426 | 2492 | 121 | 7 |
| 1000 |  | 3017 | 134 | 8 |
| 2000 |  | 11869 | 286 | 16 |
| 3000 |  | 26526 | 443 | 25 |
| 4000 |  | 47140 | 595 | 32 |
| 5000 |  | 73636 | 768 | 40 |
| 6000 |  | 105914 | 922 | 54 |
| 7000 |  | 144168 | 1077 | 55 |
| 8000 |  | 188211 | 1227 | 65 |
| 9000 |  | 238310 | 1423 | 71 |

y = 0.0027x2.8021 The Graph for Enumeration Looks Exponential (n^3).

y = 0.0032x1.9906 The Graph for better enumeration looks exponential (n^2)

y = 0.0834x1.0704 The Graph for Divide & Conquer looks linear up to some extent (n lg n)

y = 0.0109x0.9635 The Graph for Linear time looks linear till some extent and had small variations and again looks linear (n)

The Run Time of 10 minutes for Linear Time Algorithm is given by Input Size of 3127341.

The Y-axis can go till 6000000, But To show scope of all algorithms, plotted only till 20000.

From the Log-Log plot we get:

Experimental Runtime for the Enumerator algorithm is θ(n2.802). This is close to the theoretical runtime of θ(n3).Experimental Run time for Better Enumeration algorithm is θ(n1.990) . This is very close to the theoretical runtime of θ(n2). Experimental runtime of Divide & Conquer is θ(n1.070). This is close to that of theoretical runtime θ(n lg n). Experimental runtime of Linear Time is θ(n0.963). This is close to that of theoretical runtime θ(n).

The Log-Log plot also shows small discrepancies between the experimental and theoretical runtime data. Which might be some glitch in Micro seconds calculation and slope calculation and sometimes on number of processes running and Cache availability (Hit/Miss). But our experimental results are almost close to theoretical results.
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