**Collections Framework**

**What is Collection?**

Collections framework is nothing but handling individual Objects (Collection Interface) and Group of objects (Map interface).

We know only object can move from one network to another network.

A collections framework is a class library to handle group of Objects.

It is implemented by using java.util package.

It provides an architecture to store and manipulate group of objects.

All the operations that we can perform on data such as searching, sorting, insertion and deletion can be done by using collections framework because It is the data structure of Java.

The simple meaning of collections is single unit of Objects.

-------------------------------------------------------------

It provides the following sub interfaces:

**1) List** (Accept duplicate elements)

**2) Set** (Not accepting duplicate elements)

**3) Queue** (Storing and Fetching the elements based on some order i.e FIFO)

***Note:*** Collection is a predefined interface available in java.util package whereas Collections is a predefined utility class which is available from JDK 1.2V which contains only static methods (Constructor is private)

Collection Hierarchy

---------------------
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**Methods of Collection interface**:

--------------------------------

a) **public boolean add(E element)** : It is used to add an item/element in the in the collection.

b) **public boolean addAll(Collection c)** : It is used to insert the specified collection elements in the existing collection(For merging the Collection)

c) **public boolean retainAll(Collection c)** :- It is used to retain all the elements from existing element. (Common Element)

d) **public boolean removeAll(Collection c)** :- It is used to delete all the elements from the existing collection.

e) **public boolean remove(Object element)** :- It is used to delete an element from the collection based on the object.

f) **public int size()** :- It is used to find out the size of the Collection [Total number of elements available]

g) **public void clear()** :- It is used to clear all the elements at once from the Collection.

All the above methods of Collection interface will be applicable to all the sub interfaces like List, Set and Queue.

----

**Method collection interface**

**![](data:image/png;base64,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)**

-------------------------------------------------------------------------------

**List<E> interface**

-----------------

It is the sub interface of Collection interface introduced from JDK 1.2V.

It is internally an Array so it stores the object in a sequence order by using index.

Here we can store the object by using index because List interface has provided add(int index, E element) method which will add the object based on the index position.

List interface can accept duplicate elements.

We can perform sorting operation directly by using **sort(Comparator<T> cmp)** method or by using Collections.sort(List<E> list) interface as a parameter.

We can iterate the elements of List interface by using Iterator and ListIterator interface.

---------------------------------------------------------------

**List interface Hierarchy**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABTkAAAKhCAYAAACb5arAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAFkDSURBVHhe7d0/dtrY+wfg699aYIqcWQGsANKkSvvtoIQmXcp0aaCEbtpUaQIrgBXkTDGwF/90AceSwLaE+SPB85zDGZtxhBACLh/e996Hx0QAAAAAAKip/9v9FwAAAACgloScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5ASpnHdbzcej326HdfggPD7lLO7m+3w/j8Tz5y2tah3F6//rz3fV5Rf+Ou7Aeh/bTubC5tMP4HCfypW4HAACoBCEnQFWs52Hcb4eHh2ZododhOl2G5XL3/9KSK5fTaRgOu6EZw5t2O/Tn6ysHnhQ3D/1M+NZPrrkXyX1vDsPzad0Ko9UiDBq7X1PW4/hcSB+nly/tQ+llYxAWq1FyC0+WYdi8p2MNAAD3RcgJUAGbQKfZDcPpoVTzDctlmHabofmwDTu5jGwIJzwrYt7vhunu56g3OxxwnkwMOme93S/RNHRVEgMAwE0ScgJc1TrM+w+hOcyFm61W6I1mYbVahcfHx9RllVw3C6NRL1Wh9mQZfv+3+xGqZt4P3VTC2RqtwqSz++WcOpOwGqWeLdNukHMCAMDtEXICXNG838wEP7F9tzdbhcfFIkwGndBo5MvcGsl1nTAYTMLi8TGsZqPQ2087oWLmoZ9NOMM/b5RwNgaLTLifzinjv1/9+X+PYfHmtv7J/PtpV+UtAADcGiEnwLXkKttiwBnnJ5x0ivfvNjqDMFmswkzSWSOdMEkFdI+Pk+Sa27Yef8u2qX8dhHN2qe9rhME/6fk5p+GbVYgAAOCmCDkBriJX2ZY4fn7CRuhMFmE164W/d9dAdczD9/R0DL3ZZdrU8xqD8DU1Pedy+F01JwAA3BAhJ8AV5CvbThH8NDqTMCmSkm5Wce+Hdju7QnVcpb3dH4dqrV20TnZ3HPpx39L7mlzacVX58Tysj97fc277TC702K13K/1njsuRt5E911th9OV6daudL6o5AQDgZj0CcGGrx1ErPMaX4O2l9Tha7f7XWSW322ulbvflS6s3Sv76Lbn70Zvtrs8r+ndZq1nvsfX0b169tB57JQ9g8W0nl1bvcTR72n7+sStyyT++xxyPUz92yRZH6e31Hjd7sZo99t68f8nx/nM83nLcY78vt51Wsft4yKx3mu0AAADVopIT4NLWv8KP9GLqva9HtqmXMQ/9djMMp7lV3F+wnA5Ds329xVnm/XZodqeh4N6G6bAZHgotmR1Xsy+z7cRyGobffiX/8lou89j9N26Hh2Y3vH0zyfHuNoutUD7/HjKd6p+uP/to51OmZz1817MOAAA3QcgJcGmrfzMBW+tDc/fTuazDuJ0Lr1q9MFutUovfPIbVapZdqX05Dd32+OLh3nrcDt30zra2K86vVunFepLf8yvLT7uh/Ub78XY1+8yBCL3R7MC2e/FmK+BSj900DP+kkQeOSXJ7+cWtpt/e3v76v9+7n6JeqEDGGVPOZE+e/f7vevE1AABwOkJOgAub/8wuOPT3X+ct41yP/5eppmuNVuFxMQmdRvZ2G41OmCwew2qUCrOWw/C/S85bOO+HZnZnw2qxXXE+u7vJ77uV5bO7+8piMvnV7OO2H5NtDzoHtj0Ji3gsZuk5HKNGGCTXb4LF9A2HXpg9BYJ7l2MXlLr0Y7cLNw8dk+SXuLjVLJ0OLn+EX69ufh1+pUuWe58qsop8J2SKOX9cs0oXAAA4FSEnwFW1wnkLOXMrW7dG4Z83ErfG4J/iweFJrcP4WyqF3AScg/DG3obBP9nFZH4e3NnctmMo+ea2k613BmHxuAqjqyxbf8nHrhVGq124ubvmkOzCPcvw49WUcxX+zWSc1Yg4o2zL+r/JngIAAHUn5AS4qHXIdPCGv8NZCznnPzOruPe+vh3sbYLDr+mSvZeCwxPLzVVabF8TjUFI7+700M7m5oZsjb6UqCpMjsek4L6c0kUfu4LnYeOv5C+fLf99JR7M7P+5w/ySmh8KBOMAAECdCDkBbli2Nb7EnIi5eQsPBocntv7143mu0tYofClR+Nf8kCpf/P3fXvtxdm7IVvj88eKRZWnVfOyaIX2oiztzmF9WLqwFAADqT8gJcLNyVaOtD6F4MV0uzDoQHJ7aKt3b/PdfpSonG3+lIqu99uPc3JCtz6H6GWe9HrtDMsFyqf2/hOwxsvgQAADUn5AT4KIaIZ3HhfA7nC9fyc6JWC44zO3n2ectzIV60254eHgofsmsKPSGkgHqddTpsSugcsc8/zwEAADqTsgJQAXkQr2TOue2eUmmMrfiXp1bFAAAqAUhJ8CFZeaPfHOFagAAAOAtQk6AC2t8/Jxa2VkV2VZuHsneLDw+Ph55meRWTj92sRwAAADqQsgJcGn5lZ2n38L4LMWc71mA5j0L31TclRbiKaf+j122YrnaWh9u5uwGAIC7JeQEuLhO+DJKB0DLMPw+3/18Su9ZgOY9C98coxE+fk4dk+nPcLojkj8OP0L1Zwio02NXQOWC5VwQDAAA1J6QE+AK8i3rcTXx/ntTvXk/9HMloZ1Pvd1P0TT8LHob85/JXz/rfco2gJ9DI5PqldjXArLHoR7zoNbpsTsk83hWYYX3jGwQ/Pdf1V9vHwAAeJ2QE+AaGoPwT6aaM+ac7SPb1tdhPm6Hh+407BWndT6FTFT2bVygom4dxt8yMVm4SE7W+RLSh2Ta7Zev5lzPQ/9QWpw7Dsvh9xLbTo5H/63j9jv8d+rctE6P3ZvOcHzeY/3f/nMFAACoNSEnwJU0Bv9kQr1YYThstkN/XjwNWs/Hod9uhu4w3Z+clmuNXw5D842S0Xm/GdKba42+5BbyOZdGGHzNVi922/1Q7HCsk/1uh4dmN1PF+Cw/RUDc9tuh4XreD+2H5HgcSMSylafnqA6t02N3QCakXYZKra+1+jfZoydVCYIBAID3EHICXE0jDBarvaBz2m2Gh4d26I/nYb3OB2fr5Lp5GI9j+PYQmt1hmL6Ub+7shanTbnjYhIfZbcft9tsPoZtOCVuj8M/ggq28nUmYZUoup6HbfAjt/nizv7k93h6LGG4+NJP9fv1A7B2HGBr+Oc676zaS7W7C43h8p6kwLGevOrS5mS4gvantMe0fvbBUrR67PdnFk6annH/gneY/UwfqlhbVAgCAOybkBLiqbdA562WSzsQyTIfd0GzGwPMhdWkm13XDcHgofGuFzwfnFoy3McsEctvwMLvtuN1MTtjqhdlicPFFazqT/eOxnA43+9tM7e+fY/FWyvvHC6Hy5jjntlsgPN6rtExMh9l93B7T9zRG1+uxy3rfYlLrOAXDn/uYrVDdBtTP979dKkWeh0zG+fnjlY8TAABwCkJOgKtrhM5kEVazUdjLOoto9cJotgqPj4sweLHtthMmj6swKngDrd4orBaTK7U6Px+PVsnjEfd79uW1vX4pVH5FPL5fDwdhjcGi3LaOUqfHLuuci0kdLbcwk0WHAADgNgg5ASqi0RmEyeIxPK5WYTaKgWfrYMjXitf3Rptgc/WY/P1iEgadIkFNIwwmi2T7s01gtrft3XZnq8ewmFy7CnB7PBbJ8Vht9re3ud958breZp9jyLvd77cPxTZEfXxMHefd/3my2e5oltz228d3E8gm+7i/nXiM43a+ho/vPpj1euz+yC8mVYGUM9uqPgqvZuIAAEBtPCQfCh93PwMAnFRsO2/+6TVvhdFqEa42Veh6HNrN4Z+pHlqjVVhcdd5SAADgVIScAMAZzUP/IbXqfW8WHifXKZ+c99OLM/XC7HFSibZ+AADg/bSrAwBnlFugadoN/Wt0ra/H4VumU/2LgBMAAG6IkBMAOKvG4Gtmhfjpt3Eosx76+63D+H/PbeqxivOrNnUAALgp2tUBgPOb98PDc6/4RdvWs/OCxpt+DFfqmAcAAM5EyAkAXER2TswLhY1XDFcBAIDL0a4OAFxEZzLLtq1322F8zr71uJp6OuCMiw0JOAEA4CYJOQGAC+mEyWoUnpchWoZh80xBZww4m+l5OFthtLKaOgAA3Crt6gAAAABArankBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQG4ew8PD38uAAAA1I+QE4C7lg82BZ0AAAD1I+QEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAnAXXt8fNz9tJX/HQAAgOp7SD7M+TQHAAAAANSWSk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBICi1uPQfngID38u7TBe7/7fKV3qdgAAAG6EkBOAZ/N+Klh7CP357vqjzUM/tb2Hh35yTV0l96U5DMvdbyG0wmi1CIPG7teU9bidus+vX9qH0svGICxWo+QWnizDsFnnYwcAAHBeQk4AblI2aHx/QDjvd8N093PUmx0OOE8mBp2z3u6XaBq670+dAQAAbpKQEwDeMu+HbirhbI1WYdLZ/XJOnUlYjZ7rOcO0e4LqWgAAgNsj5ASAV81DP5twhn/eKOFsDBbh8fFxd1mFdE4Z//3qz/97DIs3t/VP5t9Pu9rWAQAA8oScAJxRJ0xSgd7j4yS5pl7W42/ZNvWvg3DOLvV9jTD4Jz0/5zR8swoRAABAhpATAF40D9+Hz0sNhd7sMm3qeY1B+JqannM5/K6aEwAAIEXICUDlrNfzMO63Q7udXYn84SFe1w798TjM1+evZsxWcbbC6Mv16lA7X1RzAgAAvETICcAZrcM4HVS+tWrOehz6yd83m90wnC7DMlVEuRWvW4bpcBi6zeY29MyEfc+310xXYMaVyf8EpflLOxzOC9fh1490FefX866m/pZ8NeePX8keAgAAEAk5AaiGeT+0m8Mw3Qs2X7MMy39Xu59PbP49ZDrVP11/NtHOp0zPeviuZx0AAGBDyAlABWxXMH/OFFuhN5qF1Sq9aNFj8vsqzGaj0Gullys/j/V/v3c/Rb1QgYwzppzJnjz7/Z9aTgAAgEjICcDV7c19uVqEyaATGrn28EZyRaczCJPFIjw+rsJs1EvNUxk1wmCxC0RH6f/TC7NUWJq9LA60oedb1T9VZFX4TsgUc2pZBwAA2BByAnB1q39TgWLrc/hYaO7LRugMJmFxluXOVyG9S1VoVX+SbVn/N9lTAAAAhJwAXNk6ZDrDq2D+M1NZ+qG5+7EKmh8yq6z/NC8nAACAkBOAa2uEv/7e/Rgtf4RflerB/jv8dc1V1fMafyV7BAAAQJqQE4Cra35Iz5+5DMNmO7T787C+UtiZWXSo9SFUqZAzOVohfbgsPgQAACDkBKACGoOvmVXDY9C5nHZDs/kQHh4eQrvdD/3xOMzn68svtPP3X6FKhZx7la8AAAAIOQGogk6YrGahl10q/Y/lchqmw2Hodpuh+fAQHtrt0J+fL+7MLIRUcct/LT0EAAAg5ASgGhqdMFmswmrWC60Xws4/lssw7TbDQ3t8+cpOAAAAKkfICUCFNEKjMwmLxWN4fIyB5yyMRr3Qeyn1XA5Ds295cQAAgHsn5ASgomLg2QmDwSRMFovw+PgYHlerMMv3tE+/hfGJyzmzCyFVW+tDtZZFAgAAuAYhJwD10WiEzmQRVqN0CLkMZ52W8vd/FWuJX4f04u8AAAAIOQGoocbHzyEdc/7+77QxZCO9fPny31CtpX1WIb0u0t9/VWvtdwAAgGsQcgJwZfPQb4/DexZLfzvo+x2Oz0Hf82/PYP1fskcAAACkCTkBuL7lMHSb7dAfzwu1hs+/D8NzMWMvfOrsfkzJVGMmf/3jV4mksvMp2eqTM7fDl7X69837DgAAcG+EnABUxDJMh93QfHgI7X6s7FznAs/k93Ws+myH7nR3VaI1+hIO5nyZoDLmqM3QH2e3ud1e/8DCRc2QXnto+rM6K7jPf6bv/IdkTwEAABByAvCiafchPDyUvbTfvdr5chorO5ubwPN5u8nvzW6YLlMTUrZG4Z/BS63qnfAls0BRcn+G2W1ut3eo+bsRPn7OpJyhTMy5Hrcz+z1M7XKsWk3vQ7vUwZqHTMb5+WOypwAAAAg5AbiyTvgyG4VeNo98Qyv0RrOwWgxeDfkag0WYldvwH9l292moRDHn/GeyJ88sOgQAALAl5ATg6hqdQZgsHsPjahVmoxh4tjKrp28l17V6YRTDzcdFmAw6haoYO5NFWK1mB7YZtxfD0q/h46ENdb6EdCFoFVrWs63qo/DFfJwAAAAbD4+J3c8AQEpsO2/+6TVvhdFqEV7sjj+39Ti0m88LLrVGq7C42s4AAABUi5ATAF40D/2H7nOLeG8WHifXKZ+c9x9SCy71wuxxcnjBJQAAgDukXR0AXpRbvGjaDf1rdK2vx+FbplP9hRXlAQAA7pSQEwBe0Rh8Db3dz9H02zi8c/H4ktZh/L/nNvVYxflVmzoAAECGdnUAeMu8Hx6ee8Uv2raenRc03vRjuFLHPAAAQGUJOQGggOycmBcKG68YrgIAANSJdnUAKKAzmWXb1rvtMD5n33pcTT0dcMbFhgScAAAABwk5AaCQTpisRuF5GaJlGDbPFHTGgLOZnoezFUYrq6kDAAC8RLs6AAAAAFBrKjkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQGgoh4eHv5cAAAAeJmQEwAqKB9sCjsBAABeJuQEgBoRdgIAAOwTcgJADQk7AQAAnj08JnY/A8Cr0qGat4/zKxNiejwAAIB7JuQE4E0vhW11fQupW1gr7AQAAHidkBOAF70VrtXxLeTQfarL/RB2AgAAHGZOTgAOKhOocRkxuCwaXsbHz2MIAADcCyEnABlFwzGVgtcj7AQAAMjSrg7ARtEgrO5vG4fu5y3ep5d42wcAAG6RkBPgzt1LuPnkFkPOJ8JOAADgXmlXB7hTMRC7t4Dz1sXHqehjVebxBwAAqDqVnAB35t6r/Q7d/1t9K7z3xxoAALgfKjkB7kjR0CsGXkKv+ivzOMZzo0woCgAAUCUqOQHuQJlw89YdOhb38lZYJsQ0PAAAAOpEyAlww4Sb++455Hwi7AQAAG6NdnWAGxRDLAEnL4mPedHHvcy5BAAAcC0qOQFuiAq9tx06Rvf+Vui8AQAA6k4lJ8CNKBpUxZBKUEVamXMinmdlQlEAAIBLUMkJUHNlwk0OHy/HJqtsiOn4AQAA1ybkBKgp4eZxhJzFCTsBAIC60K4OUDMxeBJwcgnx/ClzDpU5NwEAAE5JJSdATZQJj7y0v+zQcXS8iikbYDquAADApajkBKiBouFSDJUES5xL2fMrnrdlg1EAAIBjqOQEqLAy4SbFHDqmjt9xygaYjjMAAHAuQk6AChJuno+Q8/SEnQAAwLUJOQEqRLh5fkLO8yoTeDruAADAqZiTE6ACYjAk4OQWxPOz6Dla5rwHAAB4jUpOgCtS9XZ5h465Y3s+znEAAOASVHICXEnR8CcGP8If6qrM+RufE2VCUQAAgCcqOQEurEy4yekdOv6O9eWUCTE9LgAAQFFCToALEW5Wg5CzGoSdAADAKWlXBzizGOYIOCErnutFz/cyzyEAAOA+qeQEOBOVatV06HFx/K/P8wUAAHgPlZwAZ1A0sIlhjcAGVHYCAADvo5IT4ITKhJtcx6HHyONRPWVCTI8fAAAg5AQ4AeFmfQg560XYCQAAFCHkBHgH4Wb9CDnrSdgJAAC8xpycAEeIgYuAEy4nPo+KPpfKPD8BAIDboJIToATVZPV36DH0WNWP5yIAAJCmkhOgoKKhSgxUhCpwXmWeZ/G5WyYUBQAA6kclJ8AbyoSbVN+hx9NjV39lQkyPNwAA3B4hJ8ALhJu3Sch524SdAABwn7SrA+TEkETACfUUn5NFn5dlnusAAEC1qeQE2FEBdh8OPc4ez9vleQ0AAPdBJSdAomgQEkMQQQjUR5nnbHwdKBOKAgAA1aGSE7hrZcJNbsOhx9zjez/KhJjOCwAAqA8hJ3CXhJv3S8hJJOwEAIDbol0duCsx2BBwAvH5XfQ5XuZ1AwAAuA6VnMBdULXFk0PngsccrxEAAFBvKjmBm1c0vIjBhfAC7lOZ5398TSkTigIAAOenkhO4WWXCTe7HofPCOUBemRDT+QMAANcn5ARujnCT1wg5KUPYCQAA9SDkBG6GcJMihJwcQ9gJAADVZk5OoPZi+CDgBM4pvnYUff0o85oEAACchkpOoLZUVnGMQ+eN84OyvP4AAEC1qOQEaqlowBDDBQEDcGplXlvi61WZUBQAAChPJSdQK2XCTTjk0DnkfOG9yoSYzjcAADg9ISdQC8JNTkXIyTmVCTsj5x4AAJyGdnWg0mJgIOAE6iK+DpV5LSrzGgcAALxMJSdQSWU+9HsZo4xD55ZziHMpG2A6FwEA4DgqOYHKKRoKxDBAIABUWdnXqfj6VzYYBQAAkrF0MvCWEACVUCbchGMdOs+cU1xK2QDTuQkAAMUIOYGrE25ySUJOqkDYCQAAp6VdHbia+CFfwAnco/iaVuZ1rczrJQAA3COVnMDFlfmg7iWKUzt0/jnPqAKvjQAAcDwhJ3AxPsBTBUJOqs5rJQAAlKddHbiIoh/a4wd2H9qBe1bmdTC+tpYJRQEA4Fap5ATOqky4CZdw6Jx0/lFlZUJM5zIAAPdKyAmchXCTqhJyUlfCTgAAeJl2deCk4odwASfA6cXXzKKvm2VeiwEA4Bao5AROQoURdXHoXHVOUkdedwEA4JlKTuDdin7Qjh+yfdAGOI0yr6nxdbpMKAoAAHWjkhM4WplwE6ri0HnrHOUWlAkxnfMAANwaISdQmnCTOhNycuuEnQAA3CPt6kBh8YOzgBOg2uLrb9HX4DKv6wAAUGUqOYE3qQrilhw6n5233DKv4QAA3AOVnMCrin44jh+MfTgGqJ4yr8/xNb9MKAoAAFWhkhM4qEy4CXVy6Nx2HnNPyoSYnhsAANSFkBPIEG5y64ScsCXsBADglgg5gQ3hJvdCyAlZwk4AAG6BOTnhzsUPtwJOgPsVX9uLvr6Xec8AAIBLUskJd0rlDvfq0LnvHIdn3h8AAKgjlZxwh4p+gI0fXn2ABbgvZV774/tJmVAUAADORSUn3JEy4SbcqkPPA+c8vKxMiOm5BADAtQg54Q4IN+GZkBOOI+wEAKDKtKvDDYsfSAWcAJxCfJ8o+l5R5v0HAABOQSUn3CDVNvCyQ88PzwMoz3sNAABVopITbkzRD53xA6cPnQAcq8z7SHxvKhOKAgBAWSo54UaUCTfhnh16rnhewPuVCTE95wAAODUhJ9SccBPKEXLCeQk7AQC4Bu3qUFPxQ6SAE4Cqie85Rd93yryXAQDAa1RyQs2okIH3OfQc8lyB8/G+BQDAJajkhBop+kExfkj0QRGAKijznhTf58qEogAA8EQlJ9RAmXATeN2h55PnDlxOmRDTcxMAgKKEnFBhwk04PSEnVIOwEwCAUxJyQgUJN+F8hJxQLWXCzsjzFQCAQ8zJCRUSP+gJOAG4J/H9rMx7Wpn3SgAA7odKTqiAMh/WPGXhfQ493zyvoDrKBpievwAARCo54cqKfpiLH+J8kAPg1pV9v4vvo2WDUQAAbo9KTriSMuEmcDqHnnueZ1BdZQNMz2cAgPsk5IQLE27CdQk5oZ6EnQAAvEa7OlxI/HAm4ASA48T3xjLvj2XedwEAqD+VnHBmZT5geTrC+R16TnruQT15jwUA4IlKTjijoh++4gcvH74AoJwy75/xPblMKAoAQL2o5IQzKBNuApd16PnpuQi3oUyI6XkPAHBbhJxwQsJNqD4hJ9w+YScAwP0RcsIJCDehPoSccD+EnQAA98OcnPAO8cOTgBMAqim+9xZ9/y3zng4AQPWo5IQjqAyB+jr0/PU8hfvg/RsA4Hap5ISSin5Aih+OfEACgOoo894c3+/LhKIAAFyXSk4oqEy4CVTXoeey5y3cpzIhptcJAIBqE3LCG4SbcFuEnECesBMAoP60q8ML4gceAScA3L74Pl70vbzM+AAAgMtRyQk5qjngth16jnsuA2nGAgAA9aOSE1KKfqiJH2h8qAGA21TmfT6OHcqEogAAnIdKTkiUCTeBejv0fPfcBl5TJsT0egIAcB1CTu6acBPuj5ATOJawEwCgurSrc5fihxQBJwBQRhwTFB0XlBlrAADwfio5uSsqMIBDrwOe78AxjCsAAKpDJSd3o+gHkfghxAcRAOAtZcYMcRxSJhQFAKAclZzcvDLhJnD7Dr0meP4Dp1AmxPS6AwBwWkJObpZwEzhEyAmcm7ATAODyhJzcHOEm8BohJ3Apwk4AgMsxJyc3I36QEHACAFURxxtFxxxlxjEAAOxTyUntqZIAyjj0muG1AbgEYxYAgPNRyUmtFf2wED8o+LAAAFxTmfFIHOOUCUUBAO6dSk5qqUy4CZB26PXDawVwDWVCTK9TAACvE3JSK8JN4L2EnEDVCDsBAN5Puzq1EAf/Ak4A4BbFsUvR8UuZMREAwD1RyUmlqWwATu3Q64rXD6BKjH8AAMpTyUllFR3gx8G9AT4AcCvKjG3ieKlMKAoAcKtUclI5ZcJNgLIOvcZ4PQGqrEyI6fUMALhXQk4qQ7gJXIKQE6grYScAwMuEnFydATtwSUJOoO7KjJ0ir3EAwD0QcnI1wk3gGoScwK0QdgIAPLPwEFdRdFAeB+MG5AAA+8qOk+L4q2wwCgBQFyo5uagy4SbAORx6HfKaA9yCsgGm1z4A4JYIObkI4SZQFUJO4NYJOwGAeyTk5KyEm0DVCDmBeyHsBADuiTk5OYs4qBZwAgBcTxxjlRlnlRm/AQBUjUpOTqrMwNipB1zDodcpr0fAvTBWAwBulUpOTqbooDkOmA2aAQAur8w4LI7tyoSiAADXpJKTdysTbgJc26HXLK9PwL0qE2J6rQQAqkzIydGEm0AdCTkB9gk7AYC6065OaXEQLOAEALgdccxWdNxWZiwIAHApKjkpzDf8wC049FrmNQsgy7gPAKgblZwUUnSgGwe5BroAAPVWZkwXx4llQlEAgHNQycmryoSbAHVw6HXNaxjA68qEmF5TAYBrEHJykHATuFVCToDjCTsBgKoScpIh3ARunZAT4P2EnQBA1ZiTk404UBVwAgBQRBwPFh0TlhlnAgAcSyXnnfMtPHBvDr3ueX0DeB9jSgDg2lRy3rGig9E4EDUYBQDgJWXGi3EMWiYUBQAoQiXnHSoTbgLcmkOvgV7vAE6rTIjpNRgAOAUh5x0RbgIIOQEuSdgJAFyKdvU7EAeXAk4AAC4tji2Lji/LjFkBAPJUct4w35wD7Dv02ug1EOAyjE8BgHNRyXmjig4g4+DRABIAgEsoM/aM49kyoSgAcN9Uct6YMuEmwD069DrpNRHgOsqEmF6rAYDXCDlvhHAToBghJ0D1CDsBgPfSrn4DBJwAANRZHKcWHavGsW+ZUBQAuA9CzjtQZtAIAADXIuwEAI4l5Lxhwk0AAOpI2AkAlCXkvAH5AaBwEwCAWyDsBACKsvAQAHfl0Adgb4UA9VAmxPTaDgD3RSUnAABQCzG4LBpequwEgPsi5AQAAGpF2AkA5Ak5AQCAWhJ2AgBPhJwAAECtCTsBACEnAABwE4SdAHC/hJwAAMBNEXYCwP0RcgIAADdJ2AkA90PICQAA3LRjwk6BJwDUi5ATAAC4C2XCzkjYCQD1IeQEAADuirATAG6PkBMAALhLwk4AuB1CTgAA4K4JOwGg/oScAAAACWEnANSXkBMAACDlKewsGngKOwHg+oScAAAALxB2AkA9CDkBAADeIOwEgGoTcgIAABQk7ASAahJyQk3N+9tB8+uXfpjv/r6+1mE9H4d+ux3aufvXbvfDeJ78/91fvm0dxu3sNg5e+vU/agDAeQk7AaBahJzAQetx+8+AvD0uHiOe1Hoc2g/N0OwOw3S5DMvd1U+Wy2kYdpP//9AO/fmV9hEAuGvCTgCohsuGnPP+nzf2zeUE1VLpICZeFGCRkT/njr20xyWqBW/BOvz6kY8ULyw+ds3hXrB52DJMu83rhbEAwN0TdgLAdV025Ox8Cr3djxvTn+9spc0HMb3wqbP7sYayge0ttBlzMb3Zn4F19jIJxzwl1uP/heE1M85Ywdmd7n7ZaiX3cbVK37dVmI16obX7/9Fy+L/wes7ZCINFehvPl1nmxQkA4DhPY4sihJ0AcDoXblfvhE/ZlDP8fE+St/4Vshnnp6MCHSB5Oq2f575sXjXhDGH+PVvB2Zs9hsWkExqN3RUbjdAZTMJiNUoFncsw/N+9Vd0CAFUk7ASAy7r4nJydL+lAIhZzHp9yrn/9yAYhdS7j5CJao9WfAWepy2IQMvnazXheiKfZfJ778qrW4/AtXcTZm4XJa0/txiD8M0q9qix/hF9STgCgIp7Gk0UIOwHgeJdfeKjxMXzOppxHtmXnWtVbo/BFxgm1l/3yohVGBZ7YjcHX1FQYy/BDygkAVIywEwDO6/IhZ2iEj9mU87iW9VyreuvzxxuttIN7kv/y4nP4WOiJ3QwfMsWcv7SsAwCVJOwEgPO4QsgZizk/v7tlPV/t9blYEpJ4nnewvRs0PF3ayXX98Tysj05HzrntktbzMO73k9vN7sdD3Lf+OMzrngAl96/f7r+xyMyl7Pallgf1hYV4MvNcXtIq/JvKOMPffxX88iL35cny32RLAADV9TTuKuJpLA8AvOwqIef7W9aPq/Zaz/uh/fA872A6S4mWyXXTYTc0mzGQLBdYFd92DBrTgVhqTsTMYi/T0H0KJvcu7VfCvWR7/XZ4aHbDcDpNbnd39ZO4b9Nh6Cb7EcPOIvdy3k/ddjv7b9absDEf6r62f++zDZGT20ju33T5e3dtBSynYdhtbu77JszeXU1J6/9C+lFtfWjufirrd/jPgwAA1ICwEwBO4zoh53tb1uffQzoPLNKqPu+3Q7M73QsfD4uBZDM89Ivs1LrkthMxEPt2jnbaGDg2w3Ba8F5Oh6HZ7h83J+om3IyL1cSwcT/UPa3kGI9jiJzc3iZE3l1dSbswO9nXdnL+XKxy91as/j36XGr89ffup2gZ/lXKCQDUiLATAN7nSiFnLObMtax/K1ZVGM1/ppdefrtVfT1uh246GWu1Qm+2CqvVrjV3c0l+n41CL7NT3dB+oyRx3m9mt53sT280O7DtXrzZM4oVoTFw3P0atXphtsquJr5azbL3cTkN3Vx15ltWsWp1E27urjiXTct9OxnAJcd4mA+RW8nd+1pwvsZza4ZPo+Tx3f32ZJmcP7Fytx2DZGnnUf7+6/gH+LdSTgCghp7G7UUIOwHg2dVCztAYhK/PyyGHsPwRii2IPA+ZjLP3NQxey0Hm/WwbeGsUVotFmHQaoZH5d8nvnUGYLFZhlEqrlsPvL1c6JtvuZvLWZNuPybYHnQPbnoTF4nETpGbDsOc5EVfpGw69MNsNcPYvi737vB7/L1vdOlqFx8UkdLI7kuxXJ7mPudtaDsP/ivaXJ3/bfapafQqLC+xfGemW9L2q1D+3uQiLSXKcd1dfVyN0Bsnjm9z3vaA8sYxBcrO5mQ+1X/vJUM9r/d87piBoftgLmgEA6uppbF2EsBMArhlyJjqfMiln+FEk5Zz/DJmM81Nn99Mh6zD+lvrrTcA5eCMYa4TBP+kg8qVW+ty2Yyj55raTrXcGYfG4CqN0Z+27zcP3XJD7zxspY2PwT/Ewd0+sVo0h6i4s3l37PnHRppdb0ltPVanvvM1lnIZgNwgsdSlY7boNypMB6WoWRvtpZ5iatxMAgBKEnQBQzFVDztD5FLLFnG/PU5ltVe+F1zPOXyG9PlHv69sh5EauyvTg6u/5eUFHX8Jru5LVCINJwX0pIh/8FrqfyT5kSmmLzosaw8ZYrXqivV9v5zTdLtp0qCV92/q/OFCVWmmNTvIYL5IB6SrM9lrZ0/N23sBK9wAAnJ2wEwBed92QM3RCtpjzrZb1fKv6p1eDxfWvH8+hWWsUvhRPIUPzQyqW+v3fXviabat9e17QcyoV/KblQuaDYW5e60NonuCuPq3K/tDczmmaCTfzLek1yjb3vdHKvlvpPrviPgAAHCbsBIDDrhxylmxZL9WqHhdqTkVnf/9VqnIys1Lz8t+QXah5HX6lS0Rbn6+4AM46ZPPWD6G5+/FtzZDOcg+Fuaf2NN/m06rsaadqSX/NZq7S3cCw1KXAVARveb2VfRqGWtkBACjoaZxahLATgHtw9ZCzTMt6uYrFXPg37f55cy90yawo9IaSAepprUI6yy23L42QznL3w9wTWo9fmG+zxi3pxyrYyn6PixRlvlwoa/VvtiIYAOAOCDsBYOv6IWfohC+ZFXBealkv16q+F/6d1Dm3faMOBFCbcPMmWtKP9dTKvgqzfGVn4vd/ux84yt9/3eVJBQDcKWEnAPeuAiFnCI2Pn1PVbIdb1tfjb6lW9VYYlZlgk+trfshVLCaP9DRWLLZDuz+P6w/doXWYj+OK8tt5SfP+/mv3wz3JnSe//yt+YuTnyf1QfN4GAICbIewE4F5VIuQMjY/hc7qYc/g9ZJfAOWYOzNx8k73Znzf88pdJrmo0t23e1hi8sPjOcht2Nh9Cu90P83tIO9fzMO63kwFlM3SH+yvK90axwvVxMy/p3Wn8FbIzKBw7gcLfQSEnAHDPnj7LFCHsBOAWVCPkDI3wMZ1yhmnILPS9/hWyGefHK86BecAFFux52XsWD3rPokXHeVp8Z7WahV4rmxQvl9PQbTbDQ7u9mY/y1uLOp0WXHprdMMxXbrZ6YTSLiyItwmTQqdb5fVHHns/5L0LOfy4DANSBsBOAe1GRkDMWc6Zb1kOYplLO9a8fqWq3VvhcaCnzXHA6/ZmrDn2P/II9L80jegnvWTzoPYsWvU+j0QmTxSI8rrbzUWbizuUyTLvNG2llf2pJP7ToUsw2R2G2Sgaei0kY3GPl5p7c87bocyv3Rch1FwMDAKgeYScAt64yIWe+Zf05lDymVX0ru1Jzrjr0nTqfMmvCH5xH9FKy+1Lifs5/puY5jWs5XWGe00YjdCaLzeI7q9n+SuO1bWUv2JK+mAyCbDMrP0fv8PvbJ3T2i5ArncsAADUg7ATgVlUn5MxXcD2Fde9pVe98CemF26fdfvlqzvU89PsH/lXnU8jEnHvziL5mHcb98RttuL9D4TVXcvsy/fbWtqNkH75lIs5w3VyoERqduNL4oXk7k+Nbk1b211vSW6F3by3p6/GmivVpgPzw0A7jtx68xiB8zZzQ3eQx3/18SHIb/xumXyRGwbpkAACvE3YCcGsqFHLGbONrNqz7OQ/zTIVWL3wdlImGGmGQTUtCd1MRuPv1Veswj5V4zW6m2vFZJ3xJJ6ibbb8dLq7n29W0h+m5MHeyladlqkNz+7IchuarqVBI7luyD5lc6EtucaXreZq383E1C6P9tDPbyr67+rreaElv9cJstQqPi8V9LiZ0hM6XUaaqd9pth/44N3VB8svmuDeHqdeIVhj9M7iPABkA4ASEnQDcikqFnDGsy3Zefwvf0mWcvU/lg7jOJMzS29xUBD6Edn+8aX/OhmTJ7+k243xaldMY/JOpFN2Eiw8Hwpi43V2FX7Obb11O2asObSbbyu5j3L9+u79XDbe3L9NueDjQ4r399w/JfdtdEbVG4Z9S4fGFNDphMFkkg65VmI0OtbJ/u+JcqGmr8HOvJT05rL1ZWK0ew2IxCZ1GVWO3dRjHytPdgPXPJRMcbs/Fvb95OKIyuqi4Gn/2iRumw+3UBX9uv7k/FUBr9E+o4qkMAFB1wk4A6q5iIWfM+bLBxjKVYBw7z15nsl3cJm05HW7an5tPgcnmkvx+qM34RY0wWKyy4eKhMCZu90CF3758dWhItpXdx7h/0+WBMtDNvswyIek20M2GU9t/v/v/UawyXFS98q0ROoOXW9nLOBzWFbgUqNLdSs+32YlTjnKszuTAPK0v2U4FsJBwAgC8i7ATgLqqXMiZr2Z89p45I7eL28SArFUyINusfv3qBH/boDMfor6q1Qujr4fnFm0MFuW2ldEJk8fVfov3C+J9W8Uqw93vdZBuZe+10u39VxYf03ubb/MCtvO0xkWpYridW4U/EacCiMd9FY+7qQAAAE7mmLBT4AnANT0kb1zF3rkuaN7PtVNHvVl4nJwmjost27++/ww/fv8Oy3SpaKLVaoW///4cPn35eESLcZwj8Ff4+eNH+J1sN1MwGbf7+Wv48rFYdV/cx+//+5bbTmsT0m6281aQFtvuv39L7mO2GjZuoJXcv69fiq/qnXk8WjEYrdGch/N+eNg7mY5QwfudeVxO+Py4V47n/Tj0AayCb4UAUCllA0zvrQBcWiVDTuBtQrnTcjzvh5ATAI4n7ASgqqrXrg4AAEAlxdCyTHAZQ9GywSgAHEPICQAAQCnCTgCqRsgJt2Da/TNwzF76Yb77E6J1GLcPHadUqzoAAIUJOwGoCiEnAAAA7yLsBODahJwAAACcxFPYWTTwFHYCcCpWVwfgrhz6IOWtEADOp0yI6T0ZgGOp5AQAAOBsYnBZNLxU2QnAsYScAAAAnJ2wE4BzEnICAABwMcJOAM5ByAkAAMDFCTsBOCUhJwAAAFcj7ATgFIScAAAAXJ2wE4D3EHICAABQGcJOAI4h5AQAAKByhJ0AlCHkBAAAoLKEnQAUIeQEAACg8oSdALxGyAkAAEBtCDsBOETICQAAQO0IOwFIE3ICAABQW8JOACIhZ808vSl7YwYAAHgm7AS4b0LOGsm/CXtTBgAAyBJ2AtwnIScAAAA3R9gJcF+EnAAAANwsYSfAfRByAgAAcPOEnQC3TcgJAADA3RB2AtwmIScAAAB3R9gJcFuEnAAAANwtYSfAbRByAgAAcPeEnQD1JuQEAACAHWEnQD0JOQEAACBH2AlQL0JOAAAAeIGwE6AehJwAAADwBmEnQLUJOQEAAKAgYSdANQk5AQAAoCRhJ0C1CDkBAADgSMJOgGoQcgIAAMA7HRN2CjwBTkfICQAAACdSJuyMhJ0ApyHkBAAAgBMTdgJclpATAAAAzkTYCXAZQk4AAAA4M2EnwHkJOQEAAOBChJ0A5yHkBAAAgAsTdgKclpATAAAAruQp7CwaeAo7AQ4TcgIAAEAFCDsBjifkBAAAgAoRdgKUJ+QEAACAChJ2AhQn5AQAAIAKE3YCvE3ICQAAADUg7AR4mZATAAAAakTYCbBPyAkAAAA1JOwEeCbkBAAAgBoTdgIIOQEAAOAmCDuBeybkBOCu5Af+RT8IAADUhbATuEcPyQufT3c1ceiNx8MHAADAa8qEmD5jAnWlkhMAAABuWAwui4aXKjuBuhJyAgAAwB0oG3YC1ImQEwAAAO5ImbAToC6EnAAAAHCHhJ3ALRFyAgAAwB07FHYKP4G6EXICAAAAf8JOASdQR0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAlQM/P+Q3h4yF36893/5ezm/cyxf/+hn4d+ansPD/3kGl6VewyOvrTHYb3bJAAAUG9CToBamYef092PadOfgjFKW4/bqdBPuFolB7/M2LvU/DFbz8N83A/9dju08/ctXtcfh/G8TAy9DuN2bjuHLr4UAq7kft53s1/gtse+UuR6jKnua0wl5ASok/nPcCjjDMm1P31uBwpKf9C+7IfPdfJhYzcAb3ZDdzgN0+UyLHf/94943XQYht1mMjjvB5+P4Y7omLgvHu/r0yHzLsZU1SLkBKiRebqMs9UKrd2P0VTKyZ1qjVbh8fGx/GUxCI3dNu7LOvz6sTcEvoz599CdHhiAv2Y5DcPmKT74AsD56JC5R8ZUVSPkBKiNbKt66/M/4Wtv90ukZb2mOmGSCd8myTWQ0pulzo/3nyvr8f/C8Erj8T2tVuiNZmG1St+vVfL7LPTS3+Ikpt32G9UHjTBYpLfzfJmlXysBgPtkTLVxy2MqISdATazH31Kt6q3w+WMjdD5lUs7wTU8ncMB6vQ7r+XgzV1OzCqPxVi/M4iB8sQiTQSc0MiW1jeT3Tpgkg+vsQHoZht99lQMA56RD5nXGVNUm5ASohVwrRO9rGMQ3sM6nkH6/Wv74Vbu5cNZPE2XHOWWSwcJzm8/zJV7f74/DPBlUsBWP23hzzPLHa3sc++MaHq/kPvUrM1fQbl9KTdJeNc+TxjebzdDsDjdzNV3b5sPTYhI6BT4JdSazzGucinWgPB0T98XjzTkYU9WFkBOgDta/Qibj/PQ0XOuETDHn8kf4VSKTyaw2mJssPIZo+yv0ZVsb3vvvw3oc/vc0UXacU+aFwUK8fjodhm4yqIgTZr+WO2VXUHyrFSMvN1n9RSasya1e+NZtJsesn/x9Mzluw80x213/x/Y4Toe74xVDz+xBfx6kZb59nobu0z7sXcoex3K234Ynt5Pcp+ny9+7aCojzFsVJ2pP73x/PM+c3R+pMwmLzDU1RnfBllJl92CJrAADGVAcJOQFqYP3rR2pS6V74k3Emsi3ry/CjTMp5yCac3IZoB1foe8t7//1bltPQbb4cur3reORWr38Okyti3g/tZvzmePd7Iclj8O9q93OVrDcVvDEE334bvru6kmJo3A3NZF/b/XlQUAxwf/50UKS/BIxf5m46TXZ/VBnP7bTZL5t33THxi7uj93n3/r37wvTPpbLHohgdMue225dad8hQB0JOgMrLt6p/yrbddL6E9Jdy72lZX21CtBhO7q4o6bh/3wqtXi+MZnGi7FVYZVqM4iW5bjbKTZi9DMP/ZStH/zj6eKzD+Ft6ZadR+FKpjDMZHHanqdD40OTij5tjONscr8wBq47dh4iHh+amgjd7qsRz4Wv4WOZL6bNphk+jXrJHWctpNzSb8UNirCiu+kD9hUnjV6O9+wVwu4p3TBxcHTv15e2mg2Lzlzvxy9xNp0k79M8U3mQ7VLZftr1mHcdiyXvsUzttfki27faI72UxuCu3z+vNl5O79+/9De+ORbKf7fQ88pemQ0aHzDkYU9WFkBOg6l5sVX/SCB8/Z1K9Ui3rfyyTwdtTiNZqhd7sUOC42M4Fesgx/74xCIvkusVkEgadOFF248CE5cl1nUGYLFbZCbNfvJ/54zEMhebVzh3n1uePB/blevILT41WhyYXT+59ckVnc7wWyfFOjtleUPc8SFtlWlZ6Ybb3eD1dXnncC0oPuOOHiIw/50s8F5L7tLv6upLjOJgk52dynPZC9uS02lQUx+kTzvfBlq3Vv7nzBeBC/ouhZ6Evb5dh2m0m7we7X08kBpzJ0OqPVm+2eZ98ybzfDs3MF6KvicFd8j5WaKfXm31p7n05+YL9pLCadMhciQ6Za7mHMZWQE6DiXmtVf9L4+DkVZL1ntbxYHRgnsF6ESedQ4PiW9/771zRC50v629KXW9Ebg6+ZibWnBSacyR/nr+9N9U4sMyhpfS5Y7bgL6l75QHResV3u5QF3a7Ma5PvPl2X8kPanOqLEJTeP7Eu2IftjeFzNwmg/7dx8sDVv57msw3+ZIpRW+NDc/QhwVtMw/FOZF8c3ue6J2DmRe0+Yfiv2vlJErCpNB5zhjYBz+/fpscLuC8RMx8eB7phpN1eZuG/eb2b3JR6PvS+z421t3ydz75QVpUPmsm6hQ6bu7mNMJeQEqLR5+J5ufcm3qj9pfAzp4sXjVsuLgVOsDjx2JPTef19A7n6+/E16bkGm6bc32oIKHueryQ9KKi4ZpMZqkm273KEB9/ZDxGKzGmQlRt7FNDphMHmpQjZdlVDfOckqJ1dhXTzgBziFXfD1GMc3ue6J2DmRvCcU6zIpJwaWmdbn5H3z8bUvLOf97N+3RmH19AVi5jXzuTsmM7XP8PvL48Zk25mAM247Ho+9LyfjbW3fJxePuVWcK0iHzKXpkLm6OxlTCTkBqqzwQji5Fu3kX5VeLa/1ITTf80b33n9/YqUWIMoc52SgW63JOBON8Nffux+jE32IOrWnFfUfkkFqrCbJDLnzA+5aD6reGKj/mZPMBPvvNf8+zJxHva+DinxYA25fKvjaXXNI0S6Tog4FnKtXOzLWe3OKrxZvvVY2wuCf9H6/NG7MbTsGd29uux50yLxMh8xtupcxlZAToMLmP7MDy9cW+862rMdizvK1nFWwjlWA83EY9/uhv1nlcnvZDqCaIT3uf1XhBYjyHw6q+a1m80P60V2GYTM5LhWZx+ipmuBpRf20Uw24X9OKUyRkKiQKXk7wQe31gXqdJ9i/vr1WzcotBgbctr/DX0XeJBp/JX/57F3zNR6qyHyrEi8/d3vR4KIxCF9T3wcfHDfm5ysffalYp8uxdMhUgg6Zi7mnMZWQE6Cy5iGdcb45sDxJy/p1/KkATAYyzVgF2B2G4XQaprEacLm9lFdwAaKKLzj0JD/PaBz8Pc1jFI9bnMuoP04Ggcko8GLjwPX4hWqCGg+4j1VwoK4Fq6Dk3Ppf7hsNVZxANTVD5nvIY8374SGdQhSqyIzDmNSc4iWDi8wXqL//2xs/ZOcrb4XPN9PbqkOmWnTInNWdjamEnABVlWuhfntgeYKW9YvbfjN9qALwFIosQJRt3ajegkPPOmGymu0N/J7EuYymw7jCfXMTpl1kTqPVv9kBd2ITbt7EgPtYTwP11d6CFFHyGZI3JR/qmtmWqlite7XuQIBzi18aHhFwRpm267//KhVcNNJJ3/LfkK9BPa6lux50yLxMh8wtub8xlZAToKKyrepx8LWt2HvtkmlxSlS9ZX27Wmd2n6NWr7eZ6H82i9WAcbXO+E11HEBlJ8p/21sLEGWrZau34FBOo7NZLGA168Uv8F+XDIo3cxoVnB/pKM0PuYrFOP6MFYvV+aBweeswH8f5sg6f28nnT161DuN28qFu99tGbxYWlf3yAeCdYsCZDiFKBJzxNTPTdp28Bx8aH754yfSv5tWspbskHTIVp0PmBO5zTCXkBKiiZJCTmef9WG+uKn5F+dU6k+FLbLuJ3wQvJpPNRP+dTqwGjKt1Hv9N9asLEFV+waFDkmPRmSSD3G3ou5rNwigZ/PVeSj2Xw9DsnynsbgxeaC16/qAQPyTM7yHtXM/DuB+nXGiG7nB/vqzt6ryPm6oLXhIH47l5d+OHfSWcwK3aCzjLLuyzCuliy9PKbbtklWj16ZCpBx0yx7nfMZWQE6CCsnMgvcf7V/k8l2yl6m4F03MEQC8uQJS8+ddgwaHXxcCzEwbJ4G+yiN92x/aeA4PAM4fdT61Fq82Hhextxw8J3WasKN1+OLi1uPOppeyh2Q3DfOVm8mF1tAnu316dlxcG4ydofQOopvj+mG0jje24P1WmXY4OmRrQIVPefY+phJwAlbMOv7JLWe5atYteZpn2m5dXFb+mXAvUWQPGFxYgOnY10qprNEJnsgirTF//MrxnsdeiGpsPC4s/QWtmoL77cHAbA/WnAfehlrKYbY7CbJU8FxeTMFC5WYCAE+BJfK8s3oCRW/SoNzswLix6meSm7DnRgkqVp0OmknTIHMmYSsgJUDXvXu07Nw9lJVeMvGwL1KEFiPILDn26se6NxsfPmZDx938XPAl2QWtsLdpUR+yu3qrxQL3ggHsxGQRj7qIMxoH7FhcByb9XTrvt6k03dGD19dujQ+badMi8hzFVJOQEqJhsq3qRVdX3vToPZSXkqgPOPnDOL0DUzcwH2hp9qfaCQ3FlxPY4vKeD7e+/3jqPfofT56C76oiDVQn1Gai/PuB+mkvWgLs8g3HgvsWAMy4CsnmvnGXHbnG177eDtFy3yvRnMmI4lUZIL75+aPX1u6BD5gJ0yLyfMdUTISdApeRb1Y9s4+58qnjLen7g/Ha16TZoyr15l5ANftOOC5IvbjkM3eQDT3+cDGR3V72mSKVqI/sgnDUMf6pKeFzNwmg/7cwO1HdXX9cbA+64OETyoeMx+fChVeoYMbjPPZ/j4goCTuBu9MLX9CrHnclekDZs9t8MLbPv5XFOz92PJ9DMfCN92m3XjQ6ZM9AhcyLGVGlCToAqeXer+pN8y/puHsoKyVebxoqF/Wq+5PddFd2hoKmU3AJEf9RqwaFlmA7jBPTJQLYfKzsPHK9kwNhvt4tVqubD8GEz9MfZbW631z9dW1ajEwbJQD3OezUbHRqof6vI9Aqr8HNvwJ0cyzhoXCUD7sUkGXAbcR8lnlMP3czzOR7Xx7hy7O53gHvUGCxCpqAzLk701kI3ufHNtPt2MLonvi4fmGcyH+zF6X4KWVd9yes4ttEhcy06ZE7ImGqPkBOgQvLVd5lv+EvKVy4WHpheSjJIyw7kn6r5kkHPn0vyeyrcbPXiRPDbn8vLtXTtvHfBoWk3vb9FL++fa2s5jZWdB45XMmCcLtMjnVH458XzqBO+5JLf6TC7ze320qtEnUojdAYvD9TLiOHs8zEocSm8Qmq6miAZNBpxb63Hm0rX52Na4LyO/yaeU7tfo027ZnJcAYjDo8fs+CgudPPq+1UjDL6m/0EMRmNF3+7XV63DPFbS5V6X/2gMQnbT3TcXRVrP+8nrfDJ22/1eWTpkLkyHzKuMqU5GyAlQGfPwM/0u1fv0vnkic1V6p52n6TQ6kwOTuR+0/VZ3MfkSPuyuOUZ+AaKXBqnV0wlfSgeBu2DujVaVbdXIOxLGE0gP1Hut9AeEKzPB/YnNQz/54Jv+XLN5Xr/jyxyAWxTHR9nO9TdW9M5/cbyp6Hu96+NPm3A+bcrpfBllqzm7cbu5OSCTXzYB1qbzZr8Lorp0yFyODpnTMqZ6iZAToCrmPzPfxPXenb7lq/SqOJfSbjL33bfQ2YFZ8ns6ZDrDt7rVX3Do2XMQGAexMfDMH69od8w2VYfFg7mnx2B/m3F7MSz9epmW/s0E+5NQjfHZbl9qXU0QJ6FPVwXsLrlB8eFK2CPaHY8QK032b/vtS/tknw6BqrtWx8R1NcJgkbwv737bmHZffe079MXxa10fe23CL2kMwj+5ro+nOSD/bDO5jc2cirtNxs6b/TFKMTpkjqVD5ryMqepCyAlQFZ1JeEze7J8up+g0iFV6r20ztkT9+f9HTE793n//JK4eGb+FjgOzP9t7TH7fC5nioD/1N2UPUiZIPnLBodzjdNxlkQrySt6nOPn8IAae+eMVL7tjdkTV4dMKnvuPQQWrGE/yGCQXi9wAUFnJ+/IqW0UZA5SXA4ndF8ez5N+UDLg2q1d/eXn8EceT+wveHPLUefMpVKgv4wAdMlehQ4YLEHICcCfWYfwtVSvb+1qRikEAgAMag7A4EHS+1rkeA67F4nHXJdPbdGTkbbo0YrAZ50B8LLZ69WbBm003Sdzm7sqdp86bTRdJTTogdMhc2i10yFAHD8mL2uPuZyoulhLnefgACtpMzv3cUtKbnaZaFs5h3n94nv9rt0omx3M8AeA+GQOcVtWPp0pOAO5CZlXM1ii80pUFAABAzQg5Abh963FId6q3Pn80DxAAAMANEXICcPPWv36kVj48csEhAAAAKkvICcCNm4fvw+eI04JD1M60u5mXe//ST85unq3DuH3oOKXmjgIA7pcxVUH1HVMJOQG4bfOfIf1e3PtkMk4AAIBbI+QE4LZ1JuHx8fHPxYKKAAAAt+ch+cD3uPuZioulwXkePgAAAADunUpOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpCzRh4fH3c/beV/BwAAAIB79PAoKQMAAAAAakwlJwAAAABQa0JOAAAAAKDWhJwAAAAAQK0JOQEAAACAWhNyAgAAAAC1JuQEAAAAAGpNyAkAAAAA1JqQEwAAAACoNSEnAAAAAFBrQk4AAAAAoNaEnAAAAABArQk5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTqi5ef8hPDy8demH+e7v62sd1vNx6LfboZ27f+12P4znyf/f/eXb1mHczm7j4KVf/6MGAAAA90DICbxqPW7/Cf3a4+Ix4kmtx6H90AzN7jBMl8uw3F39ZLmchmE3+f8P7dCfX2kfAQAAgKu5mZBzvZ6Hcb8f2u3nQOb50t5c307+/3g+T/5294/YSIdYt1Hxx+msw68f+Ujxwub98NAc7gWbhy3DtNu8XhgLAAAAXEXtQ871PAabD6HZ7IbhdBqWy0NRyHJz/TL5/8NuN/nbXfDZHwdFXzcqBmOZoPvIS3tcogW6Anqz8Pj4eOAyCZ3dn5SxHv8vDK+ZccYKzu5098tWK7mPq1X6vq3CbNQLrd3/j5bD/4XXc85GGCzS23i+zHq7PwEAAABqo8Yh5zrM++3Q7MZgc3dVKTH0HIbu95frFlU4co/W6+e5L5tXTThDmH/PVnD2Zo9hMemERmN3xUYjdAaTsFiNUkHnMgz/V7OAGgAAADhabUPOeb8ZutNsANPqjcJstQqrXGXWKl43G4VRr5Wp9gKePC/E02w+z315Vetx+JYu4uzNwuS1ctTGIPwzSj3Dlz/CLyknAAAA3IV6hpzzfsh2sPbCbBUrvAah02iETJFXohGv6wzCYLIIixh6zkahJ+28K63RKhN8F74sBnvnE5ex/vUjVcXZCqMvbzfcNwZfk1eDJ8vwQ8oJAAAAd6GGIec6jDPlXa0wWk1Cp0QSFQPPySKGndl5/ICqyC141PocPhZ6jjfDh0wx5y8t6wAAAHAH6hdyrn+FzGLPva9hcGSpXaMz2czvB7ywEE9mnstLWoV/08/zv/8qWFHbCB8/p1POf5MtAQAAALeufiHn6t/MQiStD83dT9WzXs/DfNwP/X47tNvpRYyeL/H6/maV9/fUmz0vFNM+tP3xPNmX3Z/WXXJM++3+GytnX8puXyzRf3rr/8Lv3Y/R8c/z3+E/Dw8AAADcvNouPHQ+qQVYMitLT0M3FyA+X9r7odt6HP7X7IbucBqm02VYvrCIS7x+Gld5bzbDQ7sfyuZl63k/tB+eF4rJ38pm+8NuaDaT/TxhIDfvZ49Bu3/etee3IW5yW8kxnS7T8deVLadh2E0eu+Qc2ITJu6t5p9yXGWU0/vp791O0DP8q5QQAAICbV7+Qs/kh0z57U3PuLaeh2zwQmB60DvN+OzS70+JhUAzkvr3/eMWAM73wU6s3O1Pbf3IfxzHEfdiFuLurK2kXJu8C35upnK2Iv/86fvmn30o5AQAA4ObVL+Rs/BXSdVphOQz/q0bv8gGt0Or1wmg2C6vVKqzy8x0+JtftrfS+DMP/jd8MIuf9ZuhmUr9W6I3i7eS33wutE06quB63syvbnyPgXM/DuB/b+5P7OMyHuPGYfi24CM25NcOn0f7iVcvptnK2vanMFbAdY/3fO6p1c1+EAAAAALevhu3qnfBllI0wlsNtq3dsxX5/pPS8AMsqczu9MPsTHuYvi/3FjxqDsEiuX0wmYdDphEajcWDhlOS6zUrvqzDr7a6Klj/Cr9fuyLyfDRpbo7BKbmsyiLezu24jbn8SFpuV5N+/gEwMODMt/L1ZeDxhwJluSR/myzZbreTmYlAcj2lyP3dXX1cjdAbJ8U3Ogf2wOnkYN5W58dxsh755OwEAAADOppZzcjYGX0M6E9zYzY0Y24Xj/Ijtfn8zR+L8JMHnuTVC50s6hFyGHy+mnOsw/pYppQyzxeDN0C+GqYvHVRhlymCLOxRwrk4ScMZFk15uSW+1kvu3WoXHxSJMOoeC4mI2Qfjm3Ch5ab9dVRttw+rH8LiahdF+2hmm5u0EAAAAOJuaLjzUCZPVbK9y7tkyLKfTzRyJ3T/B57Z9+DTVnmfQ+Bg+p+7P8qXVUubfQzprbI2+JEejqEYYTN4ORPfM+9mAM1aOvreacr2dU3S7aNKhlvRt6/1iMQmdbHlqtTU6yTFehDhVwGyvlT09b2dcUX93NQAAAADvUtOQM9HobNu8D8yJ+JLYPryt9qxvRV12rsJW+HzuySnn/fCQWWVoFFYFKkdfsl7PQ7/dDg/N7ZyimXAz35Jeo2xz3xut7JsV9WOl6OlWvAcAAAC4V/UNOTdSQdKmTbjoIju7irqCrcinso7Vi/NxGMdW+ljF2N5etq3RzUyF5mHr8OtHuqLy83kX4FmPQ/tEAefTfJvNZjdMl7m6zRO1pL+mNUq2/2cO1RKXdwS6T15vZd8G71rZsxp/HTmvQrT6N1cZDAAAANy6moeczxqbNuHtIjubcCquZj6bbSo9ey8ln8thaPbnu1/O40/l4kMM+Jqh2x2GYWylj1WMy+3laH//dZZAcCMGnM3hc1h0bMAZtxPv+958mzVuST9WwVZ2ixSd1t9/3cG5BQAAAHfuZkLOPXE1805nU+k5WcRgaVvtuTeP57QbzpNzbuecPFS5eLxV+PcSJWp7AWexxY0OOlBVtwk3b6Il/VhPFchxVf39AP73f7sf7lnzQyYE/v1f8eA3P6XDh+buRwAAAOBm3W7IeUCs9ozzeI5yuVKZAKWoeX8752Req9cLvdEszGaxinG1vWxao/f36zqmoZsOOKPlNPw8trowF1ZFy2msWIwr4M/j+kN3aB3m47ii/OFz5O+/dj/cs8ZfId2w/uJCXG/6OyjkBAAAgNt3VyHnViMM/hllgrfjA5QXzPshPZVlrCaLC+rEatLFZBImg07odGIVY2N72f3V25rhw5WC0Gm3eVzFa2PwwuI7cQX8bmg2t6vez+8h7VzPw7gfpy5ohu5wf0X5GH7HwDvOS0ruXP/9X8H5SvPz1n5ItgQAAADcujsMORO5KrHiAUox85/phLMVRqvtgjond+L9TosL9axm2Xkjp912GB95g0+L72ynDMgmtXHV+26zGR7a7c18lLcWdz4tuvTQ7IZhvnKz1QujTQCenCODznFTAtykRvj4OXWeLH+EX0VOjPWvkM44zzpvLQAAAFAZ9xly5p00CFmH7JSAp1wBvREyi04XDX5KigHnYhDnNJ2Exay3uzZahmHz+KAz2k4ZsNgsDBXno8wWdy43FaO30cr+1JJ+aNGlmG2OwmwVV2+fhIHKzYMaHz+nzo/k3Pv+dinx+tePTIVs71Nn9xMAAABwy2oXcq7H/fevPj3/GTK1liddmSS3ONCJK8k6n7Kh44+Tp5y98HWQ2uPOJKwyk4XGoLMf3r1WU6ORbHqxWXwnXzEab6O2rewFW9IXk0G4q2xzt8r+w59LgbC8MQhf06f7W4uEJbfxv2HqiLdG4YuMEwAAAO5CDSs5f2+q/TaVfrtrylmH8bdsO/nnQqWWv0Ox9YmOnUuwoM6nkIk5h99LBI7Jfe+PS+9PY7AImYLOuDhRu/x2DttVjB6ctzO5fzVpZX+9Jf1pTlYt6WV1vmTnz41TJvTHuSrf5JdN1WxmwaxWGP0zcKwBAADgTtS2Xf1phe5N4LG77m3rzarn6WKv0Psa0oWLaY1sb3jBqsnyLeXbgCy3Xy/qhC+ZyspigeN6vl3Ne5hupS+hM3nMBp3LYWieLOjcepq383E1C6P9tDPbyr67+rreaElv9cJstQqPizPNyXpS6zCOIW2m2jKGttmV9pfD5v7fPJygsvclceGq3JQJ0+G2yvfP7Tf3q2Zbo39efF4DAAAAt6fmc3LuAo+HbVvzeFPhlY+/1sl12xbiGPJlVj1vjcJq8ko/617VZDP0x9lqwrjtfrzt1JX5lvI4j+V+FWLy+67671BA9prG4J+Q7SAfPge+mRtJ30a+dbq8zmS1f7tHLbn+hkYnDCaL8Pi4CrPRoVb2b2eZi7S8Vfi515KenFa9WVitHsNiMQmdhqTt3eKUCXtTGrxkWzUb55QFAAAA7sfNLDwU25qHmwqvfKVZM7lu20KcCaNiwLl4q501XzUZwnQYqwmftx+3PV3myiM7k1x791MVYm6/UuFmq9fba9V+WSMMFrnAMd5GvsItdxvvF293lgl+4zyJ7fesRPSqRugMXm5lL+NwBWKBS+Fq1fR8m5045SgntJ3SIM7fGs+D3IJViVg1G1epX8UpASzkBAAAAHendiFnnB/y4Mrche3mR3wz4NzazkdZ/pZi1WOxf7erPJt8CR921xSzDTpL7VsMgr5+LHS/X9YJk1V2nsQYIJ4v6NxKt7L3Wun5AK5sF67Vf77NeD4lx/fxmMskOSveENvOM/9mcUQ7eZy/NZ4HccGq9La2VbNxlXrxJgAAANynelZy/lmZ+3EbeI5GoRdDz9bhwC9e3+uNtvMjHlHpFW9rtQnX8sHq9jZ7o69hf+2i7T7Gfxfnl9z/d6lw7OjKs+1tbNu6X6pw21UYrpJjtQuC3i0GVgeCznN0ru9pdMIk3o9KpFm7fVE5CAAAAHBVD4+xDAqorXn/4Xmu2d4sPL42zyxvcjwBAACgfm5mTk4AAAAA4D4JOeGWTLuHF1B66IdLzCZQH+swbh86TqkqTgAAAKA2hJwAAAAAQK0JOQEAAACAWrPwEAAAAABQayo5AQAAAIBaE3ICAAAAALUm5AQAAAAAak3ICQAAAADUmpATAAAAAKg1IScAAAAAUGtCTgAAAACg1oScAAAAAECtCTkBAAAAgFoTcgIAAAAAtSbkBAAAAABqTcgJAAAAANSakBMAAAAAqDUhJwAAAABQa0JOAAAAAKDWhJwAAAAAQI2F8P9LutaLo4xD6wAAAABJRU5ErkJggg==)**

-------------------------------------------------------------

**Behaviour of List interface Specific classes**

-----------------------------------------------

1) It stores the elements on the basis of index because internally it is using array concept.

2) It can accept duplicate, homogeneous and heterogeneous elements.

3) It stores everything in the form of Object.

4) When we accept the collection classes without generic concept then compiler generates a warning message because It is unsafe object.

5) By using **generic (<>)** (JDK 1.5V) we can eliminate compilation warning and still we can take homogeneous as well as heterogeneous. (Vector<Object>)

6) In list interface few classes are dynamically Growable like Vector and ArrayList.
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--------------------------------------------------------------------

**List<E> interface Methods**

--------------------------

1) **public boolean isEmpty()** :- Verify whether List is empty or not

2) **public void clear(**) :- Will clear all the elements, Basically List will become empty.

3) **public int size()** :- To get the size of the Collections(Total number of elements are available in the collection)

4) **public void add(int index, Object o)** :- Insert the element based on the index position.

5) **public boolean addAll(int index, Collection c)** :- Insert the Collection based on the index position

6) **public Object get(int index)** :- To retrieve the element based on the index position

7) **public Object set(int index, Object o)** :- To override or replace the existing element based on the index position

8) **public Object remove(int index)** :- remove the element based on the index position

9) **public boolean remove(Object element)** :- remove the element based on the object element, It is the Collection interface method extended by List interface

10) **public int indexOf()** :- index position of the element

11) **public int lastIndex()** :- last index position of the element

12) **public Iterator iterator()** :- To fetch or iterate or retrieve the elements from Collection in forward direction only.

13) **public ListIterator listIterator()** :- To fetch or iterate or retrieve the elements from Collection in forward and backward direction.

--------------------------------------------------------------------

**How many ways we can fetch OR retrieve the Object from the Collection:**

There are 9 ways to fetch OR retrieve the Collection Object :

1) By using toString() method of respective class.[JDK 1.0]

2) By using Ordinary for loop. [JDK 1.0]

3) By using for each loop.[JDK 1.5]

4) By using Enumeration<E> interface. [JDK 1.0]

5) By using Iterator<E> interface. [JDK 1.2]

6) By using ListIterator<E> interface. [JDK 1.2]

7) By using SplIteratot<E> interface. [JDK 1.8]

8) By using forEach(Consumer<T> cons) [JDK 1.8]

9) By using Method Reference [JDK 1.8]

------------------------------------------------------------------------------

***Note*** *Among all these 9 ways Enumeration<E>, Iterator<E>, ListIterator<E> and SplIterator<E> are the cursors so it can move from one direction to another.*

------------------------------------------------------------------------------

*Assignment : WAP to describe all these 9 ways to fetch the Collection Object*

-----------------------------------------------------------------------------

**Enumeration**

-----------

It is a predefined interface available in java.util package from JDK 1.0 onwards(Legacy interface).

We can use Enumeration interface to fetch or retrieve the Objects one by one from the Collection because it is a cursor.

We can create Enumeration object by using elements() method of the legacy Collection class. Internally it uses anonymous inner class object.

public Enumeration elements();

***Enumeration interface contains two methods :***

1) **public Enumeration elements();** // Returns the Enumeration object

2) **public boolean hasMoreElements();** // Checks if more elements are available

3) **public Object nextElement();** // Returns next element from collection

+------------------------------+

| Hyderabad [0] | <== First element

| Kolkata [1] |

| Pune |

| Indore |

| Mumbai | <== Last element

+------------------------------+

***Note*** *It will only work with legacy Collections classes.*

Iterator<E>

-----------

It is a predefined interface available in java.util package available from 1.2 version.

It is used to fetch/retrieve the elements from the Collection in forward direction only because it is also a cursor.

It is also using private inner class i.e Itr class.

public Iterator iterator();

Example :

-----------

Iterator itr = listOfCity.iterator();

Now, Iterator interface has provided two methods

public boolean hasNext() :-

It will verify, the element is available in the next position or not, if available it will return true otherwise it will return false.

public Object next() :- It will return the collection object and move the cursor to the element object.

ListIterator<E> interface :

-------------------------

It is a predefined interface available in java.util package and it is the sub interface of Iterator available from JDK 1.2v.

It is used to retrieve the Collection object in both the direction i.e in forward direction as well as in backward direction. Here the inner class name is LstItr class extends from Itr class.

public ListIterator listIterator();

Example :

-----------

ListIterator lit = fruits.listIterator();

1) public boolean hasNext() :-

It will verify the element is available in the next position or not, if available it will return true otherwise it will return false.

2) public Object next() :- It will return the next position collection object.

3) public boolean hasPrevious() :-

It will verify the element is available in the previous position or not, if available it will return true otherwise it will return false.

4) public Object previous () :- It will return the previous position collection object.

Note :- Apart from these 4 methods we have add(), set() and remove() method in ListIterartor interface.

---------------------------------------------------------------------

SplIterator interface :

-----------------------

It is a predefined interface available in java.util package from java 1.8 version.

It is a cursor through which we can fetch the elements from the Collection [Collection, array, Stream]

It is the combination of hasNext() and next() method.

It is using forEachRemaining(Consumer<T> cons) method for fetching the elements.

----------------------------------------------------------------------

package com.ravi.collection;

import java.util.Enumeration;

import java.util.Iterator;

import java.util.ListIterator;

import java.util.Spliterator;

import java.util.Vector;

public class RetrievingCollectionObject

{

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Kolkata");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Mumbai");

System.out.println("1) By using toString() method :");

System.out.println(listOfCity.toString());

System.out.println(".................................");

System.out.println("2) By using Ordinary for loop :");

for(int i=0; i<listOfCity.size(); i++)

{

System.out.println(listOfCity.get(i));

}

System.out.println(".................................");

System.out.println("3) By using for Each loop :");

for(String city : listOfCity)

{

System.out.println(city);

}

System.out.println(".................................");

System.out.println("4) By using Enumeration interface :");

Enumeration<String> ele = listOfCity.elements();

while(ele.hasMoreElements())

{

System.out.println(ele.nextElement());

}

System.out.println(".................................");

System.out.println("5) By using Iteartor interface :");

Iterator<String> itr = listOfCity.iterator();

itr.forEachRemaining(city -> System.out.println(city));

System.out.println(".................................");

System.out.println("6) By using ListIteartor interface :");

ListIterator<String> lstItr = listOfCity.listIterator();

System.out.println("IN FORWARD DIRECTION ..");

while(lstItr.hasNext())

{

System.out.println(lstItr.next());

}

System.out.println("IN BACKWARD DIRECTION ..");

while(lstItr.hasPrevious())

{

System.out.println(lstItr.previous());

}

System.out.println(".................................");

System.out.println("7) By using SplIterator interface :");

Spliterator<String> splItr = listOfCity.spliterator();

splItr.forEachRemaining(city -> System.out.println(city));

System.out.println(".................................");

System.out.println("8) By using forEach() Method :");

listOfCity.forEach(city -> System.out.println(city));

System.out.println(".................................");

System.out.println("9) By using Method Reference :");

listOfCity.forEach(System.out::println);

}

}

-----------------------------------------------------------------

How forEach(Consumer<T>) method works internally ?

---------------------------------------------------

forEach() method is available from JDK 1.8V.

This forEach() method is used iterate the elements from the

source.

This forEach() method is available in the following 3 palces :

1) Iterable (JDK 1.5)

2) Map interface (JDK 1.2)

3) Stream interface (JDK 1.8)

Here, we are talking about forEach(Consumer<T> cons) method of Iterable interface.

forEach(Consumer<T> cons) method of Iterable interface internally uses for each loop.

Case 1:

---------

By using Anonymous inner class :

package com.ravi.collection;

import java.util.Vector;

import java.util.function.Consumer;

public class ForEachMethodInternalDemo1 {

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Kolkata");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Mumbai");

//Anonymous inner class for Consumer<T>

Consumer<String> cons = new Consumer<String>()

{

@Override

public void accept(String city)

{

System.out.println(city.toUpperCase());

}

};

listOfCity.forEach(cons);

}

}

Case 2:

---------

package com.ravi.collection;

import java.util.Vector;

import java.util.function.Consumer;

public class ForEachMethodInternalDemo1 {

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Kolkata");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Mumbai");

//Lambda Expression

Consumer<String> cons = city -> System.out.println(city.toUpperCase());

listOfCity.forEach(cons);

}

}

Case 3 :

--------

package com.ravi.collection;

import java.util.Vector;

import java.util.function.Consumer;

public class ForEachMethodInternalDemo1 {

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Kolkata");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Mumbai");

listOfCity.forEach(city -> System.out.println(city.toUpperCase()));

}

}

Case 4 : [Method Reference]

-----------------------------

package com.ravi.collection;

import java.util.Vector;

import java.util.function.Consumer;

public class ForEachMethodInternalDemo1 {

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Kolkata");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Mumbai");

listOfCity.forEach(System.out::println);

}

}

=================================================================

Working with List interface Specific classes :

-----------------------------------------------

As we know, in List interface we have 4 implemented classes which are as follows :

1) Vector<E>

2) Stack<E>

3) ArrayList<E>

4) LinkedList<E>

Vector<E> :

-----------

public class Vector<E> extends AbstractList<E> implements List<E>, Serializable, Clonable, RandomAccess

Vector is a predefined class available in java.util package under List interface.

Vector is always from java means it is available from jdk 1.0 version.

It can accept duplicate, null, homogeneous as well as hetrogeneous elements.

Vector and Hashtable, these two classes are available from jdk 1.0, remaining Collection classes were added from 1.2 version. That is the reason Vector and Hashtable are called legacy(old) classes.

The main difference between Vector and ArrayList is, ArrayList methods are not synchronized so multiple threads can access the method of ArrayList where as on the other hand most the methods are synchronized in Vector so performance wise Vector is slow.

\*We should go with ArrayList when Threadsafety is not required on the other hand we should go with Vector when we need ThreadSafety for reterival operation.

Here Iterator is Fail Fast Iterator.

It stores the elements on index basis.It is dynamically growable with initial capacity 10. The next capacity will be 20 i.e double of the first capacity.

new capacity = current capacity \* 2;

It implements List, Serializable, Clonable, RandomAccess interfaces.

Constructors in Vector :

-------------------------

We have 4 types of Constructor in Vector

1) Vector v1 = new Vector();

It will create the vector object with default capacity is 10

2) Vector v2 = new Vector(int initialCapacity);

Will create the vector object with user specified capacity.

3) Vector v3 = new Vector(int initialCapacity, int capacityIncrement);

Eg :- Vector v = new Vector(1000,5);

Initially It will create the Vector Object with initial capacity 1000 and then when the capacity will be full then increment by 5 so the next capacity would be 1005, 1010 and so on.

4) Vector v4 = new Vector(Collection c);

We can achieve loose coupling

package com.ravi.vector;

import java.util.Collections;

import java.util.Vector;

public class VectorDemo {

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Bhubneswar");

listOfCity.add("Kolkata");

System.out.println("Before Sorting :"+listOfCity);

listOfCity.sort((s1,s2)-> s1.compareTo(s2));

System.out.println("After Sorting :"+listOfCity);

//Remove the element based on the index position

listOfCity.remove(2);

System.out.println(listOfCity);

//Remove based on the Object

listOfCity.remove("Kolkata");

System.out.println(listOfCity);

}

}

----------------------------------------------------------------

//Vector Program on capacity

package com.ravi.vector;

import java.util.\*;

public class VectorDemo1 {

public static void main(String[] args)

{

Vector<Integer> v = new Vector<>(100,10);

System.out.println("Initial capacity is :" + v.capacity());

for (int i = 0; i < 100; i++)

{

v.add(i);

}

System.out.println("After adding 100 elements capacity is :" + v.capacity());

v.add(101);

System.out.println("After adding 101th elements capacity is :" + v.capacity());

for(int i=0; i<v.size(); i++)

{

if(i%5==0)

{

System.out.println();

}

System.out.print(v.get(i)+"\t");

}

}

}

----------------------------------------------------------------

package com.ravi.vector;

//Array To Collection

import java.util.\*;

public class VectorDemo2

{

public static void main(String args[])

{

Vector<Integer> v = new Vector<>();

int x[]={22,20,10,40,15,58};

//Adding array values to Vector

for(int i=0; i<x.length; i++)

{

v.add(x[i]);

}

Collections.sort(v);

System.out.println("Maximum element is :"+Collections.max(v));

System.out.println("Minimum element is :"+Collections.min(v));

System.out.println("Vector Elements :");

v.forEach(y -> System.out.println(y));

System.out.println(".....................");

Collections.reverse(v);

v.forEach(y -> System.out.println(y));

//How to convert Collection to Array

Object[] array = v.toArray();

System.out.println(Arrays.toString(array));

}

}

Methods :

---------

public Object toArray() : Collection to array

Collections.max()

Collections.min()

Collections.reverse()

-----------------------------------------------------------------

How to work with Custom Object :

---------------------------------

package com.ravi.vector;

import java.util.Vector;

record Employee(Integer id, String name, Double salary)

{

}

public class VectorDemo3

{

public static void main(String[] args)

{

Vector<Employee> listOfEmployees = new Vector<>();

listOfEmployees.add(new Employee(333, "Scott", 800D));

listOfEmployees.add(new Employee(555, "Smith", 1200D));

listOfEmployees.add(new Employee(111, "Alen", 1500D));

listOfEmployees.add(new Employee(222, "John", 1800D));

listOfEmployees.add(new Employee(444, "Martin", 900D));

listOfEmployees.forEach(System.out::println);

}

}

----------------------------------------------------------------

Program that describes ArrayList is better than Vector in performance wise :

----------------------------------------------------------------------

As we know ArrayList methods are not synchronized so multiple threads can access the method of ArrayList, on the other hand most of the methods are synchronized in Vector class.

java.lang.System class has provided a predefined static method called currentTimeMillis() through which we can get the current system time in millisecond.

public static native long currentTimeMillis();

----------------------------------------------------------------

package com.ravi.vector;

import java.util.ArrayList;

import java.util.Vector;

public class VectorDemo4

{

public static void main(String[] args)

{

long startTime = System.currentTimeMillis();

ArrayList<Integer> al = new ArrayList<Integer>();

for(int i=0; i<1000000; i++)

{

al.add(i);

}

long endTime = System.currentTimeMillis();

System.out.println("Total Time taken by ArrayList class :"+(endTime - startTime)+" ms");

startTime = System.currentTimeMillis();

Vector<Integer> v1 = new Vector<Integer>();

for(int i=0; i<1000000; i++)

{

v1.add(i);

}

endTime = System.currentTimeMillis();

System.out.println("Total Time taken by Vector class :"+(endTime - startTime)+" ms");

}

}

----------------------------------------------------------------

\*\*\*What is Fail Fast Iteartor ?

-------------------------------

While retrieving the object from the collection by using Itearor interface or for each loop, if at any point of time the original structure is going to modify after the creation of Itearator then we will get java.util.ConcurrentModificationExacption.

package com.ravi.vector;

import java.util.Iterator;

import java.util.Spliterator;

import java.util.Vector;

class Concurrent extends Thread //java.util.concurrent

{

private Vector<String> cities = null;

public Concurrent(Vector<String> cities)

{

super();

this.cities = cities;

}

@Override

public void run()

{

try

{

Thread.sleep(2000);

}

catch(InterruptedException e)

{

}

cities.add("Ameerpet");

}

}

public class FailFastIteartor

{

public static void main(String[] args) throws InterruptedException

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Hyderabad");

listOfCity.add("Pune");

listOfCity.add("Indore");

listOfCity.add("Bhubneswar");

listOfCity.add("Kolkata");

Concurrent c1 = new Concurrent(listOfCity);

c1.start();

Iterator<String> itr = listOfCity.iterator();

while(itr.hasNext())

{

System.out.println(itr.next());

Thread.sleep(500);

}

System.out.println(".................");

Spliterator<String> spliterator = listOfCity.spliterator();

spliterator.forEachRemaining(System.out::println);

}

}

Here we will get java.util.ConcurrentModificationException.

-----------------------------------------------------------------

package com.ravi.vector;

import java.util.Arrays;

import java.util.Collections;

import java.util.OptionalInt;

import java.util.Vector;

public class VectorDemo5

{

public static void main(String[] args)

{

Vector<String> listOfCity = new Vector<>();

listOfCity.add("Surat");

listOfCity.add("Pune");

listOfCity.add("Ahmadabad");

listOfCity.add("Vanaras");

Collections.sort(listOfCity);

listOfCity.forEach(System.out::println);

System.out.println(".............");

Vector<Integer> listOfNumbers = new Vector<>();

listOfNumbers.add(500);

listOfNumbers.add(900);

listOfNumbers.add(400);

listOfNumbers.add(300);

listOfNumbers.add(800);

listOfNumbers.add(200);

listOfNumbers.add(100);

System.out.println("Original Data...");

System.out.println(listOfNumbers);

System.out.println("Ascending Order...");

Collections.sort(listOfNumbers);

System.out.println(listOfNumbers);

System.out.println("Descending Order...");

Collections.sort(listOfNumbers, Collections.reverseOrder());

System.out.println(listOfNumbers);

//Converting Our Vector(Collection Object) into Array

Vector<String> listOfFruits = new Vector<>();

listOfFruits.add("Orange");

listOfFruits.add("Apple");

listOfFruits.add("Mango");

Object[] fruits = listOfFruits.toArray();

System.out.println(Arrays.toString(fruits));

}

}

-----------------------------------------------------------------

package com.ravi.vector;

import java.util.Scanner;

import java.util.Vector;

public class VectorDemo6

{

public static void main(String[] args)

{

Vector<String> toDoList = new Vector<>();

Scanner scanner = new Scanner(System.in);

int choice;

do

{

System.out.println("To Do List Menu:");

System.out.println("1. Add Task");

System.out.println("2. View Tasks");

System.out.println("3. Mark Task as Completed");

System.out.println("4. Exit");

System.out.print("Enter your choice: ");

choice = scanner.nextInt();

scanner.nextLine();

switch (choice)

{

case 1:

// Add Task

System.out.print("Enter task description: ");

String task = scanner.nextLine();

toDoList.add(task);

System.out.println("Task added successfully!\n");

break;

case 2:

// View Tasks

System.out.println("To Do List:");

for (int i = 0; i < toDoList.size(); i++)

{

System.out.println((i + 1) + ". " + toDoList.get(i));

}

System.out.println();

break;

case 3:

// Mark Task as Completed

System.out.print("Enter task number to mark as completed: ");

int taskNumber = scanner.nextInt(); //1

if (taskNumber >= 1 && taskNumber <= toDoList.size())

{

String completedTask = toDoList.remove(taskNumber - 1);

System.out.println("Task marked as completed: " + completedTask + "\n");

}

else {

System.out.println("Invalid task number!\n");

}

break;

case 4:

System.out.println("Exiting ToDo List application. Goodbye!");

break;

default:

System.out.println("Invalid choice. Please enter a valid option.\n");

}

}

while (choice != 4);

scanner.close();

}

}

---------------------------------------------------------------

Enumeration interface has provided a method from java 9V called

asIterator(), the return type of this method is Iterator

interface.

public Iterator asIterator(); [Enumeration interface method]

It is mainly used for Backward compatibility.

package com.ravi.vector;

import java.util.Enumeration;

import java.util.Iterator;

import java.util.Vector;

record Product(int productId, String productName)

{

}

public class VectorDemo7

{

public static void main(String[] args)

{

Vector<Product> listOfProduct = new Vector<>();

listOfProduct.add(new Product(111, "Laptop"));

listOfProduct.add(new Product(222, "Mobile"));

listOfProduct.add(new Product(333, "Camera"));

listOfProduct.add(new Product(444, "Bag"));

listOfProduct.add(new Product(555, "Watch"));

Enumeration<Product> ele = listOfProduct.elements();

Iterator<Product> asIterator = ele.asIterator();

asIterator.forEachRemaining(System.out::println);

}

}

---------------------------------------------------------------

Stack<E> :

------------

public class Stack<E> extends Vector<E>

It is a predefined class available in java.util package. It is the sub class of Vector class introduced from JDK 1.0 so, It is also a legacy class.

It is a linear data structure that is used to store the Objects in LIFO (Last In first out) order.

Inserting an element into a Stack is known as push operation where as extracting an element from the top of the stack is known as pop operation.

It throws an exception called java.util.EmptyStackException, if Stack is empty and we want to fetch the element.

It has only one constructor as shown below

Stack s = new Stack();

Will create empty Stack Object.

------------------------------------------------------------------------------------

Methods :

----------

public E push(Object o) :- To insert an element in the bottom of the Stack.

public E pop() :- To remove and return the element from the top of the Stack.

public E peek() :- Will fetch the element from top of the Stack without removing.

public boolean empty() :- Verifies whether the stack is empty or not (return type is boolean)

public int search(Object o) :- It will search a particular element in the Stack and it returns OffSet position (int value). If the element is not present in the Stack it will return -1

----------------------------------------------------------------

//Program to insert and fetch the elements from stack

package com.ravi.stack;

import java.util.\*;

public class Stack1

{

public static void main(String args[])

{

Stack<Integer> s = new Stack<>();

try

{

s.push(12);

s.push(15);

s.push(22);

s.push(33);

s.push(49);

System.out.println("After insertion elements are :"+s);

System.out.println("Fetching the elements using pop method");

System.out.println(s.pop());

System.out.println(s.pop());

System.out.println(s.pop());

System.out.println(s.pop());

System.out.println(s.pop());

System.out.println("After deletion elements are :"+s);//[]

System.out.println("Is the Stack empty ? :"+s.empty());

}

catch(EmptyStackException e)

{

e.printStackTrace();

}

}

}

--------------------------------------------------------------

//add(Object obj) is the method of Collection

package com.ravi.stack;

import java.util.\*;

public class Stack2

{

public static void main(String args[])

{

Stack<Integer> st1 = new Stack<>();

st1.add(10);

st1.add(20);

st1.forEach(x -> System.out.println(x));

Stack<String> st2 = new Stack<>();

st2.add("Java");

st2.add("is");

st2.add("programming");

st2.add("language");

st2.forEach(x -> System.out.println(x));

Stack<Character> st3 = new Stack<>();

st3.add('A');

st3.add('B');

st3.forEach(x -> System.out.println(x));

Stack<Double> st4 = new Stack<>();

st4.add(10.5);

st4.add(20.5);

st4.forEach(x -> System.out.println(x));

}

}

--------------------------------------------------------------

package com.ravi.stack;

import java.util.Stack;

public class Stack3

{

public static void main(String[] args)

{

Stack<String> stk= new Stack<>();

stk.push("Apple");

stk.push("Grapes");

stk.push("Mango");

stk.push("Orange");

System.out.println("Stack: " + stk);

String fruit = stk.peek();

System.out.println("Element at top: " + fruit);

System.out.println("Stack elements are : " + stk);

}

}

---------------------------------------------------------------

//Searching an element in the Stack

package com.ravi.stack;

import java.util.Stack; //

public class Stack4

{

public static void main(String[] args) //1 -1 false 2

{

Stack<String> stk= new Stack<>();

stk.push("Apple");

stk.push("Grapes");

stk.push("Mango");

System.out.println("Offset Position is : " + stk.search("Mango")); //1

System.out.println("Offser Position is : " + stk.search("Banana")); //-1

System.out.println("Is stack empty ? "+stk.empty()); //false

System.out.println("Index Position is : " + stk.indexOf("Mango")); //2

}

}

---------------------------------------------------------------
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-----------

ArrayList<E>

------------

public class ArrayList<E> extends AbstractList<E> implements List<E>, Serializable, Clonable, RandomAccess

It is a predefined class available in java.util package under List interface from java 1.2v.

It accepts duplicate,null, homogeneous and hetrogeneous elements.

It is dynamically growable array.

It stores the elements on index basis so it is simillar to dynamic array.

Initial capacity of ArrayList is 10. The new capacity of Arraylist can be calculated by using the formula

new capacity = (current capacity \* 3)/2 + 1 [Almost 50% increment]

\*All the methods declared inside an ArrayList is not synchronized so multiple thread can access the method of ArrayList so performance wise it is good.

\*It is highly suitable for fetching or retriving operation when duplicates are allowed and Thread-safety is not required.

Here Iterator is Fail Fast Iteartor.

It implements List,Serializable, Clonable, RandomAccess interfcaes

Constructor of ArrayList :

----------------------------

In ArrayList we have 3 types of Constructor:

Constructor of ArrayList :

1) ArrayList al1 = new ArrayList();

Will create ArrayList object with default capacity 10.

2) ArrayList al2 = new ArrayList(int initialCapacity);

Will create an ArrayList object with user specified Capacity

3) ArrayList al3 = new ArrayList(Collection c)

We can copy any Collection interface implemented class data to the current object reference (Coping one Collection data to another)

----------------------------------------------------------------

package com.ravi.arraylist;

import java.util.ArrayList;

public class ArrayListDemo

{

public static void main(String[] args)

{

ArrayList<Integer> numbers = new ArrayList<>(100);

numbers.add(100);

numbers.add(200);

numbers.add(300);

numbers.add(400);

int sum = 0;

for (int number : numbers)

{

sum += number;

}

System.out.println("Sum of numbers: " + sum);

}

}

----------------------------------------------------------------

package com.ravi.arraylist;

import java.util.ArrayList;

import java.util.Collections;

record Customer(Integer custId, String custName, Double custSal)

{

}

public class ArrayListDemo1

{

public static void main(String[] args)

{

ArrayList<Customer> listOfCustomer = new ArrayList<>();

listOfCustomer.add(new Customer(111, "Scott", 800D));

listOfCustomer.add(new Customer(222, "Smith", 1200D));

listOfCustomer.add(new Customer(333, "Alen", 1800D));

listOfCustomer.add(new Customer(444, "Martin", 1500D));

listOfCustomer.add(new Customer(555, "John", 1300D));

listOfCustomer.forEach(System.out::println);

}

}

---------------------------------------------------------------

package com.ravi.arraylist;

//Program to merge and retain of two collection addAll() retainlAll()

import java.util.\*;

public class ArrayListDemo2

{

public static void main(String args[])

{

ArrayList<String> al1=new ArrayList<>();

al1.add("Ravi");

al1.add("Rahul");

al1.add("Rohit");

ArrayList<String> al2=new ArrayList<>();

al2.add("Pallavi");

al2.add("Sweta");

al2.add("Puja");

al1.addAll(al2);

al1.forEach(str -> System.out.println(str.toUpperCase()) );

System.out.println(".................................");

ArrayList<String> al3=new ArrayList<>();

al3.add("Ravi");

al3.add("Rahul");

al3.add("Rohit");

ArrayList<String> al4=new ArrayList<>();

al4.add("Pallavi");

al4.add("Rahul");

al4.add("Raj");

al3.retainAll(al4);

al3.forEach(x -> System.out.println(x));

}

}

----------------------------------------------------------------

How to create Immutable List and Fixed length array :

-----------------------------------------------------

1) Fixed length Array :

--------------------

java.util.Arrays class has provided a predefined static method

asList(T ...x), It will create a fixed length array and the return type of this method is List interface.

In this fixed length array we can't perform add or remove opeartion otherwise we will get java.lang.UnsupportedOperationException but we can replace the element.

package com.ravi.arraylist;

import java.util.Arrays;

import java.util.List;

public class FixedLengthArray {

public static void main(String[] args)

{

//Fixed length Array

List<Integer> list = Arrays.asList(1,2,3,4,5,6,7,8);

//list.add(9); java.lang.UnsupportedOperationException

//list.remove(0); java.lang.UnsupportedOperationException

list.set(0, 100);

System.out.println(list);

}

}

2) Immutable List :

-------------------

List interface has provided a predefined static method called

of(T ...x) available from java 9V.

It will create an immutable list, return type of this method is

List<E>. Once it is created after that we can't pefrom any kind of operation like add(), remove() or replace [set(int index, Object obj)] otherwise we will get java.lang.UnsupportedOperationException

package com.ravi.arraylist;

import java.util.List;

public class ImmutableList {

public static void main(String[] args)

{

List<Integer> immutable = List.of(1,2,3,4,5,6,7,8);

//immutable.add(9); java.lang.UnsupportedOperationException

//immutable.remove(0); java.lang.UnsupportedOperationException

//immutable.set(0, 90); java.lang.UnsupportedOperationException

System.out.println(immutable);

}

}

---------------------------------------------------------------

//Program to fetch the elements in forward and backward

//direction using ListIterator interface

package com.ravi.arraylist;

import java.util.Arrays;

import java.util.Collections;

import java.util.List;

import java.util.ListIterator;

public class ArrayListDemo3

{

public static void main(String args[])

{

List<String> listOfName = Arrays.asList("Rohit","Akshar","Pallavi","Sweta"); //Length is fixed

Collections.sort(listOfName);

//Fetching the data in both the direction

ListIterator<String> lst = listOfName.listIterator();

System.out.println("In Forward Direction..");

while(lst.hasNext())

{

System.out.println(lst.next());

}

System.out.println("In Backward Direction..");

while(lst.hasPrevious())

{

System.out.println(lst.previous());

}

}

}

---------------------------------------------------------------

Serialization and Deserialization on ArrayList object :

//Serialization and De-serialization on ArrayList Object

package com.ravi.arraylist;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.util.ArrayList;

public class ArrayListDemo4

{

public static void main(String[] args) throws IOException

{

ArrayList<String> listOfIceCream = new ArrayList<>();

listOfIceCream.add("Vanila");

listOfIceCream.add("Strwbarry");

listOfIceCream.add("Butter Scotch");

//Serialization

var fos = new FileOutputStream("D:\\new\\IceCream.txt");

var oos = new ObjectOutputStream(fos);

try(oos; fos)

{

oos.writeObject(listOfIceCream);

System.out.println("Object Stored Successfully!!!");

}

catch(Exception e)

{

e.printStackTrace();

}

//De-Serialization

var fin = new FileInputStream("D:\\new\\IceCream.txt");

var ois = new ObjectInputStream(fin);

try(ois; fin)

{

ArrayList<String> list = (ArrayList<String>) ois.readObject();

System.out.println("List Data :"+list);

}

catch(Exception e)

{

e.printStackTrace();

}

}

}

Note : Here String and ArrayList both the classes implements java.io.Serializable so serailization is possible.

package com.ravi.arraylist;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.io.Serializable;

import java.util.ArrayList;

record Employee(Integer employeeId, String employeeName) implements Serializable

{

}

public class ArrayListSerialization

{

public static void main(String[] args) throws IOException

{

ArrayList<Employee> listOfEmployees = new ArrayList<>();

listOfEmployees.add(new Employee(111, "A"));

listOfEmployees.add(new Employee(222, "B"));

listOfEmployees.add(new Employee(333, "C"));

listOfEmployees.add(new Employee(444, "D"));

listOfEmployees.add(new Employee(555, "E"));

String filePath = "D:\\new\\Employee.txt";

//Serialization

var fos = new FileOutputStream(filePath);

var oos = new ObjectOutputStream(fos);

try(fos; oos)

{

oos.writeObject(listOfEmployees);

System.out.println("Object data stored successfully");

}

catch(Exception e)

{

e.printStackTrace();

}

//De-Serialization

var fin = new FileInputStream(filePath);

var ois = new ObjectInputStream(fin);

try(fin; ois)

{

@SuppressWarnings("unchecked")

ArrayList<Employee> empList = (ArrayList<Employee>) ois.readObject();

empList.forEach(System.out::println);

}

catch(Exception e)

{

e.printStackTrace();

}

}

}

---------------------------------------------------------------

package com.ravi.arraylist;

import java.util.ArrayList;

import java.util.Collections;

public class ArrayListDemo5

{

public static void main(String[] args)

{

ArrayList<String> cities = new ArrayList<>();

cities.add("Hyderabad");

cities.add("Delhi");

cities.add("Banglore");

cities.add("Chennai");

System.out.println("Before sorting: " + cities);

Collections.sort(cities);

System.out.println("After sorting (Ascending): " + cities);

Collections.sort(cities,Collections.reverseOrder());

System.out.println("After sorting (Descending): " + cities);

}

}

Collections class has provided static method reverseOrder(), return type is Comparator.

---------------------------------------------------------------

package com.ravi.arraylist;

//Program on ArrayList that contains null values as well as we can pass

//the element based on the index position

import java.util.ArrayList;

import java.util.LinkedList;

public class ArrayListDemo6

{

public static void main(String[] args)

{

ArrayList<Object> al = new ArrayList<>(); //Generic type

al.add(12);

al.add("Ravi");

al.add(12);

al.add(3,"Hyderabad");

al.add(1,"Naresh");

al.add(null);

al.add(11);

System.out.println(al); //12 Naresh Ravi 12 Hyderabad null 11

}

}

---------------------------------------------------------------

package com.ravi.arraylist;

import java.util.ArrayList;

import java.util.List;

record Professor(String name, String specialization)

{

}

class Department

{

private String departmentName;

private List<Professor> professors;

public Department(String departmentName)

{

this.departmentName = departmentName;

this.professors = new ArrayList<Professor>();//Composition

}

public void addProfessor(Professor prof)

{

this.professors.add(prof);

}

public String getDepartmentName()

{

return departmentName;

}

public List<Professor> getProfessors()

{

return professors;

}

}

public class ArrayListDemo7

{

public static void main(String[] args)

{

Department cs = new Department("Computer Science");

cs.addProfessor(new Professor("James", "Java"));

cs.addProfessor(new Professor("Scott", "Adv Java"));

cs.addProfessor(new Professor("Kishore Sir", "C language"));

System.out.println("Professors in :"+cs.getDepartmentName());

List<Professor> professors = cs.getProfessors();

professors.forEach(System.out::println);

}

}

---------------------------------------------------------------

package com.ravi.arraylist;

import java.lang.reflect.Array;

import java.util.ArrayList;

public class ArrayListDemo8

{

public static void main(String[] args)

{

ArrayList<String> original = new ArrayList<>();

original.add("BCA");

original.add("MCA");

original.add("BBA");

System.out.println("By using clone Method");

@SuppressWarnings("unchecked")

ArrayList<String> clonedAL = (ArrayList<String>) original.clone();

System.out.println(clonedAL);

System.out.println("By using Copy Constructor");

ArrayList<String> copyConstr = new ArrayList<String>(original);

System.out.println(copyConstr);

}

}

--------------------------------------------------------------

public List subList(int fromIndex, int toIndex) :

--------------------------------------------------

It is used to fetch/retrieve the part of the List based on the given index. The return type of this method is List, Here fromIndex is inclusive and toIndex is exclusive.

public boolean contains(Object element) :

------------------------------------------

It is used to find the given element object in the corresponsing List, if available it will return true otherwise false.

public boolean removeIf(Predicate<T> filter)

---------------------------------------------

It is used to remove the elements based on boolean condition passed as a Predicate.

package com.ravi.arraylist;

import java.util.ArrayList;

import java.util.List;

public class ArrayListDemo9 {

public static void main(String[] args)

{

ArrayList<Integer> list = new ArrayList<>();

list.add(1);

list.add(2);

list.add(3);

list.add(4);

list.add(5);

list.add(6);

list.add(7);

list.add(8);

list.add(9);

list.add(10);

//public List subList(int fromIndex, int toIndex)

List<Integer> subList = list.subList(2, 5);

System.out.println(subList);

System.out.println("........................");

//public boolean contains(Object obj)

boolean contains = list.contains(99);

System.out.println(contains);

System.out.println("........................");

//public int indexOf(Object obj)

System.out.println(list.indexOf(1));

System.out.println("................");

//public void removeIf(Predicate<T> p)

list.removeIf(num -> num%2==0);

list.forEach(System.out::println);

}

}

--------------------------------------------------------------

public void trimToSize() :

---------------------------

Used to reduce the capacity.

public void ensureCapacity(int minCapacaity):

---------------------------------------------

Increase the capacity of the ArrayList to avoid frequent resizing.

The minCapacaity parameter will specify that ArrayList will definetly hold the number of elements specified in the parameter of ensureCapacity() method.

After using ensureCapacity() method, still it is dynamically growable.

package com.ravi.arraylist;

import java.util.ArrayList;

import java.util.RandomAccess;

public class ArrayListDemo10 {

public static void main(String[] args)

{

ArrayList<String> list = new ArrayList<>(100);

list.add("Java");

list.add("World");

//public void trimToSize()

list.trimToSize();

System.out.println("Trimmed List Size: " + list.size());

System.out.println(".........................");

ArrayList<Integer> listOfNumber = new ArrayList<>();

// public void ensureCapacity(int minCapacity)

//Increase the capacity of the ArrayList to avoid frequent resizing.

listOfNumber.add(999);

listOfNumber.ensureCapacity(100);

for (int i = 0; i < 50; i++)

{

listOfNumber.add(i);

}

System.out.println("List size: " + listOfNumber.size());

}

}

===============================================================

Time Complexity of ArrayList :

-------------------------------

The time complexity of ArrayList to insert OR delete an element from the middle would be O(n) [Big O of n] because 'n' number of elements will be re-located so, it is not a good choice to perform insertion and deletion operation in the middle OR begning of the List.

On the other hand time complexity of ArrayList to retrieve an element from the List would be O(1) because by using get(int index) method we can retrieve the element randomly from the list. ArrayList class implements RandomAccess marker interface which provides the facility to fetch the elements Randomly.

[17-FEB-25]

In order to insert and delete the element in middle of the list frequently, we introduced LinkedList class.

public class LinkedList<E> extends AbstractSequentialList<E> implements List<E>, Deque<E>, Cloneable, Serializable

It is a predefined class available in java.util package under List interface from JDK 1.2v.

It is ordered by index position like ArrayList except the elements (nodes) are doubly linked to one another. This linkage provide us new method for adding and removing the elements from the middle of LinkedList.

It stores the elements in non-contiguous memory location.

\*The important thing is, LikedList may iterate more slowely than ArrayList but LinkedList is a good choice when we want to insert or delete the elements frequently in the list.

From jdk 1.6 onwards LinkedList class has been enhanced to support basic queue operation by implementing Deque<E> interface.

LinkedList methods are not synchronized.

It inserts the elements by using Doubly linked List so insertion and deleteion is very easy.

ArrayList is using Dynamic array data structure but LinkedList class is using LinkedList (Doubly LinkedList) data structure.

At the time of searching an element, It will start searching from Head node OR tail node OR closer one based on the index.

\*\*Here Iterators are Fail Fast Iterator.

Constructor:

-------------

It has 2 constructors

1) LinkedList list1 = new LinkedList();

It will create a LinkedList object with 0 capacity.

2) LinkedList list2 = new LinkedList(Collection c);

Interconversion between the collection

Methods of LinkedList class:

-------------------------------

1) void addFirst(Object o)

2) void addLast(Object o)

3) Object getFirst()

4) Object getLast()

5) Object removeFirst()

6) Object removeLast()

The time complexcity for insertion and deletion is O(1) The time complexcity for seraching O(n) because it serach the elemnts using node reference.

--------------------------------------------------------------------

import java.util.LinkedList;

public class MyLinkedList

{

private static class Node

{

int item;

Node next;

public Node(int item)

{

this.item = item;

this.next = null;

}

}

public static void main(String[] args)

{

Node node1 = new Node(100);

Node node2 = new Node(200);

Node node3 = new Node(300);

node1.next = node2;

node2.next = node3;

System.out.println(node1.item);

System.out.println(node1.next.item);

System.out.println(node1.next.next.item);

System.out.println("........................");

}

}

--------------------------------------------------------------------

package com.ravi.linked\_list;

import java.util.Iterator;

import java.util.LinkedList;

import java.util.List;

public class LinkedListDemo

{

public static void main(String args[])

{

LinkedList<Object> list=new LinkedList<>();

list.add("Ravi");

list.add("Vijay");

list.add("Ravi");

list.add(null);

list.add(42);

System.out.println("1st Position Element is :"+list.get(1));

//Iterator interface

Iterator<Object> itr = list.iterator();

itr.forEachRemaining(System.out::println); //JDK 1.8

}

}

Note : From this program, It is clear that LinkedList works on the basis of index.

---------------------------------------------------------------------

package com.ravi.linked\_list;

import java.util.\*;

public class LinkedListDemo1

{

public static void main(String args[])

{

LinkedList<String> list= new LinkedList<>(); //generic

list.add("Item 2");//2

list.add("Item 3");//3

list.add("Item 4");//4

list.add("Item 5");//5

list.add("Item 6");//6

list.add("Item 7");//7

list.add("Item 9"); //10

list.add(0,"Item 0");//0

list.add(1,"Item 1"); //1

list.add(8,"Item 8");//8

list.add(9,"Item 10");//9

System.out.println(list);

list.remove("Item 5");

System.out.println(list);

list.removeLast();

System.out.println(list);

list.removeFirst();

System.out.println(list);

list.set(0,"Ajay"); //set() will replace the existing value

list.set(1,"Vijay");

list.set(2,"Anand");

list.set(3,"Aman");

list.set(4,"Suresh");

list.set(5,"Ganesh");

list.set(6,"Ramesh");

list.forEach(x -> System.out.println(x));

}

}

Note : From the above program it is clear that we can isert or delete an element in the LinkedList with good time complexity.

---------------------------------------------------------------------

package com.ravi.linked\_list;

//Methods of LinkedList class

import java.util.LinkedList;

public class LinkedListDemo2

{

public static void main(String[] argv)

{

LinkedList<String> list = new LinkedList<>();

list.addFirst("Ravi"); // Rahul

list.add("Rahul");

list.addLast("Anand");

System.out.println(list.getFirst());

System.out.println(list.getLast());

list.removeFirst();

list.removeLast();

System.out.println(list); //[Rahul]

}

}

--------------------------------------------------------------
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package com.ravi.linked\_list;

//ListIterator methods (add(), set(), remove())

import java.util.\*;

public class LinkedListDemo3

{

public static void main(String[] args)

{

LinkedList<String> city = new LinkedList<> ();

city.add("Kolkata");

city.add("Bangalore");

city.add("Hyderabad");

city.add("Pune");

System.out.println(city);

ListIterator<String> lt = city.listIterator();

while(lt.hasNext())

{

String cityName = lt.next();

if(cityName.equals("Kolkata"))

{

lt.remove();

}

else if(cityName.equals("Hyderabad"))

{

lt.add("Ameerpet");

}

else if(cityName.equals("Pune"))

{

lt.set("Mumbai");

}

}

city.forEach(System.out::println);

}

}

Here there is no ConcurrentModificationException because ListIterator is modifying the structure by it's own method hence there is no problem because it is internal structure modification.

--------------------------------------------------------------package com.ravi.linked\_list;

//Insertion, deletion, displaying and exit

import java.util.LinkedList;

import java.util.List;

import java.util.Scanner;

public class LinkedListDemo4

{

public static void main(String[] args)

{

List<Integer> linkedList = new LinkedList<>();

Scanner scanner = new Scanner(System.in);

while (true)

{

System.out.println("Linked List: " + linkedList); //[]

System.out.println("1. Insert Element");

System.out.println("2. Delete Element");

System.out.println("3. Display Element");

System.out.println("4. Exit");

System.out.print("Enter your choice: ");

int choice = scanner.nextInt();

switch (choice)

{

case 1:

System.out.print("Enter the element to insert: ");

int elementToAdd = scanner.nextInt();

linkedList.add(elementToAdd);

break;

case 2:

if (linkedList.isEmpty())

{

System.out.println("Linked list is empty. Nothing to delete.");

}

else

{

System.out.print("Enter the element to delete: ");

int elemenetToDelete = scanner.nextInt();

boolean remove = linkedList.remove(Integer.valueOf(elemenetToDelete));

if(remove)

{

System.out.println("Element "+elemenetToDelete+ " is deleted Successfully" );

}

else

{

System.out.println("Element "+elemenetToDelete+" not available is the LinkedList");

}

}

break;

case 3:

System.out.println("Elements in the linked list.");

linkedList.forEach(System.out::println);

break;

case 4:

System.out.println("Exiting the program.");

scanner.close();

System.exit(0);

default:

System.out.println("Invalid choice. Please try again.");

}

}

}

}

------------------------------------------------------------

//LinkedList list = new LinkedList(Collection coll)

package com.ravi.linked\_list;

import java.util.Arrays;

import java.util.LinkedList;

import java.util.List;

public class LinkedListDemo5 {

public static void main(String[] args)

{

List<String> listOfName = Arrays.asList("Ravi","Rahul","Ankit", "Rahul");

LinkedList<String> list = new LinkedList<>(listOfName);

list.forEach(System.out::println);

}

}

package com.ravi.linked\_list;

import java.util.Iterator;

import java.util.LinkedList;

import java.util.List;

record Product(Integer productId, String productName)

{

}

public class LinkedListDemo6 {

public static void main(String[] args)

{

List<Product> listOfProduct = new LinkedList<Product>();

listOfProduct.add(new Product(1, "ApplePhone"));

listOfProduct.add(new Product(2, "MiPhone"));

listOfProduct.add(new Product(3, "VivoPhone"));

System.out.println("Is list empty :"+listOfProduct.isEmpty());

Iterator<Product> iterator = listOfProduct.iterator();

iterator.forEachRemaining(prod -> System.out.println(prod.productName().toUpperCase()));

Product product = listOfProduct.get(1);

System.out.println(product.productName());

}

}

--------------------------------------------------------------

Set<E> interface :

--------------------

Set interface :

---------------

Set interface is the sub interface of Collection available from JDK 1.2V

Set interface never accept duplicate elements, Here internally equals(Object obj) method is working from the respective class.

Set interface does not maintain any order (because internally It does not use Array concept, Actually It uses hashing algorithm)

On Set interface we can't use ListIterator interface.

Set interface supports all the methods of Collection interface, few more methods were added from java 9v.

Set interface Hierarchy :

--------------------------

Hierarchy is available in the paint diagram [19-FEB]

What is hashing algorithm ?

----------------------------

What is hashing algorithm ?

-------------------------------

Hashing algorithm is a technique through which we can search, insert and delete an element in more efficient way in comparison to our classical indexing approach.

Hashing algorithm, internally uses Hashtable data structute, Hashtable data structure internally uses Bucket data structure.

Here elements are inserted by using hashing algorithm so the time complaxity to insert, delete and search an element would be O(1).

It is more efficient than our classical array approach which works on the basis of index.
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HashSet<E> [UNORDERED, UNSORTED, NO DUPLICATES]

------------------------------------------------

public class HashSet<E> extends AbstractSet<E> implements Set<E>, Clonabale, Serializable

It is a predefined class available in java.util package under Set interface and introduced from JDK 1.2V.

It is an unsorted and unordered set.

It accepts hetrogeneous and homogeneous both kind of data.

It uses Hashtable data structure, default capacity is 16 that means 16 buckets will be created internally.

\*It uses the hashcode of the object being inserted into the Collection. Using this hashcode it finds the bucket location.

It doesn't contain any duplicate elements as well as It does not maintain any order while iterating the elements from the collection.

It can accept one null value.

HashSet methods are not synchronized.

HashSet is used for fast searching operation.

It has constant performance in all the operations like insert, delete and search.

--------------------------------------------------------------

It contains 4 types of constructors :

1) HashSet hs1 = new HashSet();

It will create the HashSet Object with default capacity is 16. The default load fator or Fill Ratio is 0.75 (75% of HashSet is filled up then new HashSet Object will be created having double capacity)

2) HashSet hs2 = new HashSet(int initialCapacity);

will create the HashSet object with user specified capacity.

3) HashSet hs3 = new HashSet(int initialCapacity, float loadFactor);

we can specify our own initialCapacity and loadFactor(by default load factor is 0.75)

4) HashSet hs4 = new HashSet(Collection c);

Interconversion of Collection.

-------------------------------------------------------------

//Unsorted, Unordered and no duplicates

import java.util.\*;

public class HashSetDemo

{

public static void main(String args[])

{

HashSet<Integer> hs = new HashSet<>();

hs.add(67);

hs.add(89);

hs.add(33);

hs.add(45);

hs.add(12);

hs.add(35);

hs.add(null);

hs.forEach(num-> System.out.println(num));

}

}

--------------------------------------------------------------

import java.util.\*;

public class HashSetDemo1

{

public static void main(String[] argv)

{

HashSet<String> hs=new HashSet<>();

hs.add("Ravi");

hs.add("Vijay");

hs.add("Ravi");

hs.add("Ajay");

hs.add("Palavi");

hs.add("Sweta");

hs.add(null);

hs.add(null);

hs.forEach(str -> System.out.println(str));

}

}

HashSet does not maintain any order while iterating the elements from the Collection.

--------------------------------------------------------------

package com.ravi.hash\_set\_demo;

import java.util.Arrays;

import java.util.HashSet;

public class HashSetDemo2 {

public static void main(String[] args)

{

Boolean values[] = new Boolean[5];

HashSet<Object> hs = new HashSet<>();

values[0] = hs.add(12);

values[1] = hs.add(12);

values[2] = hs.add("NIT");

values[3] = hs.add(new String("NIT"));

values[4] = hs.add(null);

System.out.println(Arrays.toString(values));

System.out.println("------------------------");

if(hs.contains("NIT"))

{

System.out.println("NIT Object is available");

}

else

{

System.out.println("NIT Object is not available");

}

hs.forEach(System.out::println);

}

}

--------------------------------------------------------------

package com.ravi.hash\_set\_demo;

import java.util.HashSet;

public class HashSetDemo {

public static void main(String[] args)

{

HashSet<String> hs1 = new HashSet<String>();

hs1.add(new String("India"));

hs1.add(new String("India"));

System.out.println(hs1.size()); //1

HashSet<StringBuffer> hs2 = new HashSet<StringBuffer>();

hs2.add(new StringBuffer("Hyd"));

hs2.add(new StringBuffer("Hyd"));

System.out.println(hs2.size()); //2

//reason for size mismatch

String str = new String("Ameerpet");

System.out.println(str.hashCode() +" : "+str.equals(null));

StringBuffer sb = new StringBuffer("S R nagar");

System.out.println(sb.hashCode() +" : "+sb.equals(null));

}

}

Note : We are getting different size while working with String and StringBuffer class because String class has overridden hashCode() and equals() method from Object class but StringBuffer class has not overridden hashCode() and equals()

method.

--------------------------------------------------------------

//add, delete, display and exit

import java.util.HashSet;

import java.util.Scanner;

public class HashSetDemo3

{

public static void main(String[] args)

{

HashSet<String> hashSet = new HashSet<>();

Scanner scanner = new Scanner(System.in);

while (true)

{

System.out.println("Options:");

System.out.println("1. Add element");

System.out.println("2. Delete element");

System.out.println("3. Display HashSet");

System.out.println("4. Exit");

System.out.print("Enter your choice (1/2/3/4): ");

int choice = scanner.nextInt();

switch (choice)

{

case 1:

System.out.print("Enter the element to add: ");

String elementToAdd = scanner.next();

if (hashSet.add(elementToAdd))

{

System.out.println("Element added successfully.");

}

else

{

System.out.println("Element already exists in the HashSet.");

}

break;

case 2:

System.out.print("Enter the element to delete: ");

String elementToDelete = scanner.next();

if (hashSet.remove(elementToDelete))

{

System.out.println("Element deleted successfully.");

}

else

{

System.out.println("Element not found in the HashSet.");

}

break;

case 3:

System.out.println("Elements in the HashSet:");

hashSet.forEach(System.out::println);

break;

case 4:

System.out.println("Exiting the program.");

scanner.close();

System.exit(0);

default:

System.out.println("Invalid choice. Please try again.");

}

System.out.println();

}

}

}

--------------------------------------------------------------
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Object class hashCode() and equals() Method :

----------------------------------------------

public int hashCode()

----------------------

It is a predefined non static method of Object class which is used to generate the hashcode of the Object.

hashCode of an object is useful to insert the Object in the Hashtable data structure.

hascode of an object is not meant for comparing two objects

If two Objects are having same hashcode then Object may be same or may not be same.

If two objects are same by using equals(Object obj) method then their hashcode MUST BE SAME.

//Program :

-------------

package com.ravi.hash\_code\_demo;

class Student

{

}

public class HashCodeDemo1

{

public static void main(String[] args)

{

Student s1 = new Student();

Student s2 = new Student();

System.out.println(s1.hashCode());

System.out.println(s2.hashCode());

}

}

Both the Student Objects are different as per equals(Object obj) method so the hashcode will be different which is

coming from Object class.

--------------------------------------------------------------

public boolean equals(Object obj) :

------------------------------------

It is a predefined non static method of Object class which is

used to compare two objects based on the memory reference OR memory address as shown in the program below :

package com.ravi.equals;

class Customer

{

private int customerId;

private String customerName;

public Customer(int customerId, String customerName)

{

super();

this.customerId = customerId;

this.customerName = customerName;

}

}

public class EqualsDemo1 {

public static void main(String[] args)

{

Customer c1 = new Customer(111, "Scott");

Customer c2 = new Customer(111, "Scott");

System.out.println(c1.equals(c2));

}

}

Note : It will return false because equals(Object obj) method

of Object class is used to compare two objects based on the

memory reference/Memory address.

--------------------------------------------------------------

If we want to compare two Objects based on the content but not based on the memory address then we should override equals(Object obj) method from Object class as shown below

package com.ravi.equals;

class Customer

{

private int customerId;

private String customerName;

public Customer(int customerId, String customerName)

{

super();

this.customerId = customerId;

this.customerName = customerName;

}

@Override

public int hashCode()

{

return this.customerId;

}

@Override

public boolean equals(Object obj)

{

//1st Object data

int id1 = this.customerId;

String name1 = this.customerName;

//2nd Object data

Customer c2 = (Customer) obj;

int id2 = c2.customerId;

String name2 = c2.customerName;

if(id1 == id2 && name1.equals(name2))

{

return true;

}

else

{

return false;

}

}

}

public class EqualsDemo1 {

public static void main(String[] args)

{

Customer c1 = new Customer(111, "Scott");

Customer c2 = new Customer(111, "Scott");

System.out.println(c1.equals(c2));

System.out.println(c1.hashCode()+" : "+c2.hashCode());

}

}

WE SHOULD ALWAYS OVERRIDE HASHCODE AND EQUALS BOTH THE METHODS TOGETHER

All the Wrapper classes and String class have overriden both the methods.

--------------------------------------------------------------

package com.ravi.equals;

class Product

{

private Integer pid;

private String pname;

public Product(Integer pid, String pname) {

super();

this.pid = pid;

this.pname = pname;

}

@Override

public int hashCode()

{

return this.pid;

}

@Override

public boolean equals(Object obj)

{

if(obj instanceof Product)

{

Product p2 = (Product) obj;

if(this.pid == p2.pid && this.pname.equals(p2.pname))

{

return true;

}

else

{

return false;

}

}

else

{

System.err.println("Comparison is not possible!!");

return false;

}

}

}

public class EqualsDemo2 {

public static void main(String[] args)

{

Product p1 = new Product(111, "Scott");

Student s1 = new Student(111, "Scott");

System.out.println(p1.equals(s1));

System.out.println(p1.equals(null));

System.out.println("..............");

Product p2 = new Product(222, "Scott");

System.out.println(p1.equals(p2));

}

}

class Student

{

private int sid;

private String sname;

public Student(int sid, String sname) {

super();

this.sid = sid;

this.sname = sname;

}

}

==============================================================

Map interface :

---------------

As we know Collection interface is used to hold single Or individual object but Map interface will hold group of objects in the form key and value pair. {key = value}

Map<K,V> interface is not the part the Collection, It is a separate interface.

Before Map interface We have Dictionary<K,V>(abstract class) class and it is extended by Hashtable<K,V> class in JDK 1.0V

Map interface works with key and value pair introduced from 1.2V.

Here key and value both are objects.

Here key must be unique and value may be duplicate.

Each key and value pair is creating one Entry.(Entry is nothing but the combination of key and value pair)

public interface Map<K,V>

{

public interface Entry<K,V>

{

//key and value

}

}

How to represent this entry interface (Map.Entry in .java) [Map$Entry in .class]

In Map interface whenever we have a duplicate key then the old key value will be replaced by new key(duplicate key) value.

Map interface has defined forEach(BiConsumer cons) method to work with group of Objects.It does not extends Iterable interface.

Iterator and ListIterator we can't work directly using Map.

--------------------------------------------------------------
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Map interface Hierarchy :

--------------------------

Paint Digram [22-FEB-25]

Methods of Map interface :

---------------------------

1) Object put(Object key, Object value) :- To insert one entry in the Map collection. It will return the value of old Object key, if the key is already available(Duplicate key), If key is not available (new key) then it will return null.

2) Object putIfAbsent(Object key, Object value) :- It will insert an entry, if and only if, key is not available , if the key is already available then it will not insert the Entry to the Map Collection

3) Object get(Object key) :- It will return corresponding key value, if the key is not available then it will return null.

4) Object getOrDefault(Object key, Object defaultValue) :- To avoid null value this method has been introduced from JDK 1.8V, here we can pass some defaultValue to avoid the null value.

5) boolean containsKey(Object key) :- To Search a particular key

6) boolean containsValue(Object value) :- To Search a particular value

7) int size() :- To count the number of Entries.

8) remove(Object key) :- One complete entry will be removed.

9) void clear() :- Used to clear the Map

10) boolean isEmpty() :- To verify Map is empty or not?

11) void putAll(Map m) :- Merging of two Map collection

Methods of Map interface to convert the Map into Collection :

----------------------------------------------------------

We have Map interafce methods through which we can convert Map interface into Collection interface which is known as collection views method.

1) public Set<Object> keySet() : It will retrieve all the keys.

2) public Collection values() : It will retrieve all the values.

3) public Set<Map.Entry> entrySet() : It will retrieve key and value both in a single object.

a) getKey()

b) getValue()

-----------------------------------------------------------------

HashMap<K,V> [UNORDERED, UNSORTED, NO DUPLICATE KEY]

------------------------------------------------------

public class HashMap<K,V> extends AbstractMap<K,V> implements Map<K,V>, Serializable, Clonable

It is a predefined class available in java.util package under Map interface available from JDK 1.2v.

It gives us unsorted and Unordered map. when we need a map and we don't care about the order while iterating the elements through it then we should use HashMap.

It inserts the element based on the hashCode of the Object key using hashing technique [hasing alogorithhm]

It does not accept duplicate keys but value may be duplicate.

It accepts only one null key(because duplicate keys are not allowed) but multiple null values are allowed.

HashMap is not synchronized.

Time complexcity of search, insert and delete will be O(1)

We should use HashMap to perform fast searching opeartion.

For eliminating duplicate keys in hashMap object we should compulsory follow the contract between hashcode and equals(Object obj) OR Use record

It contains 4 types of constructor

1) HashMap hm1 = new HashMap();

It will create the HashMap Object with default capacity is 16. The default load fator or Fill Ratio is 0.75 (75% of HashMap is filled up then new HashMap Object will be created having double capacity)

2) HashMap hm2 = new HashMap(int initialCapacity);

will create the HashMap object with user specified capacity

3) HashMap hm3 = new HashMap(int initialCapacity, float loadFactor);

we can specify our own initialCapacity and loadFactor(by default load factor is 0.75)

4)HashMap hm4 = new HashMap(Map m);

Interconversion of Map Collection

================================================================
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hasCode() and equals(Object obj) method of String class :

---------------------------------------------------------

String class has overridden hashCode() and equals(Object obj)

method so, String class equals(Object obj) method is meant for

content comparison.

Once String class equals(Object obj) method will return true then the hashCode of both the Object must be same.

Program 1:

-------------

public class StringClassHashCodeAndEquals {

public static void main(String[] args)

{

String s1 = new String("india");

String s2 = new String("india");

System.out.println(s1.equals(s2));

System.out.println(s1.hashCode());

System.out.println(s2.hashCode());

}

}

Program 02 :

-------------

public class StringClassHashCodeAndEquals {

public static void main(String[] args)

{

String s1 = "india";

String s2 = new String("india");

System.out.println(s1==s2);

System.out.println(s1.equals(s2));

System.out.println(s1.hashCode());

System.out.println(s2.hashCode());

}

}

---------------------------------------

\*\*\*\* How HashMap<K,V> works internally ?

-----------------------------------------

a) While working with HashSet or HashMap every object must be compared because duplicate objects are not allowed.

b) Whenever we add any new key to verify whether key is unique or duplicate, HashMap internally uses hashCode(), == operator and equals method.

c) While adding the key object in the HashMap, first of all it will invoke the hashCode() method to retrieve the corresponding key hashcode value.

Example :- hm.put(key,value);

then internally key.hashCode();

d) If the newly added key and existing key hashCode value both are same (Hash collision), then only == operator is used for comparing those keys by using reference or memory address, if both keys references are same then existing key value will be replaced with new key value.

If the reference of both keys are different then only equals(Object obj) method is invoked to compare those keys by using state(data). [content comparison]

If the equals(Object obj) method returns true (content wise both keys are same), this new key is duplicate then existing key value will be replaced by new key value.

If equals(Object obj) method returns false, this new key is unique, new entry (key-value) will be inserted in the same Bucket by using Singly LinkedList

Note :- equals(Object obj) method is invoked only when two keys are having same hashcode as well as their references are different.

e) Actually by calling hashcode method we are not comparing the objects, we are just storing the objects in a group so the currently adding key object will be compared with its SAME HASHCODE GROUP objects, but not with all the keys which are available in the Map.

f) The main purpose of storing objects into the corresponding group to decrease the number of comparison so the efficiency of the program will increase.

g) To insert an entry in the HashMap, HashMap internally uses Hashtable data structure.

h) Now, for storing same hashcode object into a single group, hash table data structure internally uses one more data structure called Bucket.

i) The Hashtable data structure internally uses Node class array object.

j) The bucket data structure internally uses LinkedList data structure, It is a singlly linked list again implemented by Node class only.

\*k) A bucket is group of entries of same hash code keys.

l) Performance wise LinkedList is not good to serach, so from java 8 onwards LinkedList is changed to Binary tree to decrease the number of comparison within the same bucket hashcode if the number of entries are greater than 8.

----------------------------------------------------------------

\*\* equals() and hashCode() method contract :

-----------------------------------------

Both the methods are working together to find out the duplicate objects in the Map.

\*If equals() method invoked on two objects and it returns true then hashcode of both the objects must be same.

Note : IF TWO OBJECTS ARE HAVING SAME HASH CODE THEN IT MAY BE SAME OR DIFFERENT BUT IF EQUALS(OBJECT OBJ) METHOD RETURNS TRUE THEN BOTH OBJECTS MUST RETURN SAME HASHCODE.

package com.ravi.map;

import java.util.HashMap;

public class HashMapInternal {

public static void main(String[] args)

{

HashMap<String,Integer> hm1 = new HashMap<>();

hm1.put("A", 1);

hm1.put("A", 2);

hm1.put(new String("A"), 3);

System.out.println("Size is :"+hm1.size());

System.out.println(hm1);

System.out.println("....................");

HashMap<Integer,Integer> hm2 = new HashMap<>();

hm2.put(128, 1);

hm2.put(128, 2);

System.out.println("Size is :"+hm2.size());

System.out.println(hm2);

System.out.println("....................");

HashMap<Object,Object> hm3 = new HashMap<>();

hm3.put("A", 1);

hm3.put("A", 2);

hm3.put(new String("A"), 3);

hm3.put(65, 4);

System.out.println("Size is :"+hm3.size());

System.out.println(hm3);

}

}

----------------------------------------------------------------

What will happen if we don't follow the contract ?

Case 1 :

--------

If we override only equals(Object obj)

---------------------------------------

If we override only equals(Object obj) method for content comparison

then same object (duplicate object) will have different hashcode (due to Object class hashCode()) hence same object (content wise) will move into two different buckets [Duplication].

Case 2 :

--------

If we override only hashCode() method

--------------------------------------

If we overrdie only hashCode() method then two objects which are having same hashcode (due to overriding) will go to same bucket but == operator and equals(Object obj) method of Object class, both will return false hence duplicate object will be inserted into same bucket by using Singly LinkedList.

So, the conclusion is, compulsory we need to override both the methods for removing duplicate elements.

package com.ravi.map;

import java.util.HashMap;

import java.util.Objects;

class Customer

{

private Integer customerId;

private String customerName;

@Override

public String toString() {

return "Customer [customerId=" + customerId + ", customerName=" + customerName + "]";

}

public Customer(Integer customerId, String customerName)

{

super();

this.customerId = customerId;

this.customerName = customerName;

}

@Override

public int hashCode() {

return Objects.hash(customerId, customerName);

}

@Override

public boolean equals(Object obj) {

if (this == obj)

return true;

if (obj == null)

return false;

if (getClass() != obj.getClass())

return false;

Customer other = (Customer) obj;

return Objects.equals(customerId, other.customerId) && Objects.equals(customerName, other.customerName);

}

}

public class HashMapInternalDemo1

{

public static void main(String[] args)

{

Customer c1 = new Customer(111, "Scott");

Customer c2 = new Customer(111, "Scott");

System.out.println(c1.hashCode()+" : "+c2.hashCode());

System.out.println(c1.equals(c2));

System.out.println("..............................");

HashMap<Customer,String> map = new HashMap<>();

map.put(c1, "A"); //c1 = A ---> c1 = B

map.put(c2, "B");

System.out.println(map.size());

System.out.println(map);

}

}

-----------------------------------------------------------------

Customer class we are using as a HashMap key so it must override

hashCode() and equals(Object obj) as well as at advanced level, It must be immutable class.

All the Wrapper classes and String class are immutable as well as

hashCode() and equals(Object obj) methods are overridden in these classes so perfectly suitable to becoming HashMap key.

so final conclusion is, In our user-defined class which we want to use as a HashMap key must be immutable and hashCode() and equals(Object obj) method must be overridden.

Instead of BLC class we can also use simply record because record is implicitly final and hashCode() and equals(Object obj) methods are overridden.

package com.ravi.map;

import java.util.HashMap;

record Manager(Integer id, String managerName)

{

}

public class HashMapInternalDemo2 {

public static void main(String[] args)

{

Manager m1 = new Manager(111,"Alen");

Manager m2 = new Manager(111,"Alen");

HashMap<Manager,String> map = new HashMap<>();

map.put(m1, "Ameerpet");

map.put(m2, "S R Nagar");

System.out.println(map.size());

}

}

=================================================================

Programs on HashMap<K,V>

--------------------------

package com.ravi.map;

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map.Entry;

public class HashMapDemo1

{

public static void main(String[] args)

{

HashMap<Integer, String> map = new HashMap<>();

map.put(1, "Vanilla");

map.put(2, "Butterscotch");

map.put(3, "Chocolate");

map.put(4, "Cotton Candy");

System.out.println("HashMap: " + map); //{key = value}

String value = map.get(2);

System.out.println("Value for key 2: " + value);

value = map.getOrDefault(3, "Key is not available");

System.out.println("Value for key 3: " + value);

boolean hasKey = map.containsKey(3);

System.out.println("HashMap contains key 3: " + hasKey);

boolean hasValue = map.containsValue("Vanilla");

System.out.println("HashMap contains value 'Vanilla': " + hasValue);

map.remove(1);

System.out.println("HashMap after removing key 1: " + map);

System.out.println("Iterating through HashMap:");

for (HashMap.Entry<Integer, String> entry : map.entrySet())

{

System.out.println("Key: " + entry.getKey() + ", Value: " + entry.getValue());

}

System.out.println("Iterating through Iterator");

Iterator<Entry<Integer, String>> itr = map.entrySet().iterator();

itr.forEachRemaining(System.out::println);

System.out.println("Iterating through forEach(BiConsumer<T,U>)");

map.forEach((k,v)-> System.out.println("Key is :"+k+" Value is :"+v));

int size = map.size();

System.out.println("Size of HashMap: " + size);

map.clear();

System.out.println("HashMap after clearing: " + map); //{}

}

}

----------------------------------------------------------------

package com.ravi.map;

import java.util.HashMap;

public class HashMapDemo2

{

public static void main(String[] args)

{

HashMap<Integer, String> studentRecords = new HashMap<>();

studentRecords.put(101, "Scott");

studentRecords.put(102, "Smith");

studentRecords.put(103, "Martin");

studentRecords.put(104, "Aryan");

System.out.println("Student Records: " + studentRecords);

int searchId = 103;

String studentName = studentRecords.get(searchId);

if (studentName != null)

{

System.out.println("Student with ID " + searchId + " is " + studentName);

}

else

{

System.out.println("Student with ID " + searchId + " not found.");

}

System.out.println(studentRecords.put(103, "Rahul"));

System.out.println("Updated Records: " + studentRecords);

studentRecords.remove(104);

System.out.println("Records after removal: " + studentRecords);

int idToCheck = 101;

System.out.println("Does ID " + idToCheck + " exist? " + studentRecords.containsKey(idToCheck));

String nameToCheck = "Aryan";

System.out.println("Does name '" + nameToCheck + "' exist? " + studentRecords.containsValue(nameToCheck));

System.out.println("Iterating through records:");

for(HashMap.Entry<Integer, String> entry : studentRecords.entrySet())

{

System.out.println("ID: " + entry.getKey() + ", Name: " + entry.getValue());

}

studentRecords.clear();

System.out.println("All records cleared: " + studentRecords); //{}

}

}

----------------------------------------------------------------

package com.ravi.map;

import java.util.Collection;

import java.util.HashMap;

import java.util.Set;

public class HashMapDemo3

{

public static void main(String[] args)

{

HashMap<Integer,String> newmap1 = new HashMap<>();

HashMap<Integer,String> newmap2 = new HashMap<>();

newmap1.put(1, "OCPJP");

newmap1.put(2, "is");

newmap1.put(3, "best");

System.out.println("Values in newmap1: "+ newmap1);

newmap2.put(4, "Exam");

newmap2.putAll(newmap1);

System.out.println("Iterating through forEach()");

newmap2.forEach((k,v)->System.out.println(k+" : "+v));

System.out.println("All the Unique keys");

Set<Integer> setOfKeys = newmap2.keySet();

System.out.println(setOfKeys);

System.out.println("All the values");

Collection<String> values = newmap2.values();

System.out.println(values);

System.out.println("..............................");

System.out.println("Loose Coupling for Merging one Map to another");

HashMap<Integer, String> hm1 = new HashMap<>();

hm1.put(1, "Ravi");

hm1.put(2, "Rahul");

hm1.put(3, "Rajen");

HashMap<Integer, String> hm2 = new HashMap<>(hm1);

System.out.println("Mapping of HashMap hm1 are : " + hm1);

System.out.println("Mapping of HashMap hm2 are : " + hm2);

}

}

----------------------------------------------------------------

package com.ravi.map;

import java.util.HashMap;

record Employee(Integer empId, String empName)

{

}

public class HashMapDemo4

{

public static void main(String[] args)

{

Employee e1 = new Employee(101,"Aryan");

Employee e2 = new Employee(102,"Pooja");

Employee e3 = new Employee(101,"Aryan");

Employee e4 = e2;

HashMap<Employee,String> hm = new HashMap<>();

hm.put(e1,"Ameerpet");

hm.put(e2,"S.R Nagar");

hm.put(e3,"Begumpet");

hm.put(e4,"Panjagutta");

hm.forEach((k,v)-> System.out.println(k+" : "+v));

}

}

-----------------------------------------------------------------

package com.ravi.map;

import java.util.HashMap;

public class HashMapDemo5

{

public static void main(String[] args)

{

// Create a HashMap to store book titles and their availability (true = available, false = borrowed)

HashMap<String, Boolean> library = new HashMap<>();

library.put("Core Java", true);

library.put("Advanced Java", true);

library.put("HTML", false);

library.put("JavaScript", true);

// Display the initial library status

System.out.println("Initial Library Status: " + library);

// Borrow a book

String bookToBorrow = "Advanced Java";

if (library.containsKey(bookToBorrow) && library.get(bookToBorrow))

{

library.put(bookToBorrow, false);

System.out.println(bookToBorrow + " has been borrowed.");

}

else

{

System.out.println(bookToBorrow + " is not available for borrowing.");

}

String bookToReturn = "HTML";

if (library.containsKey(bookToReturn) && !library.get(bookToReturn))

{

library.put(bookToReturn, true); // Mark the book as available

System.out.println(bookToReturn + "Book has been returned.");

}

else

{

System.out.println(bookToReturn + "Book is not borrowed.");

}

// Check the availability of a book

String bookToCheck = "JavaScript";

if (library.containsKey(bookToCheck))

{

String availability = library.get(bookToCheck) ? "available" : "borrowed";

System.out.println(bookToCheck + " Book is " + availability + ".");

}

else

{

System.out.println(bookToCheck + " is not in the library.");

}

//Display the final library status

System.out.println("Final Library Status:");

for (HashMap.Entry<String, Boolean> entry : library.entrySet())

{

String status = entry.getValue() ? "Available" : "Borrowed";

System.out.println("Book: " + entry.getKey() + ", Status: " + status);

}

}

}

================================================================

LinkedHashSet<E> [It is the order version of HashSet]

-----------------------------------------------------

public class LinkedHashSet extends HashSet implements Set, Clonable, Serializable

It is a predefined class in java.util package under Set interface and introduced from java 1.4v.

It is the sub class of HashSet class.

It is an orderd version of HashSet that maintains a doubly linked list across all the elements.

It internally uses Hashtable and LinkedList data structures.

We should use LinkedHashSet class when we want to maintain an order.

When we iterate the elements through HashSet the order will be unpredictable, while when we iterate the elements through LinkedHashSet then the order will be same as they were inserted in the collection.

It accepts hetrogeneous and null value is allowed.

It has same constructor as HashSet class.

-----------------------------------------------------------------

import java.util.\*;

public class LinkedHashSetDemo

{

public static void main(String args[])

{

LinkedHashSet<String> lhs=new LinkedHashSet<>();

lhs.add("Ravi");

lhs.add("Vijay");

lhs.add("Ravi");

lhs.add("Ajay");

lhs.add("Pawan");

lhs.add("Shiva");

lhs.add(null);

lhs.add("Ganesh");

lhs.forEach(str -> System.out.println(str));

}

}

-----------------------------------------------------------------

import java.util.\*;

public class LinkedHashSetDemo1

{

public static void main(String[] args)

{

LinkedHashSet<Integer> linkedHashSet = new LinkedHashSet<>();

linkedHashSet.add(10);

linkedHashSet.add(5);

linkedHashSet.add(15);

linkedHashSet.add(20);

linkedHashSet.add(5);

System.out.println("LinkedHashSet elements: " + linkedHashSet);

System.out.println("LinkedHashSet size: " + linkedHashSet.size());

int elementToCheck = 15;

if (linkedHashSet.contains(elementToCheck))

{

System.out.println(elementToCheck + " is present in the LinkedHashSet.");

}

else

{

System.out.println(elementToCheck + " is not present in the LinkedHashSet.");

}

int elementToRemove = 10;

linkedHashSet.remove(elementToRemove);

System.out.println("After removing " + elementToRemove + ", LinkedHashSet elements: " + linkedHashSet);

linkedHashSet.clear();

System.out.println("After clearing, LinkedHashSet elements: " + linkedHashSet); //[]

}

}

-----------------------------------------------------------------

LinkedHashMap<K,V> [It maintains insertion order]

----------------------------------------------------

public class LinkedHashMap<K,V> extends HashMap<K,V> implements Map<K,V>

It is a predefined class available in java.util package under Map interface available from 1.4.

It is the sub class of HashMap class.

It maintains insertion order. It contains a doubly linked with the elements or nodes so It will iterate more slowly in comparison to HashMap.

It uses Hashtable and LinkedList data structure.

If We want to fetch the elements in the same order as they were inserted in the Map then we should go with LinkedHashMap.

It accepts one null key and multiple null values.

It is not synchronized.

It has also 4 constructors same as HashMap

1) LinkedHashMap hm1 = new LinkedHashMap();

will create a LinkedHashMap with default capacity 16 and load factor 0.75

2) LinkedHashMap hm1 = new LinkedHashMap(iny initialCapacity);

3) LinkedHashMap hm1 = new LinkedHashMap(int initialCapacity, float loadFactor);

4) LinkedHashMap hm1 = new LinkedHashMap(Map m);

import java.util.\*;

public class LinkedHashMapDemo

{

public static void main(String[] args)

{

LinkedHashMap<Integer,String> l = new LinkedHashMap<>();

l.put(1,"abc");

l.put(3,"xyz");

l.put(2,"pqr");

l.put(4,"def");

l.put(null,"ghi");

System.out.println(l);

}

}

==============================================================

SortedSet<E> interface :

----------------------

It is the sub interface of Set<E> interface available from JDK 1.2V

As we know we can't perform sorting operation on HashSet and LinkedHashSet object by using Collections.sort(List<E> list)

In order to provide automatic sorting facility, java software people has provided SortedSet<E> interface.

It can sort the element either in default natural sorting order(java.lang.Comparable<E>) OR user defined sorting order (java.util.Comparator)

--------------------------------------------------------------

\*\*\*Difference between Comparable<E> and Comparator<E>

Available in paint Digram [24-FEB-25]

--------------------------------------------------------------

25-02-2025

-----------

Program on Comparable :

-----------------------

2 files :

----------

Employee.java

--------------

package com.ravi.comparable;

public record Employee(Integer id, String name) implements Comparable<Employee>

{

@Override

public int compareTo(Employee e2)

{

return Integer.compare(this.id, e2.id);

}

}

EmployeeComparable.java

------------------------

package com.ravi.comparable;

import java.util.ArrayList;

import java.util.Collections;

public class EmployeeComparable {

public static void main(String[] args)

{

ArrayList<Employee> listOfEmployees = new ArrayList<>();

listOfEmployees.add(new Employee(333, "Scott"));

listOfEmployees.add(new Employee(222, "Alen"));

listOfEmployees.add(new Employee(111, "Smith"));

listOfEmployees.add(new Employee(444, "Zuber"));

System.out.println("Original data ");

listOfEmployees.forEach(System.out::println);

Collections.sort(listOfEmployees);

System.out.println("After Sorting based on the ID : ");

listOfEmployees.forEach(System.out::println);

}

}

Limitation of Comparable<T> interface :

----------------------------------------

1) Due to the current object support we need to modify the BLC

class so Lambda Expression will not work with Comparable even it is a functional interface.

2) We can write only one sorting logic.

3) It is a Functional interface but due to current object support we can write lambda expression

In avoid the above said problem, We introduced Comparator :

-----------------------------------------------------------

Program on Comparator :

-----------------------

package com.ravi.comparable;

public record Product(Integer pid, String pname, Double price)

{

}

package com.ravi.comparable;

import java.util.ArrayList;

import java.util.Collections;

import java.util.Comparator;

public class ProductComparator {

public static void main(String[] args)

{

ArrayList<Product> listOfProduct = new ArrayList<>();

listOfProduct.add(new Product(444, "Laptop", 84000D));

listOfProduct.add(new Product(333, "Camera", 54000D));

listOfProduct.add(new Product(111, "Mobile", 24000D));

listOfProduct.add(new Product(222, "HeadPhone", 4000D));

System.out.println("Original Data");

listOfProduct.forEach(System.out::println);

System.out.println("After Sorting based on the Price ");

//Anonymous inner class

Comparator<Product> cmpPrice = new Comparator<Product>()

{

@Override

public int compare(Product p1, Product p2)

{

return Double.compare(p1.price(), p2.price());

}

};

Collections.sort(listOfProduct, cmpPrice);

listOfProduct.forEach(System.out::println);

System.out.println("After Sorting based on the ID :");

//Passing Functional interface as a parameter

Comparator<Product> cmpId = (p1,p2)-> Integer.compare(p1.pid(), p2.pid());

Collections.sort(listOfProduct , cmpId);

listOfProduct.forEach(System.out::println);

System.out.println("After Sorting based on the Name :");

//Lambda

Collections.sort(listOfProduct, (s1,s2)-> s1.pname().compareTo(s2.pname()));

listOfProduct.forEach(System.out::println);

}

}

----------------------------------------------------------------

How to sort String data in descending order :

---------------------------------------------

Here we can't modify the source code of String class, It is available in String.class file format so to provide descending order we should use Comparator as shown in the Program below :

package com.ravi.comparable;

import java.util.ArrayList;

import java.util.Collections;

public class StrinfDescending {

public static void main(String[] args)

{

ArrayList<String> al = new ArrayList<>();

al.add("Hyderabad");

al.add("Indore");

al.add("Ahmadabad");

al.add("Bombay");

Collections.sort(al, (s1,s2)-> s2.compareTo(s1));

System.out.println(al);

}

}

----------------------------------------------------------------

List interface sort(Comparator<T> cmp) :

----------------------------------------

package com.ravi.comparable;

import java.util.ArrayList;

import java.util.Collections;

public class StrinfDescending {

public static void main(String[] args)

{

ArrayList<String> al = new ArrayList<>();

al.add("Hyderabad");

al.add("Indore");

al.add("Ahmadabad");

al.add("Bombay");

al.sort((s1,s2)-> s1.compareTo(s2));

System.out.println(al);

}

}

----------------------------------------------------------------

TreeSet<E>

------------

public class TreeSet<E> extends AbstractSet<E> implements NavigableSet<E>, Clonable, Serializable

It is a predefined class available in java.util package under Set interface available from JDK 1.2v.

TreeSet class uses Red Black tree data structure.

It will sort the elements in natural sorting order i.e ascending order in case of number , and alphabetical order or Dictionary order in the case of String. In order to sort the elements according to user choice, It uses Comparable/Comparator interface.

It does not accept duplicate and null value (java.lang.NullPointerException)

It does not accept non comparable type of Objects if we try to insert it will throw a runtime exception i.e java.lang.ClassCastException

TreeSet implements NavigableSet.

NavigableSet extends SortedSet.

It contains 4 types of constructors :

----------------------------------------

1) TreeSet t1 = new TreeSet();

create an empty TreeSet object, elements will be inserted in using Comparable.

2) TreeSet t2 = new TreeSet(Comparator c);

Customized sorting order.

3) TreeSet t3 = new TreeSet(Collection c);

loose coupling.

4) TreeSet t4 = new TreeSet(SortedSet s);

We can merge two TreeSet object to copy the data.

----------------------------------------------------------------

package com.ravi.comparable;

import java.util.TreeSet;

public class TreeSetExample {

public static void main(String[] args)

{

TreeSet<Object> ts1 = new TreeSet<>();

ts1.add(45);

ts1.add(23);

ts1.add(9);

ts1.add(99);

//ts1.add("NIT"); //Invalid

//ts1.add(null); //Invalid

System.out.println(ts1);

}

}

----------------------------------------------------------------

import java.util.\*;

public class TreeSetDemo1

{

public static void main(String[] args)

{

TreeSet<String> t1 = new TreeSet<>();

t1.add("Orange");

t1.add("Mango");

t1.add("Pear");

t1.add("Banana");

t1.add("Apple");

System.out.println("In Ascending order");

t1.forEach(i -> System.out.println(i));

TreeSet<String> t2 = new TreeSet<>();

t2.add("Orange");

t2.add("Mango");

t2.add("Pear");

t2.add("Banana");

t2.add("Apple");

System.out.println("In Descending order");

Iterator<String> itr2 = t2.descendingIterator(); //for descending order

itr2.forEachRemaining(x -> System.out.println(x));

}

}

Note :- descendingIterator() is a predefined method of TreeSet class which will traverse in the descending order and return type of this method is Iterator interface available from JDK 1.6

public Iterator descendingIterator()

----------------------------------------------------------------

//How to sort TreeSet by using Comparable :

package com.ravi.comparable;

import java.util.TreeSet;

record Customer(Integer cid, String cname) implements Comparable<Customer>

{

@Override

public int compareTo(Customer c2)

{

return Integer.compare(this.cid(), c2.cid());

}

}

public class TreeSetExample {

public static void main(String[] args)

{

TreeSet<Customer> ts2 = new TreeSet<>();

ts2.add(new Customer(333, "Scott"));

ts2.add(new Customer(111, "Zuber"));

ts2.add(new Customer(222, "Aryan"));

ts2.forEach(System.out::println);

}

}

----------------------------------------------------------------

package com.ravi.comparable;

import java.util.TreeSet;

record Prod(Integer id, String name)

{

}

public class TreeSetComparator {

public static void main(String[] args)

{

TreeSet<Prod> ts2 = new TreeSet<>((p1, p2)-> p1.name().compareTo(p2.name()));

ts2.add(new Prod(333, "Mobile"));

ts2.add(new Prod(222, "Camera"));

ts2.add(new Prod(111, "Laptop"));

ts2.forEach(System.out::println);

}

}

---------------------------------------------------------------

package com.ravi.comparable;

import java.util.ArrayList;

import java.util.TreeSet;

public class TreeSetExampleDemo {

public static void main(String[] args)

{

ArrayList<String> list = new ArrayList<>();

list.add("B.Tech");

list.add("M.Tech");

list.add("BCA");

list.add("MCA");

list.add("BA");

list.add("MA");

//ArrayList to TreeSet

TreeSet<String> ts1 = new TreeSet<>(list);

System.out.println(ts1);

System.out.println("........................");

TreeSet<Integer> ts2 = new TreeSet<>();

ts2.add(34);

ts2.add(45);

ts2.add(98);

ts2.add(12);

//TreeSet to ArrayList

ArrayList<Integer> listOfNum = new ArrayList<>(ts2);

System.out.println(listOfNum);

//TreeSet to TreeSet(SortedSet)

TreeSet<Integer> ts3 = new TreeSet<>(ts2);

System.out.println(ts3);

}

}

----------------------------------------------------------------

26-02-2025

----------

TreeSet Custom Sorting Order :

-------------------------------

package com.ravi.treeset;

import java.util.TreeSet;

record Employee(Integer id, String name, Integer age)

{

}

public class CustomComparator {

public static void main(String[] args)

{

TreeSet<Employee> ts1 = new TreeSet<>((e1,e2)-> Integer.compare(e1.id(), e2.id()));

ts1.add(new Employee(201, "Zaheer", 24));

ts1.add(new Employee(101, "Aryan", 27));

ts1.add(new Employee(301, "Pooja", 26));

System.out.println("Sorted Based on the ID :");

ts1.forEach(i -> System.out.println(i));

TreeSet<Employee> ts2 = new TreeSet<>((e1, e2)-> e1.name().compareTo(e2.name()));

ts2.add(new Employee(201, "Zaheer", 24));

ts2.add(new Employee(101, "Aryan", 27));

ts2.add(new Employee(301, "Pooja", 26));

System.out.println("Sorted Based on the Name :");

ts2.forEach(i -> System.out.println(i));

}

}

-------------------------------------------------------------

TreeMap<K,V>

------------

public class TreeMap<K,V> extends AbstractMap<K,V> implements NavigableMap<K,V> , Clonable, Serializable

It is a predefined class avaialble in java.util package under Map interface available for 1.2V.

It is a sorted map that means it will sort the elements by natural sorting order based on the key or by using Comparator interface as a constructor parameter.

It does not allow non comparable keys.(ClassCastException)

It does not accept null key but null value allowed.(NPE)

It uses Red black tree data structure.

TreeMap implements NavigableMap and NavigableMap extends SortedMap. SortedMap extends Map interface.

TreeMap contains 4 types of Constructors :

1) TreeMap tm1 = new TreeMap(); //creates an empty TreeMap

2) TreeMap tm2 = new TreeMap(Comparator cmp); //user defined soting logic

3) TreeMap tm3 = new TreeMap(Map m); //loose Coupling

4) TreeMap tm4 = new TreeMap(SortedMap m);

--------------------------------------------------------------

import java.util.\*;

public class TreeMapDemo

{

public static void main(String[] args)

{

TreeMap<Object,String> t = new TreeMap<>();

t.put(4,"Ravi");

t.put(7,"Aswin");

t.put(2,"Ananya");

t.put(1,"Dinesh");

t.put(9,"Ravi");

t.put(3,"Ankita");

t.put(5,null);

//t.put("six", "Xyz");

//t.put(null, "abc");

System.out.println(t);

}

}

-------------------------------------------------------------

import java.util.\*;

public class TreeMapDemo1

{

public static void main(String args[])

{

TreeMap map = new TreeMap();

map.put("one","1");

map.put("two",null);

map.put("three","3");

map.put("four",4);

displayMap(map);

map.forEach((k, v) -> System.out.println("Key = " + k + ", Value = " + v));

}

static void displayMap(TreeMap map)

{

Collection c = map.entrySet(); //Set<Map.Entry>

Iterator i = c.iterator();

i.forEachRemaining(x -> System.out.println(x));

}

}

-------------------------------------------------------------

import java.util.\*;

public class TreeMapDemo2

{

public static void main(String[] argv)

{

Map<String,String> map = new TreeMap<String,String>();

map.put("key2", "value2");

map.put("key3", "value3");

map.put("key1", "value1");

System.out.println(map);

}

}

--------------------------------------------------------------

Custom Sorting order by using TreeMap<K,V>

-------------------------------------------

package com.ravi.treemap\_demo\_ex;

import java.util.TreeMap;

record Product(Integer pid, String pname)

{

}

public class TreeMapDemo3

{

public static void main(String[] args)

{

TreeMap<Product,String> tm1 = new TreeMap<>((p1, p2)-> p1.pid().compareTo(p2.pid()));

tm1.put(new Product(333, "Laptop"), "Hyderabad");

tm1.put(new Product(444, "Mobile"), "Pune");

tm1.put(new Product(111, "HeadPhone"), "Indore");

tm1.put(new Product(222, "Camera"), "Mumbai");

System.out.println("Sorting based on the Product Id in Ascending Order");

tm1.forEach((k,v)-> System.out.println(k+" : "+v));

TreeMap<Product,String> tm2 = new TreeMap<>((p1, p2)-> p2.pid().compareTo(p1.pid()));

tm2.put(new Product(333, "Laptop"), "Hyderabad");

tm2.put(new Product(444, "Mobile"), "Pune");

tm2.put(new Product(111, "HeadPhone"), "Indore");

tm2.put(new Product(222, "Camera"), "Mumbai");

System.out.println("Sorting based on the Product Id in Descending Order");

tm2.forEach((k,v)-> System.out.println(k+" : "+v));

}

}

==============================================================

Hashtable<K,V>

---------------

public class Hashtable<K,V> extends Dictionary<K,V> implements Map<K,V>, Cloneable, Serializable.

It is predefined class available in java.util package under Map interface from JDK 1.0.

Like Vector, Hashtable is also form the birth of java so called legacy class.

It is the sub class of Dictionary class which is an abstract class.

\*The major difference between HashMap and Hashtable is, HashMap methods are not synchronized where as Hastable methods are synchronized.

HashMap can accept one null key and multiple null values where as Hashtable does not contain anything as a null(key and value both). if we try to add null then JVM will throw an exception i.e NullPointerException.

The initial default capacity of Hashtable class is 11 where as loadFactor is 0.75.

It has also same constructor as we have in HashMap.(4 constructors)

1) Hashtable hs1 = new Hashtable();

It will create the Hashtable Object with default capacity as 11 as well as load factor is 0.75

2) Hashtable hs2 = new Hashtable(int initialCapacity);

will create the Hashtable object with specified capacity

3) Hashtable hs3 = new Hashtable(int initialCapacity, float loadFactor);

we can specify our own initialCapacity and loadFactor

4) Hashtable hs = new Hashtable(Map c);

Interconversion of Map Collection

import java.util.\*;

public class HashtableDemo

{

public static void main(String args[])

{

Hashtable<Integer,String> map=new Hashtable<>();

map.put(1, "Java");

map.put(2, "is");

map.put(3, "best");

map.put(4,"language");

//map.put(5,null);

System.out.println(map);

System.out.println(".......................");

for(Map.Entry m : map.entrySet())

{

System.out.println(m.getKey()+" = "+m.getValue());

}

}

}

--------------------------------------------------------------

[Diagram for this Program : 26th FEB]

import java.util.\*;

public class HashtableDemo1

{

public static void main(String args[])

{

Hashtable<Integer,String> map=new Hashtable<>();

map.put(1,"Priyanka");

map.put(2,"Ruby");

map.put(3,"Vibha");

map.put(4,"Kanchan");

map.putIfAbsent(5,"Bina");

map.putIfAbsent(24,"Pooja");

map.putIfAbsent(26,"Ankita");

map.putIfAbsent(1,"Sneha");

System.out.println("Updated Map: "+map);

}

}

-------------------------------------------------------------

\*\*WeakHashMap<K,V>

-----------------

public class WeakHashMap<K,V> extends AbstractMap<K,V> implements Map<K,V>

It is a predefined class in java.util package under Map interface.It was introduced from JDK 1.2v onwards.

While working with HashMap, keys of HashMap are of strong reference type. This means the entry of map will not be deleted by the garbage collector even though the key is set to be null as well as Object is also not eligible for Garbage Collector.

On the other hand while working with WeakHashMap, keys of WeakHashMap are of weak reference type. This means the entry and corresponding object of a map is deleted by the garbage collector if the key value is set to be null because it is of weak type.

So, HashMap dominates over Garbage Collector where as Garbage Collector dominates over WeakHashMap.

It does not implements Cloneable and Serailizable because It is mainly used for inventory system where we need to manage the data and we can insert and delete object data frequently in the inventory.

It contains 4 types of Constructor :

---------------------------------------

1) WeakHashMap wm1 = new WeakHashMap();

Creates an empty WeakHashMap object with default capacity is 16 and load fator 0.75

2) WeakHashMap wm2 = new WeakHashMap(int initialCapacity);

3) WeakHashMap wm3 = new WeakHashMap(int initialCapacity, float loadFactor);

Eg:- WeakHashMap wm = new WeakHashMap(10,0.9);

capacity - The capacity of this map is 10. Meaning, it can store 10 entries.

loadFactor - The load factor of this map is 0.9. This means whenever our hashtable is filled up by 90%, the entries are moved to a new hashtable of double the size of the original hashtable.

4) WeakHashMap wm4 = new WeakHashMap(Map m);

package com.ravi.weakhashmap\_demo;

import java.util.WeakHashMap;

record Product(Integer id, String name)

{

@Override

public void finalize()

{

System.out.println("Product Object is eligible for GC");

}

}

public class WeakHashMapDemo1

{

public static void main(String[] args) throws InterruptedException

{

Product p1 = new Product(111, "Laptop");

WeakHashMap<Product,String> map = new WeakHashMap<>();

map.put(p1, "Hyd");

System.out.println(map);

p1 = null;

System.gc();

Thread.sleep(5000);

System.out.println(map); //{}

}

}

//Program :

-----------

package com.ravi.weakhashmap\_demo;

import java.util.WeakHashMap;

record Product(Integer id, String name)

{

@Override

public void finalize()

{

System.out.println("Product Object is eligible for GC");

}

}

public class WeakHashMapDemo1

{

public static void main(String[] args) throws InterruptedException

{

Product p1 = new Product(111, "Laptop");

WeakHashMap<Product,String> map = new WeakHashMap<>();

map.put(p1, "Hyd");

System.out.println(map);

p1 = null;

System.gc();

Thread.sleep(5000);

System.out.println(map); //{}

}

}

=============================================================

How to generate OR find out System hashcode value :

---------------------------------------------------

System class has provided a predefined native and static method called identityHashCode(Object obj), It is used to

generate System hashcode.

It accepts Object as a parameter and return type of this method is int.

If we don't override hashCode() method in the corresponding class then System generated Hashcode and Object class hashcode would be same.

public static native int identityHashCode(Object obj)

package com.ravi.identity\_hash\_code;

class Student

{

private Integer studentId;

}

public class SystemHashcode {

public static void main(String[] args)

{

String str = "india";

System.out.println("String class hashcode :"+str.hashCode());

int systemHashCode = System.identityHashCode(str);

System.out.println("System hash Code :"+systemHashCode);

System.out.println("========================");

Student s1 = new Student();

System.out.println("Object class hashCode :"+s1.hashCode());

int identityHashCode = System.identityHashCode(s1);

System.out.println("System hash Code :"+identityHashCode);

}

}

-------------------------------------------------------------

IdentityHashMap<K,V> [Comparing keys based on the Memory reference]

---------------------

public class IdentityHashMap<K,V> extends AbstractMap<K,V> implements Map<K,V>, Clonable, Serializable.

It was introduced from JDK 1.4 onwards.

The IdentityHashMap uses == operator to compare keys.

As we know HashMap uses equals() and hashCode() method for comparing the keys based on the hashcode of the object it will serach the bucket location and insert the entry their only.

So We should use IdentityHashMap where we need to compare the keys by using reference or memory address instead of logical equality.

HashMap uses hashCode of the "Object key" to find out the bucket loaction in Hashtable, on the other hand IdentityHashMap does not use hashCode() method actually It uses System.identityHashCode(Object o)

IdentityHashMap is more faster than HashMap in case of key Comparison.

The default capacity is 32.

It has three constrcutors, It does not contain loadFactor specific constructor.

1) IdentityHashMap ihm1 = new IdentityHashMap();

Will create IdentityHashMap with default capacity is 32.

2) IdentityHashMap ihm2 = new IdentityHashMap(int initialCapacity);

Will create IdentityHashMap with user specified capacity

3) IdentityHashMap ihm3 = new IdentityHashMap(Map map)

package com.ravi.identity\_hash\_map;

import java.util.HashMap;

import java.util.IdentityHashMap;

public class IdentityHashMapDemo1

{

public static void main(String[] args)

{

HashMap<String,String> hm = new HashMap<>();

hm.put("NIT", "Ameerpet");

hm.put(new String("NIT"), "Hyderabad");

System.out.println(hm.size());

System.out.println(hm);

System.out.println("........................");

IdentityHashMap<String,String> ihm = new IdentityHashMap<>();

ihm.put("NIT", "Ameerpet");

ihm.put(new String("NIT"), "Hyderabad");

System.out.println(ihm.size());

System.out.println(ihm);

}

}

-------------------------------------------------------------

27-02-2025

------------

Methods of SortedSet interface :

--------------------------------------

public E first() :- Will fetch first element

public E last() :- Will fetch last element

public SortedSet headSet(int range) :- Will fetch the values which are less than specified range.

public SortedSet tailSet(int range) :- Will fetch the values which are equal and greater than the specified range.

public SortedSet subSet(int startRange, int endRange) :- Will fetch the range of values where startRange is inclusive and endRange is exclusive.

Note :- headSet(), tailSet() and subSet(), return type is SortedSet.

import java.util.\*;

public class SortedSetMethodDemo

{

public static void main(String[] args)

{

TreeSet<Integer> times = new TreeSet<>();

times.add(1205);

times.add(1505);

times.add(1545);

times.add(1600);

times.add(1830);

times.add(2010);

times.add(2100);

SortedSet<Integer> sub = new TreeSet<>();

sub = times.subSet(1545,2100);

System.out.println("Using subSet() :-"+sub);//[1545, 1600,1830,2010]

System.out.println(sub.first());

System.out.println(sub.last());

sub = times.headSet(1545);

System.out.println("Using headSet() :-"+sub); //[1205, 1505]

sub = times.tailSet(1545);

System.out.println("Using tailSet() :-"+sub); //[1545 to 2100]

}

}

---------------------------------------------------------------

By using above SortedSet<E> methods we can find the range of values but navigation among the element is not possible.

In order to provide navigation among the element, Java software people has introduced NavigableSet(I) interface from JDK 1.6V.

NavigableSet :

--------------

It is a predefined interface available in java.util package from JDK 1.6v

It is used to navigate among the elements, Unlike SortedSet which provides range of values. Here we can navigate among the values as shown below.

import java.util.\*;

public class NavigableSetDemo

{

public static void main(String[] args)

{

NavigableSet<Integer> ns = new TreeSet<>();

ns.add(1);

ns.add(2);

ns.add(3);

ns.add(4);

ns.add(5);

ns.add(6);

System.out.println("lower(3): " + ns.lower(3));//Just below than the specified element or null

System.out.println("floor(3): " + ns.floor(3)); //Equal less or null

System.out.println("higher(3): " + ns.higher(3));//Just greater than specified element or null

System.out.println("ceiling(3): " + ns.ceiling(3));//Equal or greater or null

}

}

---------------------------------------------------------------

Methods of SortedMap<K,V> interface :

--------------------------------

1) firstKey() //first key

2) lastKey() //last key

3) headMap(int keyRange) //less than the specified range

4) tailMap(int keyRange) //equal or greater than the specified range

5) subMap(int startKeyRange, int endKeyRange) //the range of key where startKey will be inclusive and endKey will be exclusive.

return type of headMap(), tailMap() and subMap() return type would be SortedMap(I)

---------------------------------------------------------------

import java.util.\*;

public class SortedMapMethodDemo

{

public static void main(String args[])

{

SortedMap<Integer,String> map=new TreeMap<>();

map.put(100,"Amit");

map.put(101,"Ravi");

map.put(102,"Vijay");

map.put(103,"Rahul");

System.out.println("First Key: "+map.firstKey()); //100

System.out.println("Last Key "+map.lastKey()); //103

System.out.println("headMap: "+map.headMap(102)); //100 101

System.out.println("tailMap: "+map.tailMap(102)); //102 103

System.out.println("subMap: "+map.subMap(100, 102)); //100 101

}

}

--------------------------------------------------------------

Assignment for NavigableMap Methods :

-------------------------------------

1) ceilingEntry(K key)

2) ceilingKey(K key)

3) floorEntry(K key)

4) floorKey(K key)

5) higherEntry(K key)

6) higherKey(K key)

7) lowerEntry(K key)

8) lowerKey(K key)

---------------------------------------------------------------

Properties :

------------

public class Properties extends Hashtable<K,V>

It is a legacy class and It represents a persistent set of properties.

It is subclass of Hashtable available in java.util package.

It is used to maintain the persistent data in the key-value form. It takes both key and value as a String format.

It is used to load properties file in our java application directly at runtime without compilation/deploymnet.

Constructors :

--------------

Commonly we are using this constructor :

Properties p1 = new Properties();

Creates an empty property list.

Methods :

----------

1) public void load(InputStream stream): Reads a property list (key and value pair) from the input byte stream.

2) public void load(Reader reader):Reads a property list (key and value pair) from the Character Oriented stream.

3) Object setProperty(String key, String value) : It Calls the Hashtable method put internally.

4) public String getProperty(String key) :Searches for the property with the specified key in this property list.

5) public void store(OutputStream out, String comments) : It

Writes this property list (key and element pairs) in this Properties table to the output stream.

6) public void store(Writer writer, String comments) : It

Writes this property list (key and element pairs) in this Properties table to the character stream.

Steps :

--------

1) Create a file whose extension must be .properties as shown below

db.properties

---------------

driver = oracle.jdbc.driver.OracleDriver

user = scott

password = ravi

PropertyDemo1.java

------------------

import java.io.\*;

import java.util.\*;

public class PropertyDemo

{

public static void main(String[] args) throws Exception

{

FileReader reader = new FileReader("D:\\new\\db.properties");

Properties p = new Properties();

p.load(reader);

String driver = p.getProperty("driver");

String userName = p.getProperty("user");

String password = p.getProperty("password");

System.out.println(driver);

System.out.println(userName);

System.out.println(password);

}

}

If we make changes in the properties file then directly (without compilation) we can take the the value in our java file so after any modification in the properties file we need not to re-compile/re-deploy our java program.

---------------------------------------------------------------------

package properties;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.util.Properties;

public class PropertiesDemo2 {

public static void main(String[] args) throws IOException

{

Properties properties = new Properties();

String filePath = "D:\\new\\data.properties";

var writer = new FileWriter(filePath);

try(writer)

{

properties.setProperty("book", "Java");

properties.setProperty("author", "James");

properties.setProperty("price", "1200");

properties.store(writer, "Book Properties set");

}

catch(Exception e)

{

e.printStackTrace();

}

//Reading the data from Properties file

var reader = new FileReader(filePath);

try(reader)

{

properties.load(reader);

System.out.println("Book Name is "+properties.getProperty("book"));

System.out.println("Author Name is "+properties.getProperty("author"));

System.out.println("Price Name is "+properties.getProperty("price"));

}

catch(Exception e)

{

e.printStackTrace();

}

}

}

============================================================

Queue<E> interface

---------------------

1) It is sub interface of Collection(I) available from JDK 1.5V hence it support all the methods of Collection interface.

2) It works in FIFO(First In first out)

3) It is an ordered collection.

4) In a queue, insertion is possible from last is called REAR where as deletion is possible from the starting is called FRONT of the queue.

5)In order to support Basis Queue operation, LinkedList class implements Deque and Deque interface exetnds Queue

interface.
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----------

PriorityQueue<E>

-----------------

public class PriorityQueue<E> extends AbstractQueue<E> implements Serializable

It is a predefined class in java.util package, available from Jdk 1.5 onwards.

It stores the elements using balanced binary heap tree, meaning the smallest element is at the head of the queue.

The elements of the priority queue are ordered according to their natural ordering (binary heap tree), or by using Comparator provided at queue construction time, depending on which constructor is used.

A priority queue does not permit null elements.

It provides natural sorting order so we can't take non-comparable objects(hetrogeneous types of Object)

The initial capacity of PriorityQueue is 11.

Constructor :

--------------

1) PriorityQueue pq1 = new PriorityQueue();

Will create PriorityQueue object with default capacity is 11, Elements will be inserted based on binary heap tree.

2) PriorityQueue pq2 = new PriorityQueue(int initialCapacity);

Will create PriorityQueue with user specified capacity

3) PriorityQueue pq3 = new PriorityQueue(int initialCapacity, Comparator cmp);

Will create PriorityQueue with user specified capacity and own userdefined order.

4) PriorityQueue pq3 = new PriorityQueue(Comparator cmp);

Will create PriorityQueue with user defined sorting order

5) PriorityQueue pq4 = new PriorityQueue(Collection c);

Loose coupling

Methods :-

----------

public boolean offer(E e) /public boolean add(E e) :- Used to add an element in the Queue

public E poll() :- It is used to fetch the elements from head of the queue, after fetching it will delete the element.

public E peek() :- It is also used to fetch the elements from head of the queue, Unlike poll it will only fetch but not delete the element.

public boolean remove(Object element) :- It is used to remove an element. The return type is boolean.

------------------------------------------------------------

import java.util.PriorityQueue;

public class PriorityQueueDemo

{

public static void main(String[] argv)

{

PriorityQueue<Object> pq = new PriorityQueue<>();

pq.add("Orange");

pq.add("Apple");

pq.add("Mango");

pq.add("Guava");

pq.add("Grapes");

//pq.add(null); // Inavlid

//pq.add(23); //Invalid

System.out.println(pq);

}

}

----------------------------------------------------------

import java.util.PriorityQueue;

public class PriorityQueueDemo1

{

public static void main(String[] argv)

{

PriorityQueue<Integer> pq = new PriorityQueue<>();

pq.add(11);

pq.add(2);

pq.add(4);

pq.add(6);

System.out.println(pq);

}

}

------------------------------------------------------------

import java.util.PriorityQueue;

public class PriorityQueueDemo2

{

public static void main(String[] argv)

{

PriorityQueue<String> pq = new PriorityQueue<>();

pq.add("2");

pq.add("4");

pq.add("6");

System.out.print(pq.peek() + " "); // 6 9

pq.offer("1");

pq.offer("9");

pq.add("3"); // 2 2 3 4 4

pq.remove("1");

System.out.print(pq.poll() + " ");

if (pq.remove("2"))

{

System.out.print(pq.poll() + " ");

}

System.out.println(pq.poll() + " " + pq.peek()+" "+pq.poll());

}

}

------------------------------------------------------------

package com.ravi.comparator;

import java.util.\*;

record Task(String name, Integer priority)

{

}

public class PriorityQueueDemo4

{

public static void main(String[] args)

{

PriorityQueue<Task> taskQueue = new PriorityQueue<>

((t1,t2)-> t1.priority().compareTo(t2.priority()));

taskQueue.add(new Task("Submit report", 4));

taskQueue.add(new Task("Find Bug", 2));

taskQueue.add(new Task("Write Program", 1));

taskQueue.add(new Task("Execute Program", 3));

while (!taskQueue.isEmpty())

{

System.out.println("Executing: " + taskQueue.poll());

}

}

}

============================================================

Generics :

----------

What is the need of Generics ?

-------------------------------

As we know our compiler is known for Strict type checking because java is a statically typed checked language.

The basic problem with collection is, It can hold any kind of Object.

ArrayList al = new ArrayList();

al.add("Ravi");

al.add("Aswin");

al.add("Rahul");

al.add("Raj");

al.add("Samir");

for(int i =0; i<al.size(); i++)

{

String s = (String) al.get(i);

System.out.println(s);

}

By looking the above code it is clear that Collection stores everything in the form of Object so here even after adding String type only we need to provide casting as shown below.

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al = new ArrayList();

al.add(12);

al.add(15);

al.add(18);

al.add(22);

al.add(24);

for (int i=0; i<al.size(); i++)

{

Integer x = (Integer) al.get(i);

System.out.println(x);

}

}

}

Note : Even we are accepting only Integer type of Object but still type casting is required.

------------------------------------------------------------

import java.util.\*;

class Test2

{

public static void main(String[] args)

{

ArrayList t = new ArrayList(); //raw type

t.add("alpha");

t.add("beta");

for (int i = 0; i < t.size(); i++)

{

String str =(String) t.get(i);

System.out.println(str);

}

t.add(1234);

t.add(1256);

for (int i = 0; i < t.size(); ++i)

{

String obj= (String)t.get(i); //we can't perform type casting here

System.out.println(obj);

}

}

}

Even after type casting there is no guarantee that the things which are coming from ArrayList Object is String only because we can add anything in the Collection as a result java.lang.ClassCastException

-----------------------------------------------------------

To avoid all the above said problem Generics came into picture from JDK 1.5 onwards

-> It deals with type safe Object so there is a guarantee of both the end i.e putting inside and getting outside.

Example:-

ArrayList<String > al = new ArrayList<>();

Now here we have a guarantee that only String can be inserted as well as only String will come out from the Collection so we can perform String related operation.

Advantages of Generics :

------------------------

1) Type Safe Object (No Compilation warning)

2) No need of type casting

3) Strict compile time checking. (\*Type Erasure)

import java.util.\*;

public class Test3

{

public static void main(String[] args)

{

ArrayList<String> al = new ArrayList<>(); //Generic type

al.add("Ravi");

al.add("Ajay");

al.add("Vijay");

for(int i=0; i<al.size(); i++)

{

String name = al.get(i); //no type casting is required

System.out.println(name.toUpperCase());

}

}

}

//Program that describes the return type of any method can be type safe

//[We can apply generics on method return type]

package com.ravi.comparator;

import java.util.ArrayList;

import java.util.List;

record Dog(String name)

{

}

public class Test4 {

public static void main(String[] args)

{

Dog dog = getDogObject().get(0);

System.out.println(dog.name());

}

public static List<Dog> getDogObject()

{

List<Dog> listOfDogs = new ArrayList<Dog>();

listOfDogs.add(new Dog("A"));

listOfDogs.add(new Dog("B"));

listOfDogs.add(new Dog("C"));

return listOfDogs;

}

}

------------------------------------------------------------

01-03-2025

-----------

Mixing Generic to non generic Type :

-------------------------------------

//Mixing generic with non-generic

import java.util.\*;

class Car

{

}

public class Test5

{

public static void main(String [] args)

{

ArrayList<Car> a = new ArrayList<>();

a.add(new Car());

a.add(new Car());

a.add(new Car());

ArrayList b = a; //assigning Generic to raw type

System.out.println(b);

}

}

----------------------------------------------------------------

//Mixing generic to non-generic

import java.util.\*;

public class Test6

{

public static void main(String[] args)

{

List<Integer> myList = new ArrayList<>();

myList.add(4);

myList.add(6);

myList.add(5);

UnknownClass u = new UnknownClass();

int total = u.addValues(myList);

System.out.println("The sum of Integer Object is :"+total);

}

}

class UnknownClass

{

public int addValues(List list) //generic to raw type OR

{

Iterator it = list.iterator();

int total = 0;

while (it.hasNext())

{

int i = ((Integer)it.next());

total += i; //total = 15

}

return total;

}

}

Note :-

In the above program the compiler will not generate any warning message because even though we are assigning type safe Integer Object to unsafe or raw type List Object but this List Object is not inserting anything new in the collection so there is no risk to the caller.

-------------------------------------------------------------

//Mixing generic to non-generic

import java.util.\*;

public class Test7

{

public static void main(String[] args)

{

List<Integer> myList = new ArrayList<>();

myList.add(4);

myList.add(6);

UnknownClass u = new UnknownClass();

int total = u.addValues(myList);

System.out.println(total);

}

}

class UnknownClass

{

public int addValues(List list)

{

list.add(5); //adding object to raw type

Iterator it = list.iterator();

int total = 0;

while (it.hasNext())

{

int i = ((Integer)it.next());

total += i;

}

return total;

}

}

Here Compiler will generate warning message because the unsafe object is inserting the value 5 to safe object.

-------------------------------------------------------------

\*Type Erasure

------------

In the above program the compiler will generate warning message because the unsafe List Object is inserting the Integer object 5 so, the type safe Integer object is getting value 5 from unsafe type so there is a problem to the caller method.

By writing ArrayList<Integer> actually JVM does not have any idea that our ArrayList was suppose to hold only Integers.

All the type safe generics information does not exist at runtime. All our generic code is Strictly for compiler.

There is a process done by java compiler called "Type erasure" in which the java compiler converts generic version to non-generic type.

List<Integer> myList = new ArrayList<Integer>();

At the compilation time it is fine but at runtime for JVM the code becomes

List myList = new ArrayList();

Note :- GENERIC IS STRICTLY COMPILE TIME PROTECTION.

----------------------------------------------------------------

import java.util.\*;

public class TypeErasure

{

public static void main(String[] args)

{

}

public static void m1(List<Integer> list)

{

}

public static void m1(List<String> list)

{

}

}

Note : The above code will not compile due to type erasure, Java compiler will remove all the type parameter so at runtime JVM does not have any information.

----------------------------------------------------------------

Polymorphism with Array :

------------------------

//Polymorphism with array

import java.util.\*;

abstract class Animal

{

public abstract void checkup();

}

class Dog extends Animal

{

@Override

public void checkup()

{

System.out.println("Dog checkup");

}

}

class Cat extends Animal

{

@Override

public void checkup()

{

System.out.println("Cat checkup");

}

}

class Bird extends Animal

{

@Override

public void checkup()

{

System.out.println("Bird checkup");

}

}

public class Test8

{

public static void checkAnimals(Animal ...animals)

{

for(Animal animal : animals)

{

animal.checkup();

}

}

public static void main(String[] args)

{

Dog []dogs={new Dog(), new Dog()};

Cat []cats={new Cat(), new Cat(), new Cat()};

Bird []birds = {new Bird(), new Bird()};

checkAnimals(dogs);

checkAnimals(cats);

checkAnimals(birds);

}

}

Note :-From the above program it is clear that polymorphism(Upcasting) concept works with array.

-------------------------------------------------------------

import java.util.\*;

abstract class Animal

{

public abstract void checkup();

}

class Dog extends Animal

{

@Override

public void checkup()

{

System.out.println("Dog checkup");

}

}

class Cat extends Animal

{

@Override

public void checkup()

{

System.out.println("Cat checkup");

}

}

class Bird extends Animal

{

@Override

public void checkup()

{

System.out.println("Bird checkup");

}

}

public class Test9

{

public void checkAnimals(List<Animal> animals)

{

for(Animal animal : animals)

{

animal.checkup();

}

}

public static void main(String[] args)

{

List<Dog> dogs = new ArrayList<>();

dogs.add(new Dog());

dogs.add(new Dog());

List<Cat> cats = new ArrayList<>();

cats.add(new Cat());

cats.add(new Cat());

List<Bird> birds = new ArrayList<>();

birds.add(new Bird());

birds.add(new Bird());

Test9 t = new Test9();

t.checkAnimals(dogs);

t.checkAnimals(cats);

t.checkAnimals(birds);

}

}

Note :- The above program will generate compilation error.

So from the above program it is clear that polymorphism does not work in the same way for generics as it does with arrays.

Example :

Parent [] arr = new Child[5]; //valid

Object [] arr = new String[5]; //valid

But in generics the same type is not valid

List<Object> list = new ArrayList<Integer>(); //Invalid

List<Parent> mylist = new ArrayList<Child>(); //Invalid

---------------------------------------------------------------

import java.util.\*;

public class Test10

{

public static void main(String [] args)

{

/\*ArrayList<Object> al = new ArrayList<String>(); [Compile time ]

ArrayList al = new ArrayList(); [Runtime, Type Erasure]

al.add("Ravi");\*/

Object []obj = new String[3]; //valid with Array

obj[0] = "Ravi";

obj[1] = "hyd";

obj[2] = 90; //java.lang.ArrayStoreException

System.out.println(Arrays.toString(obj));

}

}

Note :- Program will generate java.lang.ArrayStoreException because we are trying to insert 90 (integer value) into String array.

In Array we have an Exception called ArrayStoreException (Which protect us to assign some illegal value in the array at runtime) but the same Exception or such type of exception, is not available with Generics (due to Type Erasure) that is the reason in generics, compiler does not allow upcasting concept.

(It is a strict compile time protection)

---------------------------------------------------------------

WildCard (?)

-------------

With wildcard we have different cases :

<Dog> : We can assign only <Dog> object

<Animal> : We can assign only <Animal> Object

<?> : It is unknown type so many possibilities.

Here in this wildcard we can assign anything so many possibilities that means It can accept anything.

In order to provide some boundation now we have following two flavors :

a) <? extends Animal> :

This is upper bound here we can replace wild-card (?) with any class which

extends Animal but here there is a chance

of wrong collection in the future because

in future Animal can have more sub classes

so, we can't add any element in the Collection.

b) <? super Dog> :

This is called lower bound, Here we can replace wild card (?) with with any class which is super of Dog i.e Animal, Object. Here compiler knows that the only classes which are super of Dog are allowed so adding element in the collection is allowed.

package com.ravi.wild\_card;

import java.util.ArrayList;

class Animal

{

}

class Dog extends Animal

{

}

class Horse extends Animal

{

}

public class WildCardDemo1 {

public static void main(String[] args)

{

ArrayList<? super Dog> list = new ArrayList<Object>();

list.add(new Dog());

ArrayList<? extends Animal> list1 = new ArrayList<Horse>();

list1.add(new Horse()); //error [Not allowed]

}

}

---------------------------------------------------------------

import java.util.\*;

class Parent

{

}

class Child extends Parent

{

}

public class Test11

{

public static void main(String [] args)

{

//ArrayList<Parent> lp = new ArrayList<Child>(); //error

ArrayList<?> lp = new ArrayList<Child>();

ArrayList<Parent> lp1 = new ArrayList<Parent>();

ArrayList<Child> lp2 = new ArrayList<>();

System.out.println("Success");

}

}

---------------------------------------------------------------

//program on wild-card chracter

import java.util.\*;

class Parent

{

}

class Child extends Parent

{

}

public class Test12

{

public static void main(String [] args)

{

ArrayList<?> lp = new ArrayList<Parent>();

System.out.println("Wild card....");

}

}

---------------------------------------------------------------

import java.util.\*;

public class Test13

{

public static void main(String[] args)

{

List<? extends Number> list1 = new ArrayList<Long>();

List<? super String> list2 = new ArrayList<Object>();

List<? super Gamma> list3 = new ArrayList<Alpha>();

List list4 = new ArrayList();

System.out.println("yes");

}

}

class Alpha

{

}

class Beta extends Alpha

{

}

class Gamma extends Beta

{

}

---------------------------------------------------------------

class MyClass<T>

{

T obj;

public MyClass(T obj) //Student obj

{

this.obj=obj;

}

T getObj()

{

return this.obj;

}

}

public class Test14

{

public static void main(String[] args)

{

Integer i=12;

MyClass<Integer> mi = new MyClass<>(i);

System.out.println("Integer object stored :"+mi.getObj());

Float f=12.34f;

MyClass<Float> mf = new MyClass<>(f);

System.out.println("Float object stored :"+mf.getObj());

MyClass<String> ms = new MyClass<>("Rahul");

System.out.println("String object stored :"+ms.getObj());

MyClass<Boolean> mb = new MyClass<>(false);

System.out.println("Boolean object stored :"+mb.getObj());

Double d=99.34;

MyClass<Double> md = new MyClass<>(d);

System.out.println("Double object stored :"+md.getObj());

MyClass<Student> std = new MyClass<>(new Student(1,"A"));

System.out.println("Student object stored :"+std.getObj());

}

}

record Student(int id, String name)

{

}

---------------------------------------------------------------

package com.ravi.properties\_demo;

//E stands for Element type

class Fruit {

}

class Apple extends Fruit // Fruit is super, Apple is sub class

{

@Override

public String toString() {

return "Apple";

}

}

class Mango extends Fruit {

@Override

public String toString() {

return "Mango";

}

}

class Basket<E> //E is Fruit type

{

private E element;

public Basket(E element) //Fruit element = new Apple();

{

super();

this.element = element;

}

public E getElement()

{

return element;

}

}

public class Test15

{

public static void main(String[] args)

{

Basket<Fruit> basket = new Basket<>(new Apple());

Apple apple = (Apple) basket.getElement();

System.out.println(apple);

basket = new Basket<>(new Mango());

Mango mango = (Mango) basket.getElement();

System.out.println(mango);

}

}

---------------------------------------------------------------

//Generic Method

public class Test16

{

public static void main(String[] args)

{

Integer []intArr = {10,20,30,40,50};

printArray(intArr);

System.out.println(".............");

String []cities = {"Hyderabad", "Banglore", "Mumbai", "Kolkata"};

printArray(cities);

}

public static <T> void printArray(T[] array)

{

for(T element : array )

{

System.out.println(element);

}

}

}

----------------------------------------------------------------