<https://leetcode.com/problems/minimum-obstacle-removal-to-reach-corner/description/>

You are given a 0-indexed 2D integer array grid of size m x n. Each cell has one of two values:

0 represents an **empty** cell,

1 represents an **obstacle** that may be removed.

You can move up, down, left, or right from and to an empty cell.

Return the **minimum** number of **obstacles** to **remove** so you can move from the upper left corner (0, 0) to the lower right corner (m - 1, n - 1).

**Example 1:**
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**Input:** grid = [[0,1,1],[1,1,0],[1,1,0]]

**Output:** 2

**Explanation:** We can remove the obstacles at (0, 1) and (0, 2) to create a path from (0, 0) to (2, 2).It can be shown that we need to remove at least 2 obstacles, so we return 2.Note that there may be other ways to remove 2 obstacles to create a path.

**Example 2:**

![stickPicture.png](data:image/png;base64,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)

**Input:** grid = [[0,1,0,0,0],[0,1,0,1,0],[0,0,0,1,0]]

**Output:** 0

**Explanation:** We can move from (0, 0) to (2, 4) without removing any obstacles, so we return 0.

**Constraints:**

m == grid.length

n == grid[i].length

1 <= m, n <= 10^5

2 <= m \* n <= 10^5

grid[i][j] is either 0 **or** 1.

grid[0][0] == grid[m - 1][n - 1] == 0

**与L1293的区别还是挺大的，L1293是避让障碍上限为k，L2290是要求最小避让障碍数目**

**Attempt 1: 2024-06-03**

**Solution 1: Modified BFS + No need visited array (the biggest difference between L2290 & L1293) (180 min)**

**Round 1: TLE 32/54**

class Solution {

public int minimumObstacles(int[][] grid) {

int[] dx = new int[] {0,0,1,-1};

int[] dy = new int[] {1,-1,0,0};

int m = grid.length;

int n = grid[0].length;

int[][] eliminateCount = new int[m][n];

for(int i = 0; i < m; i++) {

for(int j = 0; j < n; j++) {

eliminateCount[i][j] = m \* n;

}

}

boolean[][] visited = new boolean[m][n];

Queue<int[]> q = new LinkedList<int[]>();

// Initially have to eliminate m \* n obstacles

//eliminateCount[0][0] = m \* n;

q.offer(new int[] {0, 0, 0});

visited[0][0] = true;

int distance = m \* n + 1;

while(!q.isEmpty()) {

int size = q.size();

for(int i = 0; i < size; i++) {

int[] cur = q.poll();

int x = cur[0];

int y = cur[1];

int currPathEliminateCount = cur[2];

if(x == m - 1 && y == n - 1) {

distance = Math.min(distance, currPathEliminateCount);

continue;

}

for(int j = 0; j < 4; j++) {

int new\_x = x + dx[j];

int new\_y = y + dy[j];

// Two conditions able to add into queue for next move:

// 1. Not visited before

// 2. Visited before on other path but encounter more obstacles

// than current path, which means the requires more removes

// than current path, if that happened, we will replace

// previous path with current path, also update the 2D array

// used to record

|| eliminateCount[new\_x][new\_y] > currPathEliminateCount)) {

/\* if(grid[new\_x][new\_y] == 0) {

// Since current cell value is 0 not consuming chance

eliminateCount[new\_x][new\_y] = currPathEliminateCount;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

} else if(grid[new\_x][new\_y] == 1 && eliminateCount[new\_x][new\_y] > currPathEliminateCount) {

// Since current cell value is 1 consuming 1 more remove

eliminateCount[new\_x][new\_y] = currPathEliminateCount + 1;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

}\*/

eliminateCount[new\_x][new\_y] = currPathEliminateCount + grid[new\_x][new\_y];

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

visited[new\_x][new\_y] = true;

}

}

}

//distance++;

}

return distance;

}

}

**Round 2: Removing the redundant 'visited' array, because eventually we have situation need to revisit 'visited' cells, which differ to L1293 where 'visited' array is mandatory, still TLE 32/54**

class Solution {

public int minimumObstacles(int[][] grid) {

int[] dx = new int[] {0,0,1,-1};

int[] dy = new int[] {1,-1,0,0};

int m = grid.length;

int n = grid[0].length;

int[][] eliminateCount = new int[m][n];

for(int i = 0; i < m; i++) {

for(int j = 0; j < n; j++) {

eliminateCount[i][j] = m \* n;

}

}

//boolean[][] visited = new boolean[m][n];

Queue<int[]> q = new LinkedList<int[]>();

// Initially have to eliminate m \* n obstacles

//eliminateCount[0][0] = m \* n;

q.offer(new int[] {0, 0, 0});

//visited[0][0] = true;

int distance = m \* n + 1;

while(!q.isEmpty()) {

int size = q.size();

for(int i = 0; i < size; i++) {

int[] cur = q.poll();

int x = cur[0];

int y = cur[1];

int currPathEliminateCount = cur[2];

if(x == m - 1 && y == n - 1) {

distance = Math.min(distance, currPathEliminateCount);

continue;

}

for(int j = 0; j < 4; j++) {

int new\_x = x + dx[j];

int new\_y = y + dy[j];

// Two conditions able to add into queue for next move:

// 1. Not visited before

// 2. Visited before on other path but encounter more obstacles

// than current path, which means the requires more removes

// than current path, if that happened, we will replace

// previous path with current path, also update the 2D array

// used to record

// || eliminateCount[new\_x][new\_y] > currPathEliminateCount)) {

&& eliminateCount[new\_x][new\_y] > currPathEliminateCount) {

/\*

if(grid[new\_x][new\_y] == 0) {

// Since current cell value is 0 not consuming chance

eliminateCount[new\_x][new\_y] = currPathEliminateCount;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

} else if(grid[new\_x][new\_y] == 1 && eliminateCount[new\_x][new\_y] > currPathEliminateCount) {

// Since current cell value is 1 consuming 1 more remove

eliminateCount[new\_x][new\_y] = currPathEliminateCount + 1;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

}\*/

eliminateCount[new\_x][new\_y] = currPathEliminateCount + grid[new\_x][new\_y];

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

//visited[new\_x][new\_y] = true;

}

}

}

//distance++;

}

return distance;

}

}

**Round 3: Removing the redundant 'visited' array, because eventually we have situation need to revisit 'visited' cells, which differ to L1293 where 'visited' array is mandatory, adding additional prune condition as "if(currPathEliminateCount > eliminateCount[x][y]) {continue;}" to skip faster, still TLE 51/54**

class Solution {

public int minimumObstacles(int[][] grid) {

int[] dx = new int[] {0,0,1,-1};

int[] dy = new int[] {1,-1,0,0};

int m = grid.length;

int n = grid[0].length;

int[][] eliminateCount = new int[m][n];

for(int i = 0; i < m; i++) {

for(int j = 0; j < n; j++) {

eliminateCount[i][j] = m \* n;

}

}

//boolean[][] visited = new boolean[m][n];

Queue<int[]> q = new LinkedList<int[]>();

// Initially have to eliminate m \* n obstacles

//eliminateCount[0][0] = m \* n;

q.offer(new int[] {0, 0, 0});

//visited[0][0] = true;

int distance = m \* n + 1;

while(!q.isEmpty()) {

int size = q.size();

for(int i = 0; i < size; i++) {

int[] cur = q.poll();

int x = cur[0];

int y = cur[1];

int currPathEliminateCount = cur[2];

if(x == m - 1 && y == n - 1) {

distance = Math.min(distance, currPathEliminateCount);

continue;

}

if(currPathEliminateCount > eliminateCount[x][y]) {

continue;

}

for(int j = 0; j < 4; j++) {

int new\_x = x + dx[j];

int new\_y = y + dy[j];

// Two conditions able to add into queue for next move:

// 1. Not visited before

// 2. Visited before on other path but encounter more obstacles

// than current path, which means the requires more removes

// than current path, if that happened, we will replace

// previous path with current path, also update the 2D array

// used to record

// || eliminateCount[new\_x][new\_y] > currPathEliminateCount)) {

&& eliminateCount[new\_x][new\_y] > currPathEliminateCount) {

/\*

if(grid[new\_x][new\_y] == 0) {

// Since current cell value is 0 not consuming chance

eliminateCount[new\_x][new\_y] = currPathEliminateCount;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

} else if(grid[new\_x][new\_y] == 1 && eliminateCount[new\_x][new\_y] > currPathEliminateCount) {

// Since current cell value is 1 consuming 1 more remove

eliminateCount[new\_x][new\_y] = currPathEliminateCount + 1;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

}\*/

eliminateCount[new\_x][new\_y] = currPathEliminateCount + grid[new\_x][new\_y];

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

//visited[new\_x][new\_y] = true;

}

}

}

//distance++;

}

return distance;

}

}

**Round 4: Removing the redundant 'visited' array, because eventually we have situation need to revisit 'visited' cells, which differ to L1293 where 'visited' array is mandatory, adding additional prune condition as "if(currPathEliminateCount > eliminateCount[x][y]) {continue;}" to skip faster, and change condition from "eliminateCount[new\_x][new\_y] > currPathEliminateCount" to "eliminateCount[new\_x][new\_y] > currPathEliminateCount + grid[new\_x][new\_y]", finally accept**

class Solution {

public int minimumObstacles(int[][] grid) {

int[] dx = new int[] {0,0,1,-1};

int[] dy = new int[] {1,-1,0,0};

int m = grid.length;

int n = grid[0].length;

int[][] eliminateCount = new int[m][n];

for(int i = 0; i < m; i++) {

for(int j = 0; j < n; j++) {

eliminateCount[i][j] = m \* n;

}

}

//boolean[][] visited = new boolean[m][n];

Queue<int[]> q = new LinkedList<int[]>();

// Initially have to eliminate m \* n obstacles

//eliminateCount[0][0] = m \* n;

q.offer(new int[] {0, 0, 0});

//visited[0][0] = true;

int distance = m \* n + 1;

while(!q.isEmpty()) {

int size = q.size();

for(int i = 0; i < size; i++) {

int[] cur = q.poll();

int x = cur[0];

int y = cur[1];

int currPathEliminateCount = cur[2];

if(x == m - 1 && y == n - 1) {

distance = Math.min(distance, currPathEliminateCount);

continue;

}

if(currPathEliminateCount > eliminateCount[x][y]) {

continue;

}

for(int j = 0; j < 4; j++) {

int new\_x = x + dx[j];

int new\_y = y + dy[j];

// Two conditions able to add into queue for next move:

// 1. Not visited before

// 2. Visited before on other path but encounter more obstacles

// than current path, which means the requires more removes

// than current path, if that happened, we will replace

// previous path with current path, also update the 2D array

// used to record

// || eliminateCount[new\_x][new\_y] > currPathEliminateCount)) {

&& eliminateCount[new\_x][new\_y] > currPathEliminateCount + grid[new\_x][new\_y]) {

/\*

if(grid[new\_x][new\_y] == 0) {

// Since current cell value is 0 not consuming chance

eliminateCount[new\_x][new\_y] = currPathEliminateCount;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

} else if(grid[new\_x][new\_y] == 1 && eliminateCount[new\_x][new\_y] > currPathEliminateCount) {

// Since current cell value is 1 consuming 1 more remove

eliminateCount[new\_x][new\_y] = currPathEliminateCount + 1;

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

}\*/

eliminateCount[new\_x][new\_y] = currPathEliminateCount + grid[new\_x][new\_y];

q.offer(new int[] {new\_x, new\_y, eliminateCount[new\_x][new\_y]});

//visited[new\_x][new\_y] = true;

}

}

}

//distance++;

}

return distance;

}

}

**Solution 2: Dijkstra (60 min)**

**Style 1:**

class Solution {

    public int minimumObstacles(int[][] grid) {

        int[] dx = new int[]{0,0,1,-1};

        int[] dy = new int[]{1,-1,0,0};

        int m = grid.length;

        int n = grid[0].length;

        // Initialize dist with Integer.MAX\_VALUE, and use minObstaclesRemoveCount[i][j]

        // to indicate the currently minimum obstacles need to remove to reach (i, j);

        int[][] minObstaclesRemoveCount = new int[m][n];

        for(int[] a : minObstaclesRemoveCount) {

            Arrays.fill(a, Integer.MAX\_VALUE);

        }

        minObstaclesRemoveCount[0][0] = grid[0][0];

        // min-heap storing {i, j, # obstacles eliminated}, sorted by # of obstacles eliminated

        // Similar strategy as L743.Network Delay Time

        PriorityQueue<int[]> minPQ = new PriorityQueue<>((a, b) -> a[2] - b[2]);

        minPQ.offer(new int[]{0, 0, minObstaclesRemoveCount[0][0]});

        // Using Dijkstra algorithm with PriorityQueue, no 'visited' array required

        while(!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int x = cur[0];

            int y = cur[1];

            int curObstaclesRemoveCount = cur[2];

            if(x == m - 1 && y == n - 1) {

                return curObstaclesRemoveCount;

            }

            for(int i = 0; i < 4; i++) {

                int new\_x = x + dx[i];

                int new\_y = y + dy[i];

                // Continue if we have more optimal result:

                // For {new\_x, new\_y} the new path (curObstaclesRemoveCount + grid[new\_x][new\_y])

                // remove less obstacles than old path (minObstaclesRemoveCount[new\_x][new\_y]),

                // then we update old path to new path, which means addding the node into minPQ

                && curObstaclesRemoveCount + grid[new\_x][new\_y] < minObstaclesRemoveCount[new\_x][new\_y]) {

                    minObstaclesRemoveCount[new\_x][new\_y] = curObstaclesRemoveCount + grid[new\_x][new\_y];

                    minPQ.offer(new int[]{new\_x, new\_y, minObstaclesRemoveCount[new\_x][new\_y]});

                }

            }

        }

        return minObstaclesRemoveCount[m - 1][n - 1];

    }

}

**Style 2: From ChatGPT**

class Solution {

    public int minimumObstacles(int[][] grid) {

        int[] dx = new int[]{0,0,1,-1};

        int[] dy = new int[]{1,-1,0,0};

        int m = grid.length;

        int n = grid[0].length;

        // Initialize dist with Integer.MAX\_VALUE, and use minObstaclesRemoveCount[i][j]

        // to indicate the currently minimum obstacles need to remove to reach (i, j);

        int[][] minObstaclesRemoveCount = new int[m][n];

        for(int[] a : minObstaclesRemoveCount) {

            Arrays.fill(a, Integer.MAX\_VALUE);

        }

        minObstaclesRemoveCount[0][0] = grid[0][0];

        // min-heap storing {i, j, # obstacles eliminated}, sorted by # of obstacles eliminated

        // Similar strategy as L743.Network Delay Time

        PriorityQueue<int[]> minPQ = new PriorityQueue<>((a, b) -> a[2] - b[2]);

        minPQ.offer(new int[]{0, 0, minObstaclesRemoveCount[0][0]});

        // Using Dijkstra algorithm with PriorityQueue, no 'visited' array required

        while(!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int x = cur[0];

            int y = cur[1];

            int curObstaclesRemoveCount = cur[2];

            if(x == m - 1 && y == n - 1) {

                return curObstaclesRemoveCount;

            }

            for(int i = 0; i < 4; i++) {

                int new\_x = x + dx[i];

                int new\_y = y + dy[i];

                // Continue if we have more optimal result:

                // For {new\_x, new\_y} the new path (curObstaclesRemoveCount + grid[new\_x][new\_y])

                // remove less obstacles than old path (minObstaclesRemoveCount[new\_x][new\_y]),

                // then we update old path to new path, which means addding the node into minPQ

                && curObstaclesRemoveCount + grid[new\_x][new\_y] < minObstaclesRemoveCount[new\_x][new\_y]) {

                    minObstaclesRemoveCount[new\_x][new\_y] = curObstaclesRemoveCount + grid[new\_x][new\_y];

                    minPQ.offer(new int[]{new\_x, new\_y, minObstaclesRemoveCount[new\_x][new\_y]});

                }

            }

        }

        return - 1;

    }

}

**Refer to ChatGPT**

Leetcode problem 2290, "Minimum Obstacle Removal to Reach Corner," can be solved using Dijkstra's algorithm. In this problem, we need to find the minimum number of obstacles that need to be removed to get from the top-left corner to the bottom-right corner of a grid.

**Problem Explanation**

Grid: The grid consists of cells with values 0 (empty cell) and 1 (obstacle).

Objective: Find the path from the top-left corner (0, 0) to the bottom-right corner (n-1, m-1) that requires removing the fewest obstacles.

Moves: You can move up, down, left, or right.

**Approach**

We'll use Dijkstra's algorithm where the priority queue will manage states based on the number of obstacles removed. Each state is represented as (row, col, obstacles\_removed).

**Steps**

Initialization:

Use a priority queue to always expand the state with the fewest obstacles removed.

Use a 2D array to track the minimum number of obstacles removed to reach each cell.

Priority Queue:

Always expand the node with the smallest number of obstacles removed first.

For each neighboring cell, calculate the new number of obstacles removed and update if it is smaller than the known value.

Graph Exploration:

From each cell, consider moving to the neighboring cells (up, down, left, right). If moving to a cell with an obstacle, increase the count of obstacles removed.

Termination:

The algorithm terminates when the target cell (n-1, m-1) is reached.

**Java Implementation**

Here is the Java code to implement this approach:

class Solution {

    static class State implements Comparable<State> {

        int row, col, obstaclesRemoved;

        public State(int row, int col, int obstaclesRemoved) {

            this.row = row;

            this.col = col;

            this.obstaclesRemoved = obstaclesRemoved;

        }

        @Override

        public int compareTo(State other) {

            return Integer.compare(this.obstaclesRemoved, other.obstaclesRemoved);

        }

    }

    public int minimumObstacles(int[][] grid) {

        int rows = grid.length;

        int cols = grid[0].length;

        int[][] dist = new int[rows][cols];

        for (int[] row : dist) {

            Arrays.fill(row, Integer.MAX\_VALUE);

        }

        PriorityQueue<State> pq = new PriorityQueue<>();

        pq.add(new State(0, 0, 0));

        dist[0][0] = 0;

        int[] dr = {-1, 1, 0, 0};

        int[] dc = {0, 0, -1, 1};

        while (!pq.isEmpty()) {

            State current = pq.poll();

            if (current.row == rows - 1 && current.col == cols - 1) {

                return current.obstaclesRemoved;

            }

            for (int i = 0; i < 4; i++) {

                int newRow = current.row + dr[i];

                int newCol = current.col + dc[i];

                    int newObstaclesRemoved = current.obstaclesRemoved + grid[newRow][newCol];

                    if (newObstaclesRemoved < dist[newRow][newCol]) {

                        dist[newRow][newCol] = newObstaclesRemoved;

                        pq.add(new State(newRow, newCol, newObstaclesRemoved));

                    }

                }

            }

        }

        return -1;  // In case the target is not reachable (which should not happen)

    }

}

**Key Points:**

State: Each state in the priority queue includes the row, column, and number of obstacles removed.

Priority Queue: The priority queue ensures that the state with the fewest obstacles removed is processed first.

Distance Array: The 2D distance array keeps track of the minimum number of obstacles removed to reach each cell.

**Benefits:**

Optimal Path: Dijkstra’s algorithm ensures the path with the minimum number of obstacles removed is found.

Efficiency: The priority queue and distance array help manage the exploration efficiently, avoiding unnecessary revisits to states that have already been processed optimally.

By using this modified Dijkstra’s approach, the problem is efficiently solved while ensuring the minimum number of obstacles are removed to reach the target cell.

**Solution 3: 0-1 BFS (60 min)**

class Solution {

public int minimumObstacles(int[][] grid) {

// Get the dimensions of the grid

int rows = grid.length, cols = grid[0].length;

// Create a deque to hold the positions and the current obstacle count

Deque<int[]> queue = new ArrayDeque<>();

// Start from the upper left corner (0,0) with 0 obstacles

queue.offer(new int[] {0, 0, 0});

// Array to iterate over the 4 possible directions (up, right, down, left)

int[] directions = {-1, 0, 1, 0, -1};

// Visited array to keep track of positions already visited

boolean[][] visited = new boolean[rows][cols];

// Process cells until the queue is empty

while (!queue.isEmpty()) {

// Poll the current position and the number of obstacles encountered so far

int[] position = queue.poll();

int currentRow = position[0];

int currentCol = position[1];

int obstacles = position[2];

// Check if we have reached the bottom-right corner

if (currentRow == rows - 1 && currentCol == cols - 1) {

// If we reached the destination, return the number of obstacles encountered

return obstacles;

}

// If we have already visited this cell, skip it

if (visited[currentRow][currentCol]) {

continue;

}

// Mark the current cell as visited

visited[currentRow][currentCol] = true;

// Explore the neighboring cells

for (int h = 0; h < 4; ++h) {

int nextRow = currentRow + directions[h];

int nextCol = currentCol + directions[h + 1];

// Check the boundaries of the grid

// If the next cell is free (no obstacle)

if (grid[nextRow][nextCol] == 0) {

// Add it to the front of the queue to be processed with the same obstacle count

queue.offerFirst(new int[] {nextRow, nextCol, obstacles});

} else {

// If there's an obstacle, add it to the end of the queue with the obstacle count incremented by 1

queue.offerLast(new int[] {nextRow, nextCol, obstacles + 1});

}

}

}

}

// We include a return statement to satisfy the compiler, although the true return occurs inside the loop

return -1; // This will never be reached as the problem guarantees a path exists

}

}

**参考 1**

**Refer to**

<https://leetcode.com/problems/minimum-obstacle-removal-to-reach-corner/solutions/2086036/let-s-solve-this-problem-based-on-never-give-up-explained-failure-point/>

While giving the contest the first intuition which came to my mind is dp. Yes, off-course after solving a bunch of dp problems in the beginning I am also the person who wants to see dp everywhere.

So, Here is my code for using dp which failed 2nd test case though. But still, I have written something which I can analyze.

class Solution {

int [][]grid;

int n,m;

boolean [][]seen;

int []dx = new int[]{0,0,1,-1};

int []dy = new int[]{1,-1,0,0};

int [][]dp;

int finalres;

private boolean isValid(int i, int j) {

}

private int solve(int i, int j, int cnt) {

if(cnt>=finalres) return finalres;

if(i == n-1 && j == m-1) {

return cnt;

}

if(dp[i][j]!=Integer.MAX\_VALUE) return dp[i][j];

int res = n\*m+1;

seen[i][j]=true;

for(int k=0;k<4;k++) {

int newI = i+dx[k], newJ = j+dy[k];

if(isValid(newI, newJ)) {

res = Math.min(res, solve(newI, newJ, cnt+grid[i][j]));

}

}

seen[i][j]=false;

return dp[i][j]=Math.min(dp[i][j], res);

}

public int minimumObstacles(int[][] grid) {

this.grid = grid;

this.n = grid.length;

this.m = grid[0].length;

this.seen = new boolean[n][m];

dp = new int[n][m];

finalres = n\*m+1;

for(int []row:dp) Arrays.fill(row, Integer.MAX\_VALUE);

return solve(0,0,0);

}

}

**But It didn't work.**

**Why?**

since once I store the result of (i,j) using path let's say "path" then whenever I again come to (i,j), I just used the already saved result. So here is what my code assumes once we get the result for (i,j) then it's the optimal. But there is the possibility that a path from a different path that contributed to saving the dp result will be coming with less cost(i.e. cost == the number of blockers that needs to remove). That's why it's failed.

Ok so let's try another way

So at this point of time, I was confirmed that, dp wouldn't help here. So what next I can try?

Since from (0,0) to (n-1,m-1) I can have multiple paths and I need the path which has the minimum number of blockers(not exactly the path just count). So yeah here I thought let's do bfs so that each path will be running in the queue with their context and wouldn't merge as in dp.

So here is the BFS code :

class Solution {

int n,m;

int []dx = new int[]{0,0,1,-1};

int []dy = new int[]{1,-1,0,0};

int [][]dp;

private boolean isValid(int i, int j) {

}

public int minimumObstacles(int[][] grid) {

this.n = grid.length;

this.m = grid[0].length;

dp = new int[n][m];

for(int []row:dp)Arrays.fill(row,Integer.MAX\_VALUE);

Queue<int[]> queue = new LinkedList<>();

queue.add(new int[]{0,0,0});

int res = n\*m+1;// At most i have to remove all the blockers.

while(!queue.isEmpty()) {

int thisLevel = queue.size();

while(thisLevel-->0 ) {

int []temp = queue.remove();

int i=temp[0], j=temp[1];

if(i==n-1 && j == m-1) {

res = Math.min(res, temp[2]);

continue;

}

for(int k=0;k<4;k++) {

int newI = i+dx[k], newJ = j+dy[k];

// if newi and newj is valid and which is not increasing the cost for newi and newj which already i have achieved.

if(isValid(newI, newJ) && dp[newI][newJ]>temp[2]+grid[newI][newJ]) {

dp[newI][newJ]=temp[2]+grid[newI][newJ];

queue.add(new int[]{newI, newJ, dp[newI][newJ]});

}

}

}

}

return res;

}

}

**But again this code is given tle.**

**Why?**

So after doing analysis, I come to the point that, I was checking for any node (newI, newJ) which is going to be added to the queue that is, whether it is increasing the blocker count that I have already achieved for this node or not? Yeah, this is right and I should do that. But I skipped that If the same node (newI, newJ) is already in the queue with the greater number of blockers that we're getting now.

So why this is making an issue?

Since the node in the queue must be removed because we got a path to reach the (newI, newJ) with less blocker. If we don't remove this path this path again will start adding the node in the queue which gives the result as TLE.

ok so now let's update it.

class Solution {

int n,m;

int []dx = new int[]{0,0,1,-1};

int []dy = new int[]{1,-1,0,0};

int [][]dp;

int [][]grid;

private boolean isValid(int i, int j, int cost) {

if(valid) dp[i][j]=cost+grid[i][j];

return valid;

}

public int minimumObstacles(int[][] grid) {

this.grid = grid;

this.n = grid.length;

this.m = grid[0].length;

dp = new int[n][m];

for(int []row:dp)Arrays.fill(row,Integer.MAX\_VALUE);

Queue<int[]> queue = new LinkedList<>();

queue.add(new int[]{0,0,0});

int res = n\*m+1;// At most i have to remove all the blockers.

while(!queue.isEmpty()) {

int thisLevel = queue.size();

while(thisLevel-->0 ) {

int []temp = queue.remove();

int i=temp[0], j=temp[1];

if(i==n-1 && j == m-1) {

res = Math.min(res, temp[2]);

continue;

}

if(temp[2]>dp[i][j]) {

// This is invalid path because we have achived better which already might be running in the queue

continue;

}

for(int k=0;k<4;k++) {

int newI = i+dx[k], newJ = j+dy[k];

// if newi and newj is valid and which is not increasing the cost for newi and newj which already i have achieved.

if(isValid(newI, newJ, temp[2])) {

queue.add(new int[]{newI, newJ, dp[newI][newJ]});

}

}

}

}

return res;

}

}

**It's accepted**

Later when I came to the discussion page and read some code. **Then I remember this code is most likely the Dijkstra algorithm.**

**So morel is**

Instead of remembering the Algorithms just understand the actual concept and the problem for which any algorithms are made. Later in the future, you'll be building the same algorithms again and again without remembering.

**参考 2**

**这里的解法本质上叫做 0-1 BFS**

**Refer to**

<https://algo.monster/liteproblems/2290>

**Problem Description**

You are given a 2D integer array grid with two possible values in each cell:

0 represents an empty cell you can move through.

1 represents an obstacle that can be removed.

The grid has m rows and n columns, and the goal is to move from the top-left corner (0, 0) to the bottom-right corner (m - 1, n - 1). You can move in four directions from an empty cell: up, down, left, or right.

The problem asks you to find the minimum number of obstacles (1s) that need to be removed to enable this path-finding from the start to the end.

**Intuition**

To solve this problem, we use a breadth-first search (BFS) approach. BFS is a graph traversal method that expands and examines all nodes of a level before moving to the next level. This characteristic makes BFS suitable for finding the shortest path on unweighted graphs, or in this case, to find the minimum number of obstacles to remove.

**The idea is to traverse the grid using BFS, keeping track of the position (i, j) we're currently in and the count k of obstacles that we have removed to reach this position. Each time we can either move to an adjacent empty cell without incrementing the obstacle removal count or move to an adjacent cell with an obstacle by incrementing the removal count by one.**

**We use a deque to facilitate the BFS process. When we encounter an empty cell, we add the position to the front of the deque, giving priority to such moves for expansion before those requiring obstacle removal, effectively ensuring the BFS prioritizes paths with fewer obstacles removed.**

**A visited set vis is used to keep track of the cells we have already processed to avoid re-processing and potentially getting into cycles.**

The search continues until we reach the bottom-right corner (m - 1, n - 1), at which point we return the count of removed obstacles k which represents the minimum number of obstacles that need to be removed.

**Solution Approach**

The provided Python code implements the BFS algorithm using a deque, a double-ended queue that allows the insertion and removal of elements from both the front and the back with constant time complexity O(1).

**BFS (Breadth-First Search)**

At a high level, the BFS algorithm works by visiting all neighbors of a node before moving on to the neighbors' neighbors. It uses a queue to keep track of which nodes to visit next.

**Deque for BFS**

In the Python code, the deque is used instead of a regular queue. When the BFS explores a cell with an obstacle (value 1), it appends the new state to the end of the deque. Conversely, when it explores a cell without an obstacle (value 0), it appends the new state to the front of the deque.

**Implementation Details**

Initialize the deque q with a tuple containing the starting position and the initial number of obstacles removed (0, 0, 0).

Create a vis set to record visited positions and avoid revisiting them.

The dirs tuple is used to calculate the adjacent cells' positions with the help of a helper function like pairwise.

Enter a loop that continues until the end condition is met (reaching (m - 1, n - 1)).

Use popleft to get the current position and the count k of the obstacles removed.

If the target position is reached, return k.

If the position has been visited before ((i, j) in vis), just continue to the next iteration.

Otherwise, mark the position as visited by adding (i, j) to vis.

Iterate over all possible directions, and calculate the adjacent cell positions (x, y).

If (x, y) is within the grid bounds and is not an obstacle, append it to the front of the deque with the same number of removed obstacles k.

If (x, y) has an obstacle, append it to the end of the deque and increment the count of removed obstacles by 1.

This process prioritizes exploring paths with fewer obstacles, and since BFS is used, it guarantees that the first time we reach the bottom-right corner is via the path that requires the minimum number of obstacles to be removed.

The solution effectively mixes BFS traversal with a priority queue concept by using a deque to manage traversal order, ensuring an efficient search for the minimum obstacle removal path.

**Example Walkthrough**

Let's walk through a small example to illustrate the solution approach. Suppose we have the following grid:

grid = [

[0, 1, 0],

[0, 1, 1],

[0, 0, 0]

]

Here, m = 3 and n = 3. We want to move from (0, 0) to (2, 2) with the minimum number of obstacles removed.

**Step-by-Step Process:**

We start by initializing the deque q with the starting position and the initial number of obstacles removed, which is 0. So q = deque([(0, 0, 0)]).

The vis set is initialized to ensure we don't visit the same positions repeatedly. In the beginning, it's empty: vis = set().

The BFS begins. We dequeue the first element (i, j, k) = (0, 0, 0), where (i, j) represents the current cell, and k is the number of removed obstacles so far.

We have not reached the target, so we check the adjacent cells:

Right (0, 1): It has an obstacle. We increment obstacle count and add it to the end of q: q = deque([(0, 1, 1)]).

Down (1, 0): No obstacle. We add it to the front of q: q = deque([(1, 0, 0), (0, 1, 1)]).

We mark the current cell (0, 0) as visited: vis.add((0, 0)).

Now the deque q has cells to process, so we take the one from the front, which is (1, 0, 0).

From (1, 0), we again check the adjacent cells:

Right (1, 1): It has an obstacle, add it to end: q = deque([(0, 1, 1), (1, 1, 1)]).

Down (2, 0): No obstacle, add it to front: q = deque([(2, 0, 0), (0, 1, 1), (1, 1, 1)]).

We mark the cell (1, 0) as visited: vis.add((1, 0)).

The steps repeat, dequeuing from the front, checking adjacent cells, and enqueueing in the deque according to the rules.

Eventually, we dequeue the cell (2, 0, 0). From here, we can go right to (2, 1) with no obstacle and add it to the front: q = deque([(2, 1, 0), (0, 1, 1), (1, 1, 1)]).

Again, we mark (2, 0) as visited: vis.add((2, 0)).

Dequeuing (2, 1, 0), we can go right to the target (2, 2) with no obstacle. We add it to the front.

Mark (2, 1) as visited and check the next cell from q.

Finally, we reach (2, 2) which is the target. We have not needed to remove any obstacles, so we return k = 0.

Throughout this process, we have explored paths with the fewest obstacles first, using the deque to effectively prioritize cells without obstacles. By doing this, we've ensured that the first time we reach the end, it is the path with the minimum number of obstacles removed. In this case, no obstacles needed to be removed.

**Solution Implementation**

class Solution {

public int minimumObstacles(int[][] grid) {

// Get the dimensions of the grid

int rows = grid.length, cols = grid[0].length;

// Create a deque to hold the positions and the current obstacle count

Deque<int[]> queue = new ArrayDeque<>();

// Start from the upper left corner (0,0) with 0 obstacles

queue.offer(new int[] {0, 0, 0});

// Array to iterate over the 4 possible directions (up, right, down, left)

int[] directions = {-1, 0, 1, 0, -1};

// Visited array to keep track of positions already visited

boolean[][] visited = new boolean[rows][cols];

// Process cells until the queue is empty

while (!queue.isEmpty()) {

// Poll the current position and the number of obstacles encountered so far

int[] position = queue.poll();

int currentRow = position[0];

int currentCol = position[1];

int obstacles = position[2];

// Check if we have reached the bottom-right corner

if (currentRow == rows - 1 && currentCol == cols - 1) {

// If we reached the destination, return the number of obstacles encountered

return obstacles;

}

// If we have already visited this cell, skip it

if (visited[currentRow][currentCol]) {

continue;

}

// Mark the current cell as visited

visited[currentRow][currentCol] = true;

// Explore the neighboring cells

for (int h = 0; h < 4; ++h) {

int nextRow = currentRow + directions[h];

int nextCol = currentCol + directions[h + 1];

// Check the boundaries of the grid

// If the next cell is free (no obstacle)

if (grid[nextRow][nextCol] == 0) {

// Add it to the front of the queue to be processed with the same obstacle count

queue.offerFirst(new int[] {nextRow, nextCol, obstacles});

} else {

// If there's an obstacle, add it to the end of the queue with the obstacle count incremented by 1

queue.offerLast(new int[] {nextRow, nextCol, obstacles + 1});

}

}

}

}

// We include a return statement to satisfy the compiler, although the true return occurs inside the loop

return -1; // This will never be reached as the problem guarantees a path exists

}

}

**Time and Space Complexity**

**Time Complexity**

The time complexity of the algorithm can be estimated by considering the number of operations it performs. The algorithm uses a queue that can have at most every cell (i, j) from the grid enqueued, and the grid has m \* n cells. Each cell is inserted into the queue at most once, since we're using a set of visited nodes to prevent re-visitation.

The deque operations appendleft and popleft have O(1) time complexity. The for loop executes at most four times for each cell, corresponding to the four possible directions one can move in the grid.

Considering all of this, the overall time complexity is O(m \* n), as every cell is considered at most once.

**Space Complexity**

The space complexity consists of the space needed for the queue and the set of visited cells.

The queue can store up to m \* n elements, if all cells are inserted, and the set will at the same time contain a maximum of m \* n elements as well to track visited cells. The sum is 2 \* m \* n but in terms of Big O notation, the constants are ignored.

Thus, the space complexity is O(m \* n) for the queue and the visited set combined.

**参考 3**

**Refer to**

**[Java/Python 3] 2 codes: Shortest Path & BFS, w/ brief explanation, analysis and similar problems.**

<https://leetcode.com/problems/minimum-obstacle-removal-to-reach-corner/solutions/2085640/java-python-3-2-codes-shortest-path-bfs-w-brief-explanation-analysis-and-similar-problems/>

**Q & A**

Q1: Why do we not need to keep track of which nodes we've already visited? Is this code perhaps already implicitly tracking the nodes we've visited? According to the implementation of Lazy Dijkstra here, we need to keep track of which nodes we've already visited.

A1: The PriorityQueue/heap always keep track of the cell that we currently can reach with shortest path, and grid[i][j] + o < dist[i][j] makes sure we don't need to visit the cell again if we can not reach it with less obstacles.

Q2: .Is it possible to optimize backtracking code with dp for this problem?

@Mikey98 @Adithya\_U\_Bhat contributed the following anwer.

A2: No. In this question 1 <= m, n <= 105, which is toooo big for backtracking; You cannot use dp here as there are 4 directions and revisiting a node again can give you minimum answer so dp fails here , remember one thing if its given 4 direction always go with graphs

**End of Q & A**

**Method 1: Shortest Path**

Initialize dist with Integer.MAX\_VALUE/math.inf, and use dist[i][j] to indicate the currently minimum obstacles need to remove to reach (i, j);

Starting from (0, 0), put [grid[0][0], 0, 0] into a PriorityQueue/heap to begin to search by Shortest Path; Once we can reach any (i, j) from its neighbor with fewer obstacles, we update it with the less value and put the corresponding information array [dist[i][j], i, j] into PriorityQueue/heap, repeat till we find a path to (m - 1, n - 1).

private static final int[] d = {0, 1, 0, -1, 0};

public int minimumObstacles(int[][] grid) {

int m = grid.length, n = grid[0].length;

int[][] dist = new int[m][n];

for (int[] di : dist) {

Arrays.fill(di, Integer.MAX\_VALUE);

}

dist[0][0] = grid[0][0];

PriorityQueue<int[]> pq = new PriorityQueue<>(Comparator.comparingInt(a -> a[0]));

pq.offer(new int[]{dist[0][0], 0, 0});

while (!pq.isEmpty()) {

int[] cur = pq.poll();

int o = cur[0], r = cur[1], c = cur[2];

if (r == m - 1 && c == n - 1) {

return o;

}

for (int k = 0; k < 4; ++k) {

int i = r + d[k], j = c + d[k + 1];

dist[i][j] = o + grid[i][j];

pq.offer(new int[]{dist[i][j], i, j});

}

}

}

return dist[m - 1][n - 1];

}

Analysis:

Time: O(m \* n log(m \* n)), space: O(m \* n).

**这里的解法本质上叫做 0-1 BFS**

**Method 2: Modified BFS -- credit to @Doskarin.**

Initialize dist with Integer.MAX\_VALUE/math.inf, and use dist[i][j] to indicate the currently minimum obstacles need to remove to reach (i, j);

Starting from (0, 0), put [grid[0][0], 0, 0] into a Deque to begin BFS, and use dist value to avoid duplicates;

Whenever encountering an empty cell neighbor, the dist value is same and hence we can put it to the front of the Deque; Otherwise, put it to the back of the Deque;

Repeat 2. and 3. and update dist accordingly till the Deque is empty;

return dist[m - 1][n - 1] as solution.

private static final int[] d = {0, 1, 0, -1, 0};

private static final int M = Integer.MAX\_VALUE;

public int minimumObstacles(int[][] grid) {

int m = grid.length, n = grid[0].length;

int[][] dist = new int[m][n];

for (int[] di : dist) {

Arrays.fill(di, M);

}

dist[0][0] = 0;

Deque<int[]> dq = new ArrayDeque<>();

dq.offer(new int[3]);

while (!dq.isEmpty()) {

int[] cur = dq.poll();

int o = cur[0], r = cur[1], c = cur[2];

for (int k = 0; k < 4; ++k) {

int i = r + d[k], j = c + d[k + 1];

if (grid[i][j] == 1) {

dist[i][j] = o + 1;

dq.offer(new int[]{o + 1, i, j});

}else {

dist[i][j] = o;

dq.offerFirst(new int[]{o, i, j});

}

}

}

}

return dist[m - 1][n - 1];

}

Analysis:

Since each cell is visited at most once, therefore

Time & space: O(m \* n).

**参考 4**

**这里的解法本质上叫做 0-1 BFS，并且解释了在什么情况下 0-1 BFS 可以代替 Dijkstra**

**Refer to**

<https://leetcode.com/problems/minimum-obstacle-removal-to-reach-corner/solutions/2086235/0-1-bfs-c/>

**Solution in short :**

Standard 0-1 BFS.

Use deque and push the grid without obstacle to the front and the grid with obstacle to the end and do a normal BFS.

**Intuition**

**The idea is similar to that of Djikstra. Dijkstra uses a set or priority queue because at every iteration edge with smallest cost is required. So an additional time of sorting the edges is involved at each step. Here we have a special weighted graph where every edge has a weight of either 0 or 1. In this kind of graph, Dijkstra can be further optimized to avoid sorting at every iteration.**

For every node that you visit, push all its **unvisited neighbours** to the queue in the following manner.

**Every unvisited neighbour with cost 1 (having an obstacle), push to the end of the queue**

**Every unvisited neighbour with cost 0 (having no obstacle), push to the beginning of the queue.**

By the time you push a node to the queue, compute and store its distance in dp array.

**I think it is enough to push any node only once in the queue using the visited flag. You can easily prove that the queue will always be sorted by the distances**

int dx[] = {1,-1,0,0};

int dy[] = {0,0,1,-1};

class Solution {

public:

int minimumObstacles(vector<vector<int>>& grid) {

int m = grid.size();

int n = grid[0].size();

vector<vector<int>> dp(m, vector<int>(n,INT\_MAX));

vector<vector<bool>> vis(m, vector<bool>(n,0));

deque<pair<int,int>> q;

q.push\_front({0,0});

dp[0][0] = 0;

while(q.size()) {

pair<int,int> p = q.front();

q.pop\_front();

int cx = p.first;

int cy = p.second;

for(int i=0;i<4;i++) {

int tx = cx + dx[i];

int ty = cy + dy[i];

if(!vis[tx][ty]) {

dp[tx][ty] = dp[cx][cy] + (grid[tx][ty] == 1);

if(grid[tx][ty] == 1) {

q.push\_back({tx,ty});

} else {

q.push\_front({tx,ty});

}

vis[tx][ty] = true;

}

}

}

}

return dp[m-1][n-1];

}

};

**参考 5**

**Refer to**

**Two methods || 0-1 bfs || dijkastras algo ||100% faster|| resources included**

<https://leetcode.com/problems/minimum-obstacle-removal-to-reach-corner/solutions/2088276/two-methods-0-1-bfs-dijkastras-algo-100-faster-resources-included/>

**Dijkastras algo method**

**When do we use dijkastras,**

When there is a weighted graph and there are one or multiple destinations possible

**What do we do in this**

1.We need to store the minimum distance between nodes

2.In order to do this we use a data structure like set or a priority queue

**In questions point of view :-**

**Consider the edge weight from a free node to obstacle node to be 1 and from free node to free node 0**

Now apply dijkastras algo

int m=grid.size(), n=grid[0].size();

vector<int> dir={0,1,0,-1,0};

vector<vector<int>> dist(m, vector<int> (n,INT\_MAX));

dist[0][0]=0;

pq.push({0,{0,0}});

while(!pq.empty())

{

auto v=pq.top();

pq.pop();

int i=v.second.first, j=v.second.second, d=v.first;

for(int k=0;k<4;k++)

{

int x=i+dir[k], y=j+dir[k+1];

if(x<0 || x>=m || y<0 || y>=n) continue;

int wt;

if(grid[x][y]==1)

{

wt=1;

}

else

{

wt=0;

}

if(d+wt<dist[x][y])

{

dist[x][y]=d+wt;

pq.push({dist[x][y],{x,y}});

}

}

}

return dist[m-1][n-1];

}

This approach gives us the answer but its time complexity is (O(V+E)logN)

Extra logN comes because of the use of Priority Queue

TIME TO THINK == > Do we really need dijkastras algo. No we don't because we have only 2 different kinds of weights so we have a better and faster approach i.e 0-1 BFS.

**0-1BFS Method**

Let me try to explain when we use 0-1 bfs and what are the advantages :-

This is used when only two types of states/ weights are present

This works using a deque so the complexity is O(V+E) like a normal bfs traversal

Links to refer for 0-1 BFS

<https://cp-algorithms.com/graph/01_bfs.html>

class Solution {

public:

int minimumObstacles(vector<vector<int>>& grid) {

int m=grid.size(), n=grid[0].size();

vector<int> dir={0,1,0,-1,0};

vector<vector<int>> dist(m, vector<int> (n,INT\_MAX));

vector<vector<bool>> vis(m, vector<bool>(n,0));

deque<pair<int,int>>q;

dist[0][0]=0;

q.push\_front({0,0});

while(!q.empty())

{

auto cur=q.front();

q.pop\_front();

int x=cur.first;

int y=cur.second;

for(int i=0;i<4;i++)

{

int cx=x+dir[i];

int cy=y+dir[i+1];

if(cx>=0 and cy>=0 and cx<m and cy<n)

{

if(!vis[cx][cy])

{

dist[cx][cy]=dist[x][y]+(grid[cx][cy]==1);

if(grid[cx][cy]==1)

q.push\_back({cx,cy});//obstacle cell pushed at the end

else

q.push\_front({cx,cy}); //empty cell pushed on top

vis[cx][cy] = true;

}

}

}

}

return dist[m-1][n-1];

}

};

**Why in above Leetcode 1293 Dijkstra solution we need one more field in 'State' object as 'steps' but Leetcode 2290 Dijkstra solution don't need it ?**

The key difference between the two problems lies in the nature of the constraints and the goal for each problem.

**Leetcode 1293: "Shortest Path in a Grid with Obstacles Elimination"**

**Problem Requirements:**

Goal: Find the shortest path from the top-left to the bottom-right of the grid.

Constraints: You can eliminate up to k obstacles.

Objective: Minimize the number of steps to reach the target cell.

**Why We Need steps:**

Path Length: The primary goal is to minimize the number of steps taken to reach the target. Each state needs to keep track of the number of steps to ensure we are indeed minimizing the path length.

Optimal Path: When we evaluate which state to process next, we need to compare not just the number of obstacles removed but also the number of steps taken to reach that state. The steps field helps us prioritize states that lead to shorter paths.

Priority Queue: The priority queue needs to sort states not only by the number of obstacles removed but also by the number of steps taken. Thus, steps is essential for the ordering in the priority queue.

**Leetcode 2290: "Minimum Obstacle Removal to Reach Corner"**

**Problem Requirements:**

Goal: Find the minimum number of obstacles to remove to get from the top-left to the bottom-right of the grid.

Constraints: The number of obstacles is the primary constraint.

Objective: Minimize the number of obstacles removed.

**Why We Don't Need steps:**

Obstacle Removal Focus: The primary objective is to minimize the number of obstacles removed, not the number of steps taken.

Sufficient to Track Obstacles: The shortest path in terms of steps is inherently considered because we always take the path with the fewest obstacles first. Since each step contributes equally to the path length in an unweighted sense, tracking the number of obstacles is sufficient.

Priority Queue: The priority queue in this problem only needs to order states by the number of obstacles removed, making the steps field unnecessary.

**Summarizing the Differences:**

Leetcode 1293:

Objective: Minimize steps while keeping track of the number of obstacles removed.

State Representation: (row, col, steps, obstaclesRemoved).

Priority Queue: Orders states based on steps to ensure the shortest path in terms of steps.

Leetcode 2290:

Objective: Minimize the number of obstacles removed to reach the target.

State Representation: (row, col, obstaclesRemoved).

Priority Queue: Orders states based on obstaclesRemoved to ensure the minimum obstacles are removed.

In summary, the difference in the requirement of the steps field arises from the different objectives of the two problems: minimizing path length in one case and minimizing obstacle removal in the other.

**Refer to**

[L1293.Shortest Path in a Grid with Obstacles Elimination (Ref.L743,L2290)](note://WEBa01cb15801adc2626262e2f194736bef)

[0-1 BFS](note://WEB28136176b9a074a7d4b4ae45d6b6bc7a)

[Dijkstra Shortest Path Algorithm - A Detailed and Visual Introduction](note://80857119213E49EC840091BB3F7E4356)