<https://leetcode.com/problems/minimum-limit-of-balls-in-a-bag/description/>

You are given an integer array nums where the ith bag contains nums[i] balls. You are also given an integer maxOperations.

You can perform the following operation at most maxOperations times:

Take any bag of balls and divide it into two new bags with a positive number of balls.

For example, a bag of 5 balls can become two new bags of 1 and 4 balls, or two new bags of 2 and 3 balls.

Your penalty is the maximum number of balls in a bag. You want to minimize your penalty after the operations.

Return the minimum possible penalty after performing the operations.

**Example 1:**

**Input:** nums = [9], maxOperations = 2

**Output:** 3

**Explanation:**

- Divide the bag with 9 balls into two bags of sizes 6 and 3. [**9**] -> [6,3].

- Divide the bag with 6 balls into two bags of sizes 3 and 3. [**6**,3] -> [3,3,3].

The bag with the most number of balls has 3 balls, so your penalty is 3 and you should return 3.

**Example 2:**

**Input:** nums = [2,4,8,2], maxOperations = 4

**Output:** 2

**Explanation:**

- Divide the bag with 8 balls into two bags of sizes 4 and 4. [2,4,**8**,2] -> [2,4,4,4,2].

- Divide the bag with 4 balls into two bags of sizes 2 and 2. [2,**4**,4,4,2] -> [2,2,2,4,4,2].

- Divide the bag with 4 balls into two bags of sizes 2 and 2. [2,2,2,**4**,4,2] -> [2,2,2,2,2,4,2].

- Divide the bag with 4 balls into two bags of sizes 2 and 2. [2,2,2,2,2,**4**,2] -> [2,2,2,2,2,2,2,2].

The bag with the most number of balls has 2 balls, so your penalty is 2, and you should return 2.

**Constraints:**

1 <= nums.length <= 10^5

1 <= maxOperations, nums[i] <= 10^9

**Attempt 1: 2024-12-09**

**Solution 1: Binary Search + Greedy (10 min)**

**Style 1: canDistribute**

class Solution {

    public int minimumSize(int[] nums, int maxOperations) {

        int lo = 1;

        // The largest possible maximum is max(nums),

        // as no bag can exceed its initial size.

        int hi = 1;

        for(int num : nums) {

            hi = Math.max(hi, num);

        }

        // Find lower boundary (Since requires return the minimum

        // possible penalty after performing the operations)

        while(lo <= hi) {

            int mid = lo + (hi - lo) / 2;

            if(canDistribute(nums, maxOperations, mid)) {

                hi = mid - 1;

            } else {

                lo = mid + 1;

            }

        }

        return lo;

    }

    // 'penalty' is the maximum number of balls in a bag

    private boolean canDistribute(int[] nums, int maxOperations, int minPenalty) {

        int count = 0;

        for(int balls : nums) {

            // Equivalent to ceil(balls / minPenalty) - 1

            // and ceil(balls / minPenalty) = (balls - 1) / minPenalty + 1

// '- 1' for the divide operation count always one less than

// divided

            count += (balls - 1) / minPenalty;

        }

        return count <= maxOperations;

    }

}

Time Complexity: O(nlogn)

Space Complexity: O(1)

**Style 2: cannotDistribute**

class Solution {

    public int minimumSize(int[] nums, int maxOperations) {

        int lo = 1;

        // The largest possible maximum is max(nums),

        // as no bag can exceed its initial size.

        int hi = 1;

        for(int num : nums) {

            hi = Math.max(hi, num);

        }

        // Find lower boundary (Since requires return the minimum

        // possible penalty after performing the operations)

        while(lo <= hi) {

            int mid = lo + (hi - lo) / 2;

            // Since want to find minimum possible penalty after

            // performing the operations, if 'mid' cannot satisfy,

            // we can move 'lo' forward to 'mid + 1' for larger

            // minimum penalty attempt, otherwise, we can move

            // 'hi' backward to 'mid - 1' for smaller minimum

            // penalty attempt

            if(cannotDistribute(nums, maxOperations, mid)) {

                lo = mid + 1;

            } else {

                hi = mid - 1;

            }

        }

        return lo;

    }

    // 'penalty' is the maximum number of balls in a bag

    private boolean cannotDistribute(int[] nums, int maxOperations, int minPenalty) {

        int count = 0;

        for(int balls : nums) {

            // Equivalent to ceil(balls / minPenalty) - 1

            // and ceil(balls / minPenalty) = (balls - 1) / minPenalty + 1

            count += (balls - 1) / minPenalty;

            // If over limited 'maxOperations' not able to distribute,

            // then early terminate

            if(count > maxOperations) {

                return true;

            }

        }

        return false;

    }

}

Time Complexity: O(nlogn)

Space Complexity: O(1)

**Refer to chatGPT**

This is a **binary search on the answer** problem. The task is to minimize the maximum number of balls in a bag after splitting bags.

**Key Idea:**

Binary Search:

The smallest possible maximum is 1.

The largest possible maximum is max⁡(nums), as no bag can exceed its initial size.

Feasibility Check:

For a given maximum size x, calculate how many operations are needed to ensure no bag contains more than x balls.

If the total operations required ≤max, then x is feasible.

class Solution {

public int minimumSize(int[] nums, int maxOperations) {

// Binary search bounds

int left = 1;

int right = Arrays.stream(nums).max().getAsInt();

while (left < right) {

int mid = left + (right - left) / 2;

if (canDistribute(nums, maxOperations, mid)) {

right = mid; // Try for a smaller maximum size

} else {

left = mid + 1; // Increase the maximum size

}

}

return left;

}

private boolean canDistribute(int[] nums, int maxOperations, int maxSize) {

int operations = 0;

for (int balls : nums) {

if (balls > maxSize) {

// Calculate operations needed to reduce this bag to <= maxSize

operations += (balls - 1) / maxSize; // Equivalent to ceil(balls / maxSize) - 1

}

}

return operations <= maxOperations;

}

}

**Explanation:**

Binary Search:

Start with left = 1 and right = max(nums).

Use the mid-point of the current range to test if it’s feasible to reduce all bag sizes to ≤ mid.

canDistribute **Function**:

For each bag, calculate how many splits are required to reduce the number of balls to ≤ maxSize.

Accumulate these operations and return true if the total ≤ maxOperations, otherwise false.

Splitting Logic:

For a bag containing balls, splitting it into sub-bags with ≤ maxSize balls requires:
splits = ⌈ballsmaxSize / maxSize⌉−1

This is implemented as (balls−1) / maxSize to avoid using floating-point arithmetic.
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