<https://leetcode.com/problems/minimum-cost-to-make-array-equal/description/>

You are given two **0-indexed** arrays nums and cost consisting each of n **positive** integers.

You can do the following operation **any** number of times:

Increase or decrease **any** element of the array nums by 1.

The cost of doing one operation on the ith element is cost[i].

Return the **minimum** total cost such that all the elements of the array nums become **equal**.

**Example 1:**

**Input:** nums = [1,3,5,2], cost = [2,3,1,14]

**Output:** 8

**Explanation:** We can make all the elements equal to 2 in the following way:

- Increase the 0th element one time. The cost is 2.

- Decrease the 1st element one time. The cost is 3.

- Decrease the 2nd element three times. The cost is 1 + 1 + 1 = 3.

The total cost is 2 + 3 + 3 = 8.

It can be shown that we cannot make the array equal with a smaller cost.

**Example 2:**

**Input:** nums = [2,2,2,2,2], cost = [4,2,8,1,3]

**Output:** 0

**Explanation:** All the elements are already equal, so no operations are needed.

**Constraints:**

n == nums.length == cost.length

1 <= n <= 10^5

1 <= nums[i], cost[i] <= 10^6

Test cases are generated in a way that the output doesn't exceed 2^53 - 1

**Attempt 1: 2024-12-29**

**Solution 1: Binary Search (180 min)**

class Solution {

    public long minCost(int[] nums, int[] cost) {

        // Initialize the search range for the target value 'x'.

        // The smallest value in nums could be a possible 'x', so set left to 1.

        // The largest value in nums could be a possible 'x', so set right to 1,000,000

        // (the maximum constraint of nums).

        long left = 1L;

        long right = 1000000L;

        // Adjust 'left' and 'right' based on the minimum and maximum values in 'nums'.

        for (int num : nums) {

            left = Math.min(num, left);

            right = Math.max(num, right);

        }

        // Initialize the answer with the cost of transforming all elements to 1 (arbitrary start).

        long ans = findCost(nums, cost, 1);

        // Perform binary search to find the value of 'x' that minimizes the cost.

        while (left < right) {

            // Calculate the mid-point of the current search range.

            long mid = (left + right) / 2;

            // Compute the total cost for transforming all numbers to 'mid' and 'mid + 1'.

            long y1 = findCost(nums, cost, mid);

            long y2 = findCost(nums, cost, mid + 1);

            // Update the answer with the minimum cost found so far.

            ans = Math.min(y1, y2);

            // If the cost for 'mid' is smaller than for 'mid + 1', the minimum

            // lies in the range [left, mid], so adjust the right bound.

            if (y1 < y2) {

                right = mid;

            }

            // Otherwise, the minimum lies in the range [mid + 1, right], so adjust the left bound.

            else {

                left = mid + 1;

            }

        }

        // Return the minimum cost found.

        return ans;

    }

    // Helper function to calculate the total cost of transforming all numbers in `nums`

    // to a target value `x` given the associated `cost` array.

    private long findCost(int[] nums, int[] cost, long x) {

        long res = 0L; // Initialize the result (total cost) to 0

        for (int i = 0; i < nums.length; i++) {

            // Add the cost of transforming nums[i] to x

            res += Math.abs(nums[i] - x) \* cost[i];

        }

        return res;

    }

}

Time Complexity: O(nlogn)

Space Complexity: O(1)

**Explanation of Key Components:**

findCost **Function**:

This calculates the total cost of transforming all elements in nums to the value x.

The cost of transforming a single element nums[i] to x is given by cost[i]⋅∣nums[i]−x∣, which is added to the total result.

Binary Search:

The binary search operates on the range [1,1000000] or the actual minimum and maximum values in nums.

The midpoint mid is checked to determine whether the cost decreases by moving left or right. Since the function f(x) is convex, the search can efficiently narrow down to the global minimum.

Key Decisions in Binary Search:

Compare findCost(nums, cost, mid) and findCost(nums, cost, mid + 1).

If the cost at mid is less than at mid + 1, it means the global minimum lies on the left of mid, so update right = mid.

Otherwise, the global minimum lies on the right of mid, so update left = mid + 1.

Initialization:

The left and right bounds are initialized based on the minimum and maximum values of nums to ensure the search operates within the valid range.

Termination:

The loop continues until left equals right, at which point the search range has narrowed to a single value, representing the point of minimum cost.

**Complexity:**

Time Complexity:

Binary search on the range [1,max(nums)] takes O(log⁡(max(nums))).

Each iteration of binary search calls findCost, which is O(n).

Total: O(n⋅log⁡(max(nums))).

Space Complexity:

O(1), as no additional space is used beyond variables.

This combination of binary search and convex function properties ensures an efficient solution to the problem.

**Refer to**

<https://leetcode.com/problems/minimum-cost-to-make-array-equal/solutions/2734162/java-c-python-binary-search/>

**Explanation**

Assume the final equal values are x

the total cost function y = f(x) is a **convex function** (**monotonically descending to, and then ascending from, a single minimum**).

on the range of [min(A), max(A)].

To find the minimum value of f(x),

**we can binary search x by comparing f(mid) and f(mid + 1).**

**If f(mid) <= f(mid + 1), the minimum f(x) is on the left of mid, where x <= mid**

**If f(mid) >= f(mid + 1), the minimum f(x) is on the right of mid + 1, where x >= mid.**

**Repeatly doing this while left < right, until we find the minimum value and return it.**

This method is known as trinary search, if we check f(mid1) and f(mid2).

**Complexity**

Time O(nlog(a)), where a is the range of A[i]

Space O(1)

private long findCost(int[] nums, int[] cost, long x) {

long res = 0L;

for (int i = 0; i < nums.length; i++){

res += Math.abs(nums[i] - x) \* cost[i];

}

return res;

}

public long minCost(int[] nums, int[] cost) {

long left = 1L;

long right = 1000000L;

for (int num : nums) {

left = Math.min(num, left);

right = Math.max(num, right);

}

long ans = findCost(nums, cost, 1);

while (left < right) {

long mid = (left + right) / 2;

long y1 = findCost(nums, cost, mid);

long y2 = findCost(nums, cost, mid + 1);

ans = Math.min(y1, y2);

if (y1 < y2){

right = mid;

}

else{

left = mid + 1;

}

}

return ans;

}

}

**Pure math based explanation of why Cost Function is convex**

**Refer to chatGPT**

The binary search solution for LeetCode 2448 relies on the fact that the cost function f(x), defined as
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is a **convex function**. This mathematical property allows us to efficiently find the global minimum of f(x) using binary search.

**Mathematical Proof of Convexity**

**1. Absolute Value Decomposition**:The function f(x) can be written as:

![image.png](data:image/png;base64,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)

This splits f(x) into two linear components depending on the value of x:

For x≤nums[i], f(x) decreases linearly with slope −cost[i].

For x>nums[i], f(x) increases linearly with slope cost[i].

**2. Change in Slope**:

At x=nums[i], there is a **kink** in the function (where the slope changes).

The overall slope of f(x) is the sum of the slopes for each term in the summation.

When x is less than all values of nums[i], f(x) has a constant negative slope.

When x is greater than all values of nums[i], f(x) has a constant positive slope.

Thus, f(x) transitions from decreasing to increasing as x moves across the values of nums[i].

**3. Convexity**:

A function f(x)) is convex if its second derivative is non-negative, or equivalently, if its slope is non-decreasing. For f(x):

Between any two values of nums[i], the slope is constant (linear segments).

As x moves past nums[i], the slope increases due to the added contribution of cost[i].

Therefore, f(x) is convex because its slope is non-decreasing.

**Binary Search on Convex Function**

The binary search algorithm relies on the following key property of convex functions:

For a convex function f(x), if f(a)<f(b), then the global minimum lies in the range [a,b).

Conversely, if f(a)>f(b), the global minimum lies in the range (a,b].

In the solution:

**Midpoint Calculation**: At each step, the mid is calculated as ⌊(left+right)/2⌋.

**Cost Evaluation**: **The values f(mid) and f(mid+1) are computed:**

**If f(mid)<f(mid+1), the global minimum must be to the left, so the search range becomes [left,mid].**

**Otherwise, the global minimum is to the right, so the search range becomes [mid+1,right].**

**Convergence**: The algorithm continues until left=right, which corresponds to the point where f(x) achieves its global minimum.

**Key Insights**

**Convexity Guarantees Single Minimum**: Since f(x) is convex, it has exactly one global minimum, and binary search can efficiently locate this minimum.

**Slope Comparisons Ensure Correct Range**: The binary search steps are justified because the slope of f(x) increases monotonically. Comparing f(mid) and f(mid+1) is sufficient to decide the direction of the search.

**DP vs. W-Median vs. Binary Search**

**Refer to**

<https://leetcode.com/problems/minimum-cost-to-make-array-equal/solutions/2734091/dp-vs-w-median-vs-binary-search/>

I'd say DP is the "go to" solution for the interview.

Binary search needs some reasoning, and the weighted median is quite tricky.

**DP**

In the end, all elements of the array will be equal to some element n[i].

Well, you say, if our array is [2, 5], what if we can achieve min cost by making them 3 or 4?

For this to be the case, the cost for both 2 and 5 must be the same. But if the cost the same, we can achieve the same min cost if we pick 2 or 5.

Let's call it a pivot.

**If we sort the array, elements on the left of the pivot will increase, and on the right - decrease.**

**We go left-to-right in the sorted array, and compute cost for each pivot (cost\_l[i]).**

**Then we do the same right-to-left, compute cost (cost\_r), track and the minimum total cost (min(cost\_l[i], cost\_r)).**

long long minCost(vector<int>& n, vector<int>& cost) {

vector<long long> id(n.size()), cost\_l(n.size());

iota(begin(id), end(id), 0);

sort(begin(id), end(id), [&](int i, int j){

return n[i] < n[j];

});

for (long long i = 0, psum = 0; i < n.size() - 1; ++i) {

psum += cost[id[i]];

cost\_l[i + 1] = cost\_l[i] + psum \* (n[id[i + 1]] - n[id[i]]);

}

long long res = cost\_l.back(), cost\_r = 0;

for (long long j = n.size() - 1, psum = 0; j > 0; --j) {

psum += cost[id[j]];

cost\_r += psum \* (n[id[j]] - n[id[j - 1]]);

res = min(res, cost\_l[j - 1] + cost\_r);

}

return res;

}

**Binary Search**

This solution is based on the fact that the cost is the **convex function** (**monotonically descending to, and then ascending from, a single minimum**).

**For a given point, we compute the cost for it and its neighbor. By comparing those costs, we can tell whether the minimum is on the left or on the right.**

We binary-search for that minimum.

long long minCost(vector<int>& n, vector<int>& cost) {

long long l = 1, r = 1000000, res = 0, res1 = 0;

while (l < r) {

int m = (l + r) / 2;

res = res1 = 0;

for (int i = 0; i < n.size(); ++i) {

res += (long long)cost[i] \* abs(n[i] - m);

res1 += (long long)cost[i] \* abs(n[i] - (m + 1));

}

if (res < res1)

r = m;

else

l = m + 1;

}

return min(res, res1);

}

**Weighted Median**

If the cost for all element is the same, then the minimum cost is when all numbers converge at the median.

Since the cost is not the same, we need to find a weighted median.

To find a weighted median, we sort elements, "repeating" each element based on its weight.

For [1,3,5,2], [2,3,1,4] case, the repeated array looks like this (median is in bold): [1,1,2,2,2,2,3,3,3,5].

We do not need to actually generate that repeated array, we can just simulate it.

We find the total weight (10), aggregate the current weight going from one side, and stop when current >= total / 2.

We sort the index array, so we do not have to combine n and cost and sort them together.

long long minCost(vector<int>& n, vector<int>& cost) {

vector<long long> id(n.size());

iota(begin(id), end(id), 0);

sort(begin(id), end(id), [&](int i, int j){ return n[i] < n[j]; });

long long total = accumulate(begin(cost), end(cost), 0LL), j = 0;

for (long long cur = 0; cur + cost[id[j]] < total / 2; ++j)

cur += cost[id[j]];

return accumulate(begin(id), end(id), 0LL, [&](long long sum, int i){

return sum + (long long)cost[id[i]] \* abs(n[id[i]] - n[id[j]]);

});

}

**Weighted Median + Binary Search**

Instead of sorting, we can use binary search to find the weigthed median.

long long minCost(vector<int>& n, vector<int>& cost) {

long long total = accumulate(begin(cost), end(cost), 0LL), res = 0;

int l = 0, r = 1000000;

while (l < r) {

long long sum = 0, m = (l + r) / 2;

for (int i = 0; i < n.size(); ++i)

sum += n[i] <= m ? cost[i] : 0;

if (sum <= total / 2)

l = m + 1;

else

r = m;

}

for (int i = 0; i < n.size(); ++i)

res += (long long)cost[i] \* abs(n[i] - l);

return res;

}

**Refer to Deepseek**

LeetCode 2448 要求我们找到使数组 nums 中所有元素相等的最小总成本。每次操作（增加或减少元素 1）的成本由 cost 数组给出。这里提供一种**基于前缀和与排序**的 Java 解法，并解释其原理。这种方法通常比二分查找更高效，且思路清晰。

**📊 Java 解法（排序与前缀和**）

import java.util.\*;

class Solution {

public long minCost(int[] nums, int[] cost) {

int n = nums.length;

int[][] pairs = new int[n][2];

for (int i = 0; i < n; i++) {

pairs[i][0] = nums[i];

pairs[i][1] = cost[i];

}

Arrays.sort(pairs, (a, b) -> Integer.compare(a[0], b[0])); // 按 nums[i] 排序

long[] prefixWeightedSum = new long[n + 1]; // 前缀加权和 (nums[i] \* cost[i])

long[] prefixCostSum = new long[n + 1]; // 前缀成本总和 (cost[i])

// 计算前缀和数组

for (int i = 1; i <= n; i++) {

long num = pairs[i - 1][0];

long cst = pairs[i - 1][1];

prefixWeightedSum[i] = prefixWeightedSum[i - 1] + num \* cst;

prefixCostSum[i] = prefixCostSum[i - 1] + cst;

}

long minTotalCost = Long.MAX\_VALUE;

int totalElements = n;

// 考虑将每个不同的 nums[i] 作为目标值

for (int i = 1; i <= n; i++) {

long currentNum = pairs[i - 1][0];

// 计算将左侧所有元素提升到 currentNum 的成本

long leftCost = currentNum \* prefixCostSum[i - 1] - prefixWeightedSum[i - 1];

// 计算将右侧所有元素降低到 currentNum 的成本

long rightCost = (prefixWeightedSum[n] - prefixWeightedSum[i]) - currentNum \* (prefixCostSum[n] - prefixCostSum[i]);

long totalCost = leftCost + rightCost;

if (totalCost < minTotalCost) {

minTotalCost = totalCost;

}

}

return minTotalCost;

}

}

**🧠 原理解**析

**1. 问题分析**

我们需要选择一个目标值 target，使得所有 nums[i] 变为 target 的总成本最小。

总成本的计算公式为：Σ |nums[i] - target| \* cost[i]。

关键洞察：**最优的 target 一定是 nums 中已有的某个值**。这是因为成本函数 Σ |nums[i] - x| \* cost[i] 是一个分段线性函数，其最小值点必然出现在某个 nums[i] 处。

**2. 排序与前缀和**

**排序**：首先将 nums 和 cost 组成对，并按 nums 的值进行排序。这使得我们可以有序地考虑每个可能的目标值，并高效计算其左右两边的成本。

**前缀和数组**：

prefixWeightedSum[i]：存储了前 i 个元素（按排序后顺序）的 nums[j] \* cost[j] 的累积和。

prefixCostSum[i]：存储了前 i 个元素的 cost[j] 的累积和。

这两个数组帮助我们在 O(1) 时间内计算任意区间内元素的加权和或成本总和。

**3. 成本计算**

对于排序后的每个位置 i（其对应的 nums 值为 currentNum，作为候选 target），总成本分为两部分：

**左侧成本**（leftCost）：将所有小于 currentNum 的元素提升到 currentNum 的成本。

计算公式：currentNum \* prefixCostSum[i-1] - prefixWeightedSum[i-1]

解释：currentNum \* prefixCostSum[i-1] 表示如果所有左侧元素都变成 currentNum 后的理想加权和，减去它们原有的加权和 prefixWeightedSum[i-1]，即为需要填补的成本。

**右侧成本**（rightCost）：将所有大于 currentNum 的元素降低到 currentNum 的成本。

计算公式：(prefixWeightedSum[n] - prefixWeightedSum[i]) - currentNum \* (prefixCostSum[n] - prefixCostSum[i])

解释：右侧元素原有的加权和减去它们都变成 currentNum 后的理想加权和。

**总成本**：leftCost + rightCost。

**4. 复杂度**

**时间复杂度**：O(n log n)，主要由排序步骤决定。计算前缀和和遍历候选目标值都是 O(n)。

**空间复杂度**：O(n)，用于存储排序后的数组和前前缀和数组。

**📌 例子说**明

假设 nums = [1, 3, 5, 2], cost = [2, 3, 1, 14]。

**排序**：将 (nums[i], cost[i]) 按 nums[i] 排序后得到：[(1,2), (2,14), (3,3), (5,1)]。

**计算前缀和数组**：

prefixWeightedSum: [0, 1*2=2, 2+2\**14=30, 30+3\**3=39, 39+5\**1=44]

prefixCostSum: [0, 2, 2+14=16, 16+3=19, 19+1=20]

**计算每个候选目标值的成本**（以 currentNum = 2 为例，即排序后第2个元素）：

左侧成本 = 2 \* prefixCostSum[1] - prefixWeightedSum[1] = 2 \* 2 - 2 = 2

右侧成本 = (prefixWeightedSum[4] - prefixWeightedSum[2]) - 2 \* (prefixCostSum[4] - prefixCostSum[2]) = (44 - 30) - 2 \* (20 - 16) = 14 - 8 = 6

总成本 = 2 + 6 = 8

验证：将所有元素变为 2 的成本：

1 → 2: |1-2| \* 2 = 2

3 → 2: |3-2| \* 3 = 3

5 → 2: |5-2| \* 1 = 3

2 → 2: 0

总成本 = 2 + 3 + 3 = 8，与计算一致。

**💡 为什么这种方法有效**？

通过排序和前缀和，我们避免了为每个候选目标值重新遍历所有元素计算成本（O(n) per target），而是通过数学推导和预处理，将每个候选目标值的成本计算优化到 O(1)，从而将总体复杂度控制在 O(n log n)。

这种方法的优势在于其通用性和稳定性，不像二分查找那样需要担心搜索范围的边界或者函数凸性，并且其时间复杂度在有大量数据时依然表现良好。

希望这个解释对你有帮助！如果有任何疑问，欢迎继续提问。

**下面是基于二分法的介绍**

好的，我来详细解释使用**二分法**解决 LeetCode 2448 的解法。

**🔍 二分法解法原**理

二分法在这里的应用基于一个关键观察：**成本函数 f(x) = Σ |nums[i] - x| \* cost[i] 是一个凸函数（单谷函数）**，即先递减后递增，存在唯一的最小值点。

**📊 Java 解法（二分法**）

class Solution {

public long minCost(int[] nums, int[] cost) {

// 找到 nums 的最小值和最大值，确定二分搜索范围

int left = Integer.MAX\_VALUE;

int right = Integer.MIN\_VALUE;

for (int num : nums) {

left = Math.min(left, num);

right = Math.max(right, num);

}

long minCost = Long.MAX\_VALUE;

// 二分搜索找到使总成本最小的 target 值

while (left <= right) {

int mid = left + (right - left) / 2;

// 计算当前中点 mid 的总成本

long costMid = calculateCost(nums, cost, mid);

// 计算 mid + 1 的总成本，用于判断趋势

long costMidPlus = calculateCost(nums, cost, mid + 1);

// 更新最小成本

minCost = Math.min(minCost, costMid);

if (costMid < costMidPlus) {

// 成本在上升，最小值在左侧

right = mid - 1;

} else {

// 成本在下降，最小值在右侧

left = mid + 1;

}

}

return minCost;

}

// 计算将所有元素变为 target 的总成本

private long calculateCost(int[] nums, int[] cost, int target) {

long totalCost = 0;

for (int i = 0; i < nums.length; i++) {

totalCost += (long) Math.abs(nums[i] - target) \* cost[i];

}

return totalCost;

}

}

**🧠 原理解**析

**1. 成本函数的凸性**

成本函数 f(x) = Σ |nums[i] - x| \* cost[i] 具有以下性质：

当 x 很小时，函数值较大（需要增加很多元素）

随着 x 增大，函数值先减小后增大

存在一个唯一的 x 值使得函数取得最小值

这种先减后增的特性使得我们可以使用二分查找来找到最小值点。

**2. 二分搜索策略**

**搜索范围**：从 nums 数组的最小值到最大值

**判断条件**：比较 f(mid) 和 f(mid+1) 的大小关系

如果 f(mid) < f(mid+1)：最小值在 mid 左侧

如果 f(mid) > f(mid+1)：最小值在 mid 右侧

如果相等：已经找到最小值

**3. 为什么这样判断？**

因为成本函数是凸函数：

如果 f(mid) < f(mid+1)，说明函数在 mid 处已经开始上升，最小值在左侧

如果 f(mid) > f(mid+1)，说明函数在 mid 处还在下降，最小值在右侧

**📌 例子说**明

假设 nums = [1, 3, 5, 2], cost = [2, 3, 1, 14]：

**初始状态**：

left = 1, right = 5

mid = (1+5)/2 = 3

**第一次迭代**：

f(3) = |1-3|×2 + |3-3|×3 + |5-3|×1 + |2-3|×14 = 4 + 0 + 2 + 14 = 20

f(4) = |1-4|×2 + |3-4|×3 + |5-4|×1 + |2-4|×14 = 6 + 3 + 1 + 28 = 38

f(3) < f(4)，所以最小值在左侧，right = 2

**第二次迭代**：

left = 1, right = 2

mid = (1+2)/2 = 1

f(1) = |1-1|×2 + |3-1|×3 + |5-1|×1 + |2-1|×14 = 0 + 6 + 4 + 14 = 24

f(2) = |1-2|×2 + |3-2|×3 + |5-2|×1 + |2-2|×14 = 2 + 3 + 3 + 0 = 8

f(1) > f(2)，所以最小值在右侧，left = 2

**第三次迭代**：

left = 2, right = 2

找到最小值点 x = 2，最小成本为 8

**⚡ 优化版本（避免重复计算）**

class Solution {

public long minCost(int[] nums, int[] cost) {

int left = Integer.MAX\_VALUE;

int right = Integer.MIN\_VALUE;

for (int num : nums) {

left = Math.min(left, num);

right = Math.max(right, num);

}

while (left < right) {

int mid = left + (right - left) / 2;

long cost1 = calculateCost(nums, cost, mid);

long cost2 = calculateCost(nums, cost, mid + 1);

if (cost1 < cost2) {

right = mid;

} else {

left = mid + 1;

}

}

return calculateCost(nums, cost, left);

}

private long calculateCost(int[] nums, int[] cost, int target) {

long total = 0;

for (int i = 0; i < nums.length; i++) {

total += (long) Math.abs(nums[i] - target) \* cost[i];

}

return total;

}

}

**📊 复杂度分**析

**时间复杂度**：O(n log K)，其中 K 是搜索范围的大小（max - min）

每次二分搜索减少一半的搜索范围

每次计算成本需要 O(n) 时间

**空间复杂度**：O(1)

**🎯 两种方法对**比

|  |  |  |
| --- | --- | --- |
| 特性 | 前缀和法 | 二分法 |
| 时间复杂度 | O(n log n) | O(n log K) |
| 空间复杂度 | O(n) | O(1) |
| 适用场景 | 数据量适中 | 数据范围适中 |
| 优势 | 数学推导清晰 | 实现简单直观 |
| 劣势 | 需要排序和存储前缀和 | 可能重复计算成本 |

二分法的优势在于实现简单，不需要复杂的数学推导，而且空间复杂度更低。当数据范围 K = max - min 不是特别大时，二分法通常是不错的选择。

希望这个详细的解释对你有帮助！

**Refer to**

[L2968.Apply Operations to Maximize Frequency Score](note://WEB45984b791ce0bb0f0a1224f1eb84df43)