<https://leetcode.com/problems/maximum-rows-covered-by-columns/description/>

You are given an m x n binary matrix matrix and an integer numSelect.

Your goal is to select exactly numSelect **distinct**columns from matrix such that you cover as many rows as possible.

A row is considered **covered** if all the 1's in that row are also part of a column that you have selected. If a row does not have any 1s, it is also considered covered.

More formally, let us consider selected = {c1, c2, ...., cnumSelect} as the set of columns selected by you. A row i is **covered** by selected if:w

For each cell where matrix[i][j] == 1, the column j is in selected.

Or, no cell in row i has a value of 1.

Return the **maximum** number of rows that can be **covered** by a set of numSelect columns.

**Example 1:**

![stickPicture.png](data:image/png;base64,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)

**Input:** matrix = [[0,0,0],[1,0,1],[0,1,1],[0,0,1]], numSelect = 2

**Output:** 3

**Explanation:**

One possible way to cover 3 rows is shown in the diagram above.

We choose s = {0, 2}.

- Row 0 is covered because it has no occurrences of 1.

- Row 1 is covered because the columns with value 1, i.e. 0 and 2 are present in s.

- Row 2 is not covered because matrix[2][1] == 1 but 1 is not present in s.

- Row 3 is covered because matrix[2][2] == 1 and 2 is present in s.

Thus, we can cover three rows.

Note that s = {1, 2} will also cover 3 rows, but it can be shown that no more than three rows can be covered.

**Example 2:**

![stickPicture.png](data:image/png;base64,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)

**Input:** matrix = [[1],[0]], numSelect = 1

**Output:** 2

**Explanation:**

Selecting the only column will result in both rows being covered since the entire matrix is selected.

**Constraints:**

m == matrix.length

n == matrix[i].length

1 <= m, n <= 12

matrix[i][j] is either 0 or 1.

1 <= numSelect <= n

**Attempt 1: 2025-08-25**

**Solution 1: Bit Manipulation (180 min)**

class Solution {

    public int maximumRows(int[][] matrix, int numSelect) {

        int m = matrix.length;

        int n = matrix[0].length;

        // Step 1: Convert each row to a bitmask

        // Each row is represented as an integer where each bit indicates

        // whether the corresponding column has a 1 in that row

        int[] rowMasks = new int[m];

        for(int i = 0; i < m; i++) {

            for(int j = 0; j < n; j++) {

                if(matrix[i][j] == 1) {

                    // Set the j-th bit in rowMasks[i]

                    // Example: if j=2, 1 << 2 = 4 (binary: 100)

                    // rowMasks[i] |= 4 sets the 3rd bit (0-indexed)

                    rowMasks[i] |= (1 << j);

                }

            }

        }

        int maxRows = 0;

        // Total possible column combinations: 2^n

        int totalMasks = 1 << n;

        // Step 2: Iterate through all possible column combinations

        for(int mask = 0; mask < totalMasks; mask++) {

            // Skip combinations that don't have exactly numSelect columns chosen

            if(Integer.bitCount(mask) != numSelect) {

                continue;

            }

            // Step 3: Count how many rows are covered by this column combination

            int count = 0;

            for(int rowMask : rowMasks) {

                // Check if all 1s in the row are within the selected columns

                // (rowMask & mask) extracts only the bits that are both in rowMask and mask

                // If this equals rowMask, it means all 1s in the row are covered by selected columns

                if((rowMask & mask) == rowMask) {

                    count++;

                }

            }

            maxRows = Math.max(maxRows, count);

        }

        return maxRows;

    }

}

Time Complexity: O(2^n \* m)

Space Complexity: O(m)

**Solution 2: Backtracking (30 min)**

class Solution {

    int maxRows = 0;

    public int maximumRows(int[][] matrix, int numSelect) {

        List<Integer> selectedColumns = new ArrayList<>();

        helper(matrix, numSelect, selectedColumns, 0);

        return maxRows;

    }

    private void helper(int[][] matrix, int numSelect, List<Integer> selectedColumns, int index) {

        if(selectedColumns.size() == numSelect) {

            int covered = countCoveredRows(matrix, selectedColumns);

            maxRows = Math.max(maxRows, covered);

            return;

        }

        for(int i = index; i < matrix[0].length; i++) {

            selectedColumns.add(i);

            helper(matrix, numSelect, selectedColumns, i + 1);

            selectedColumns.remove(selectedColumns.size() - 1);

        }

    }

    private int countCoveredRows(int[][] matrix, List<Integer> selectedColumns) {

        int count = 0;

        for(int i = 0; i < matrix.length; i++) {

            boolean covered = true;

            for(int j = 0; j < matrix[0].length; j++) {

                if(matrix[i][j] == 1 && !selectedColumns.contains(j)) {

                    covered = false;

                    break;

                }

            }

            if(covered) {

                count++;

            }

        }

        return count;

    }

}

Time Complexity: O(C(n, k) \* m \* n)

Space Complexity: O(n) for recursion stack

**Refer to Deepseek**

To solve this problem, we need to determine the maximum number of rows in a binary matrix that are covered by a selected set of columns. A row is considered covered if all the 1s in that row are within the selected columns.

**Approach**

**Problem Analysis**: The problem requires selecting a fixed number of columns such that as many rows as possible have all their 1s within these selected columns. Given the constraints (columns up to 12), we can use a bitmask approach to efficiently check all possible combinations of columns.

**Bitmask Representation**: Each row in the matrix can be represented as a bitmask where each bit indicates the presence of a 1 in the corresponding column. Similarly, each possible selection of columns can be represented as a bitmask.

**Check Coverage**: For each possible combination of columns (bitmask with exactly numSelect bits set), we check how many rows have their bitmask entirely contained within the selected columns bitmask. This is done using bitwise operations to ensure efficiency.

**Optimization**: By iterating over all possible bitmasks and counting the covered rows for each valid combination, we can find the maximum number of covered rows.

**Solution Code**

class Solution {

public int maximumRows(int[][] matrix, int numSelect) {

int m = matrix.length;

int n = matrix[0].length;

// Step 1: Convert each row to a bitmask

// Each row is represented as an integer where each bit indicates

// whether the corresponding column has a 1 in that row

int[] rowMasks = new int[m];

for (int i = 0; i < m; i++) {

for (int j = 0; j < n; j++) {

if (matrix[i][j] == 1) {

// Set the j-th bit in rowMasks[i]

// Example: if j=2, 1 << 2 = 4 (binary: 100)

// rowMasks[i] |= 4 sets the 3rd bit (0-indexed)

rowMasks[i] |= (1 << j);

}

}

}

int maxRows = 0;

int totalMasks = 1 << n; // Total possible column combinations: 2^n

// Step 2: Iterate through all possible column combinations

for (int mask = 0; mask < totalMasks; mask++) {

// Skip combinations that don't have exactly numSelect columns chosen

if (Integer.bitCount(mask) != numSelect) {

continue;

}

// Step 3: Count how many rows are covered by this column combination

int count = 0;

for (int rowMask : rowMasks) {

// Check if all 1s in the row are within the selected columns

// (rowMask & mask) extracts only the bits that are both in rowMask and mask

// If this equals rowMask, it means all 1s in the row are covered by selected columns

if ((rowMask & mask) == rowMask) {

count++;

}

}

// Update maximum count

if (count > maxRows) {

maxRows = count;

}

}

return maxRows;

}

}

**Explanation**

**Initialization**: The code first converts each row of the matrix into a bitmask where each bit represents whether the corresponding column has a 1 in that row.

**Bitmask Iteration**: It then iterates over all possible bitmasks (each representing a combination of columns). For each bitmask with exactly numSelect bits set, it checks how many rows are covered by verifying if the row's bitmask is a subset of the current column bitmask.

**Result Calculation**: The maximum number of covered rows across all valid bitmasks is tracked and returned as the result.

This approach efficiently leverages bitwise operations to check all possible column combinations, ensuring optimal performance given the problem constraints. The complexity is O(2^n \* m), which is feasible since n is at most 12.

**Bit Operation Explanation**

**1. Creating Row Bitmasks:**

rowMasks[i] |= (1 << j);

1 << j creates a number with only the j-th bit set

Example: j = 3 → 1 << 3 = 8 (binary: 1000)

|= (bitwise OR assignment) sets the j-th bit in rowMasks[i]

If rowMasks[i] was 5 (binary: 0101) and we set bit 2:

5 | (1 << 2) = 5 | 4 = 5 + 4 = 9 (binary: 1101)

**2. Checking Column Combinations:**

if (Integer.bitCount(mask) != numSelect)

Integer.bitCount(mask) counts how many bits are set to 1 in mask

This ensures we only consider combinations with exactly numSelect columns

**3. Checking Row Coverage:**

if ((rowMask & mask) == rowMask)

rowMask & mask performs bitwise AND:

Keeps only the bits that are set in both rowMask and mask

If the result equals rowMask, it means:

All 1s in the row (bits set in rowMask) are also selected in the column combination (bits set in mask)

In other words: the selected columns cover all 1s in this row

**Example:**

Row: [1, 0, 1, 1] → rowMask = 1101 (binary) = 13 (decimal)

Selected columns: [0, 2] (columns 0 and 2) → mask = 0101 (binary) = 5 (decimal)

rowMask & mask = 1101 & 0101 = 0101 ≠ 1101 → **Not covered**

Selected columns: [0, 2, 3] → mask = 1101 (binary) = 13 (decimal)

rowMask & mask = 1101 & 1101 = 1101 = rowMask → **Covered**

This bit manipulation approach efficiently checks all possible column combinations using fast bitwise operations, making it optimal for the problem constraints.

**Besides bitmask solution, do you know how to finish as Backtracking ?**

While the bitmask solution is efficient for this problem due to the constraints (columns up to 12), here's a backtracking approach that explores all combinations of selected columns:

**Backtracking Approach**

**Generate Combinations**: Use backtracking to generate all possible combinations of numSelect columns

**Check Coverage**: For each combination, check how many rows are fully covered (all 1s are within selected columns)

**Track Maximum**: Keep track of the maximum number of covered rows

**Solution Code**

class Solution {

private int maxRows = 0;

public int maximumRows(int[][] matrix, int numSelect) {

int n = matrix[0].length;

List<Integer> selected = new ArrayList<>();

backtrack(matrix, numSelect, 0, selected);

return maxRows;

}

private void backtrack(int[][] matrix, int numSelect, int start, List<Integer> selected) {

if (selected.size() == numSelect) {

// Check how many rows are covered by these selected columns

int covered = countCoveredRows(matrix, selected);

maxRows = Math.max(maxRows, covered);

return;

}

for (int i = start; i < matrix[0].length; i++) {

selected.add(i);

backtrack(matrix, numSelect, i + 1, selected);

selected.remove(selected.size() - 1);

}

}

private int countCoveredRows(int[][] matrix, List<Integer> selectedColumns) {

int count = 0;

for (int i = 0; i < matrix.length; i++) {

boolean covered = true;

for (int j = 0; j < matrix[0].length; j++) {

if (matrix[i][j] == 1 && !selectedColumns.contains(j)) {

covered = false;

break;

}

}

if (covered) {

count++;

}

}

return count;

}

}

**Optimized Backtracking with Pruning**

class Solution {

private int maxRows = 0;

public int maximumRows(int[][] matrix, int numSelect) {

int n = matrix[0].length;

boolean[] selected = new boolean[n];

backtrack(matrix, numSelect, 0, selected, 0);

return maxRows;

}

private void backtrack(int[][] matrix, int numSelect, int start, boolean[] selected, int countSelected) {

if (countSelected == numSelect) {

int covered = countCoveredRows(matrix, selected);

maxRows = Math.max(maxRows, covered);

return;

}

if (start >= selected.length) return;

// Prune if remaining columns + current selected < numSelect needed

if (selected.length - start < numSelect - countSelected) {

return;

}

// Include current column

selected[start] = true;

backtrack(matrix, numSelect, start + 1, selected, countSelected + 1);

selected[start] = false;

// Exclude current column

backtrack(matrix, numSelect, start + 1, selected, countSelected);

}

private int countCoveredRows(int[][] matrix, boolean[] selected) {

int count = 0;

for (int i = 0; i < matrix.length; i++) {

boolean covered = true;

for (int j = 0; j < matrix[0].length; j++) {

if (matrix[i][j] == 1 && !selected[j]) {

covered = false;

break;

}

}

if (covered) {

count++;

}

}

return count;

}

}

**Explanation**

**Backtracking Function**:

Generates all combinations of numSelect columns using recursion

For each valid combination, checks how many rows are covered

Uses pruning to avoid unnecessary computations

**Coverage Check**:

For each row, verifies if all 1s are in the selected columns

If a row has a 1 in a non-selected column, it's not covered

**Optimizations**:

Uses boolean array instead of list for better performance

Adds pruning to skip impossible combinations early

Tracks selected count to avoid recalculating

**Comparison with Bitmask Solution**

|  |  |  |
| --- | --- | --- |
| Aspect | Bitmask Solution | Backtracking Solution |
| Time Complexity | O(2^n \* m) | O(C(n, k) \* m \* n) |
| Space Complexity | O(m) | O(n) for recursion stack |
| Readability | More concise | More explicit |
| Performance | Faster (bit operations) | Slower (but acceptable for n=12) |

For n=12, both approaches are feasible since C(12, k) is manageable (maximum C(12,6)=924 combinations). The bitmask solution is generally preferred for its efficiency, but backtracking provides a more intuitive approach for those unfamiliar with bit manipulation.

**Refer to**
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