<https://leetcode.com/problems/increasing-subsequences/>

Given an integer array nums, return all the different possible **non-decreasing** subsequences of the given array with **at least two elements**. You may return the answer in **any order**.

The given array may contain duplicates, and two equal integers should also be considered a special case of increasing sequence.

**Example 1:**

Input: nums = [4,6,7,7]

Output: [[4,6],[4,6,7],[4,6,7,7],[4,7],[4,7,7],[6,7],[6,7,7],[7,7]]

**Example 2:**

Input: nums = [4,4,3,2,1]

Output: [[4,4]]

**Constraints:**

1 <= nums.length <= 15

-100 <= nums[i] <= 100

**Attempt 1: 2022-10-30**

**Wrong answer:**

**1.Don't sort the input**

**Its not L40.Combination Sum II, because not able to sort to make the input monotonic increasing, we have to keep the order of input.**

**e.g  Input nums = [4,4,3,2,1], after sort the input will be [1,2,3,4,4] -> the output will be [[1,2],[1,2,3],[1,2,3,4],[1,2,3,4,4],[1,2,4],[1,2,4,4],[1,3],[1,3,4],[1,3,4,4],[1,4],[1,4,4],[2,3],[2,3,4],[2,3,4,4],[2,4],[2,4,4],[3,4],[3,4,4],[4,4]], the expected output should be [4,4]**

Input: [4,4,3,2,1]

Wrong output: [[1,2],[1,2,3],[1,2,3,4],[1,2,3,4,4],[1,2,4],[1,2,4,4],[1,3],[1,3,4],[1,3,4,4],[1,4],[1,4,4],[2,3],[2,3,4],[2,3,4,4],[2,4],[2,4,4],[3,4],[3,4,4],[4,4]]

Expect output: [[4,4]]

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        // We cannot sort input

        Arrays.sort(nums);

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        if(tmp.size() > 1) {

            result.add(new ArrayList<Integer>(tmp));

            //return;

        }

        for(int i = index; i < nums.length; i++) {

            if(i > index && nums[i] == nums[i - 1]) {

                continue;

            }

            tmp.add(nums[i]);

            helper(nums, result, tmp, i + 1);

            tmp.remove(tmp.size() - 1);

        }

    }

}

**2. Wrong limitation with if(tmp.size() > 1) {... return}**

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        if(tmp.size() > 1) {

            result.add(new ArrayList<Integer>(tmp));

            return;

        }

        for(int i = index; i < nums.length; i++) {

            if(i > index && nums[i] == nums[i - 1]) {

                continue;

            }

            tmp.add(nums[i]);

            helper(nums, result, tmp, i + 1);

            tmp.remove(tmp.size() - 1);

        }

    }

}

**3. Wrong limitation with if(index  >= nums.length) {... return}**

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        if(index >= nums.length) {

            result.add(new ArrayList<Integer>(tmp));

            return;

        }

        for(int i = index; i < nums.length; i++) {

            if(i > index && nums[i] == nums[i - 1]) {

                continue;

            }

            tmp.add(nums[i]);

            helper(nums, result, tmp, i + 1);

            tmp.remove(tmp.size() - 1);

        }

    }

}

**Solution 1:  Recursive traversal (360min, too long to figure out two new conditions to filter out elements rather than L90.Subsets II)**

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        // Condition to limit subset size more than 1 (no single element)

        if(tmp.size() >= 2) {

            result.add(new ArrayList<Integer>(tmp));

        }

        Set<Integer> set = new HashSet<Integer>();

        for(int i = index; i < nums.length; i++) {

            // Condition 1: set.contains(nums[i])

            // Create a local set to filter possible duplicates

            // Note: we introduce a new local set instead of use existing properties like

            // "i > index && nums[i] == nums[i - 1]" to compare because we cannot sort input

            // array into monotonic increasing format, same elements are not necessary adjacent

            // e.g

            // If not adding local set to filter out duplicates, duplicate combination will

            // generate as 4 with first 7 is [4,7], 4 with second 7 is also [4,7], [4,7]

            // happen twice

            // Input: [4,6,7,7]

            // Output: [[4,6],[4,6,7],[4,6,7,7],[4,6,7],[4,7],[4,7,7],[4,7],[6,7],[6,7,7],[6,7],[7,7]]

            // Expected: [[4,6],[4,6,7],[4,6,7,7],[4,7],[4,7,7],[6,7],[6,7,7],[7,7]]

            // After adding set, in each level, we will filter duplicate values after first present,

            // like here, we will only add first 7 for combination [4,7], the second 7 will filter out,

            // but this is just a local set, when process to next level, we will create a new set and

            // it will not block to add same value again but in next level, like here after [4,7] the

            // next level we can add 7 again as [4,7,7]

            // ------------------------------------------------------------------------

            // Condition 2: nums[i] < tmp.get(tmp.size() - 1)

            // Newly added element should not less than last element on current combination list(path)

            // e.g

            // Input: [4,4,3,2,1]

            // Expected: [4,4]

            // After second 4, all elements as 3,2,1 cannot be appended on the current combination list

            if(set.contains(nums[i]) || (tmp.size() > 0 && nums[i] < tmp.get(tmp.size() - 1))) {

                continue;

            }

            set.add(nums[i]);

            tmp.add(nums[i]);

            helper(nums, result, tmp, i + 1);

            tmp.remove(tmp.size() - 1);

        }

    }

}

Time Complexity: O(2^n)

Space Complexity: O(2^n)

**Two new conditions to filter out elements rather than L90.Subsets II**

**Condition 1: set.contains(nums[i])**

**Create a local set to filter possible duplicates**

**Note: we introduce a new local set instead of use existing properties like "i > index && nums[i] == nums[i - 1]" to compare because we cannot sort input array into monotonic increasing format, same elements are not necessary adjacent**

e.g

If not adding local set to filter out duplicates, duplicate combination will generate as 4 with first 7 is [4,7], 4 with second 7 is also [4,7],[4,7] happen twice

Input: [4,6,7,7]

Output: [[4,6],[4,6,7],[4,6,7,7],[4,6,7],[4,7],[4,7,7],[4,7],[6,7],[6,7,7],[6,7],[7,7]]

Expected: [[4,6],[4,6,7],[4,6,7,7],[4,7],[4,7,7],[6,7],[6,7,7],[7,7]]

**After adding set, in each level, we will filter duplicate values after first present, like here, we will only add first 7 for combination [4,7], the second 7 will filter out, but this is just a local set, when process to next level, we will create a new set and it will not block to add same value again but in next level, like here after [4,7] the next level we can add 7 again as [4,7,7]**

**Condition 2: nums[i] < tmp.get(tmp.size() - 1)**

Newly added element should not less than last element on current combination list (path)

e.g

Input: [4,4,3,2,1]

Expected: [4,4]

After second 4, all elements as 3,2,1 cannot be appended on the current combination list

**How the local set on each recursion level works ?**

<https://leetcode.com/problems/increasing-subsequences/discuss/97130/Java-20-lines-backtracking-solution-using-set-beats-100./101613>

consider the following case: [4, 7, 6, 7], we can draw recursion tree like this:
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Java implementation:

public List<List<Integer>> findSubsequences(int[] nums) {

        // we cannot sort array first, sequence matters

        List<List<Integer>> res = new ArrayList<>();

        search(nums, res, new ArrayList<Integer>(), 0);

        return res;

    }

    private void search(int[] nums, List<List<Integer>> res, List<Integer> list, int pos) {

        if(list.size() >= 2) {

            res.add(new ArrayList<Integer>(list));

        }

        Set<Integer> visited = new HashSet<>(); // local set to de-duplicate

        for(int i = pos; i < nums.length; i++) {

            // if(i > pos && nums[i] == nums[i - 1]) continue; // WRONG

            if(visited.contains(nums[i])) continue;

            visited.add(nums[i]);

            if(list.size() == 0 || nums[i] >= list.get(list.size() - 1)) {

                list.add(nums[i]);

                search(nums, res, list, i + 1);

                list.remove(list.size() - 1);

            }

        }

    }

**Also refer to**

<https://leetcode.com/problems/increasing-subsequences/discuss/97134/Evolve-from-intuitive-solution-to-optimal>

Solution 4: Duplicates can also be avoided in recursion. Starting from a given number, we pick the next number. We cache the numbers already tried to avoid duplicates.

vector<vector<int>> findSubsequences(vector<int>& nums) {

        vector<vector<int>> res;

        vector<int> one;

        find(0,nums,one,res);

        return res;

    }

        int n = nums.size();

        if(one.size()>1) res.push\_back(one);

        unordered\_set<int> ht;

        for(int i=p;i<n;i++) {

            if((!one.empty() && nums[i] < one.back()) || ht.count(nums[i])) continue;

            ht.insert(nums[i]);

            one.push\_back(nums[i]);

            find(i+1,nums,one,res);

            one.pop\_back();

        }

    }

<https://leetcode.com/problems/increasing-subsequences/discuss/97147/Java-solution-beats-100>

A bit different than use ArrayList for 'tmp', here use a Deque for 'tmp', which has "peekLast" method to find the last element

public class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> res = new LinkedList<>();

        helper(new LinkedList<Integer>(), 0, nums, res);

        return res;

    }

    private void helper(LinkedList<Integer> list, int index, int[] nums, List<List<Integer>> res){

        if(list.size()>1) res.add(new LinkedList<Integer>(list));

        Set<Integer> used = new HashSet<>();

        for(int i = index; i<nums.length; i++){

            if(used.contains(nums[i])) continue;

            if(list.size()==0 || nums[i]>=list.peekLast()){

                used.add(nums[i]);

                list.add(nums[i]);

                helper(list, i+1, nums, res);

                list.remove(list.size()-1);

            }

        }

    }

}

**Refer to chatGPT**

LeetCode problem 491, "Increasing Subsequences," requires you to find all the different increasing subsequences of a given array with a length of at least two. Below is a Java native DFS (Depth-First Search) solution for this problem:

**Problem Statement**

Given an integer array nums, return all the different possible increasing subsequences of the given array with at least two elements. You may return the answer in any order.

**DFS Approach**

Here's the Java code that uses DFS to solve the problem:

public class Solution {

public List<List<Integer>> findSubsequences(int[] nums) {

Set<List<Integer>> result = new HashSet<>();

dfs(nums, 0, new ArrayList<>(), result);

return new ArrayList<>(result);

}

private void dfs(int[] nums, int index, List<Integer> current, Set<List<Integer>> result) {

if (current.size() >= 2) {

result.add(new ArrayList<>(current));

}

for (int i = index; i < nums.length; i++) {

if (current.isEmpty() || nums[i] >= current.get(current.size() - 1)) {

current.add(nums[i]);

dfs(nums, i + 1, current, result);

current.remove(current.size() - 1); // backtrack

}

}

}

}

**Explanation**

Set<List<Integer>> result: This stores the final result of unique subsequences.

dfs: The DFS function explores all possible subsequences. The current subsequence is stored in current, and we add to result if its length is at least 2.

Backtracking: After exploring with a particular number in the subsequence, the number is removed to explore other possibilities.

**Example Execution**

For the input nums = {4, 6, 7, 7}, this code will produce the following subsequences:

[4, 6]

[4, 6, 7]

[4, 6, 7, 7]

[4, 7]

[4, 7, 7]

[6, 7]

[6, 7, 7]

[7, 7]

This approach ensures that all possible subsequences are explored and only valid, increasing subsequences are included in the result.

**I see 'result' is a hashset used to filter out all duplicate subsequences, but if handling large input, the initial generated duplicate subsequences will be too much, is there another way to filter out duplicate subsequences earlier ?**

Yes, you can filter out duplicates earlier by avoiding the generation of duplicate subsequences in the first place, rather than generating all subsequences and then removing the duplicates afterward. This can be done by tracking the numbers that have been used at each level of the recursion, which will prevent you from adding the same number multiple times within the same recursive call.

You can use a **set** to keep track of the numbers that have already been used at the current recursion depth, ensuring that duplicates are not generated at each level. Here's how you can modify the existing solution to filter out duplicate subsequences earlier:

**Optimized DFS Solution (with duplicate filtering during recursion)**

public class Solution {

public List<List<Integer>> findSubsequences(int[] nums) {

List<List<Integer>> result = new ArrayList<>();

dfs(nums, 0, new ArrayList<>(), result);

return result;

}

private void dfs(int[] nums, int index, List<Integer> current, List<List<Integer>> result) {

if (current.size() >= 2) {

result.add(new ArrayList<>(current));

}

Set<Integer> used = new HashSet<>(); // Track numbers used at this level

for (int i = index; i < nums.length; i++) {

// Skip duplicates or if the current number doesn't form an increasing sequence

if (used.contains(nums[i]) || (!current.isEmpty() && nums[i] < current.get(current.size() - 1))) {

continue;

}

used.add(nums[i]); // Mark this number as used at this level

current.add(nums[i]); // Add current number to the subsequence

dfs(nums, i + 1, current, result); // Recursive call to explore further

current.remove(current.size() - 1); // Backtrack

}

}

}

**Key Improvements**

used **Set:** Inside the DFS function, we use a set used to track the numbers that have been used at the current recursion depth. This ensures that we do not explore the same number multiple times from the same starting index, which prevents generating duplicate subsequences.

Early Filtering: By skipping numbers that have already been used in the current recursion call, we avoid generating duplicate subsequences early, reducing the overall space and time complexity compared to the original approach where duplicates are filtered out afterward.

**Example Walkthrough**

Given nums = {4, 6, 7, 7}, here's what happens:

At index 0, 4 is added.

At index 1, 6 is added, forming [4, 6].

At index 2, 7 is added, forming [4, 6, 7].

At index 3, the second 7 is skipped because it has already been used at this recursion depth, preventing duplicates like [4, 6, 7, 7].

Similarly, the used set prevents exploring unnecessary branches at each recursion depth.

This solution is more efficient for large inputs, as it avoids unnecessary subsequence generation.

**Solution 2: Backtracking style 2 (720min, too long to sort out different conditions for "Not pick" and "Pick" branch, especially for "Not pick" branch, more complicate than L90.Subsets II)**

**1. For "Pick" branch condition:  if (tmp.size() == 0 || nums[index] >= tmp.get(tmp.size() - 1) {...}**

**2. For "Not pick" branch condition: if(index == 0 || tmp.size() == 0 || tmp.get(tmp.size() - 1) != nums[index]) {...}**

**Correct solution 2.1 "Pick" before "Not pick" style 1**

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        if(index >= nums.length) {

            if(tmp.size() > 1) {

                result.add(new ArrayList<Integer>(tmp));

            }

            return;

        }

        // Pick

        if(tmp.size() == 0 || nums[index] >= tmp.get(tmp.size() - 1)) {

            tmp.add(nums[index]);

            helper(nums, result, tmp, index + 1);

            tmp.remove(tmp.size() - 1);

        }

// Skip "Not pick" branch happen when coming element is duplicate than existing

// last element on 'tmp' list => "tmp.get(tmp.size() - 1) == nums[index]"

// Note: graph explain below with "blue" color font

        if(index > 0 && tmp.size() > 0 && tmp.get(tmp.size() - 1) == nums[index]) {

            return;

        }

        // Not pick

        helper(nums, result, tmp, index + 1);

    }

}

Time Complexity: O(2^n)

Space Complexity: O(2^n)

**Refer to**

<https://leetcode.com/problems/increasing-subsequences/discuss/97147/Java-solution-beats-100/363291>

The set is needless:

class Solution {

    private List<List<Integer>> result = new ArrayList<>();

    public List<List<Integer>> findSubsequences(int[] nums) {

        helper(nums, 0, new ArrayList<>());

        return result;

    }

    private void helper(int[] nums, int index, List<Integer> ans) {

        if (index > nums.length - 1) {

            if (ans.size() > 1) result.add(new ArrayList<>(ans));

            return;

        }

        if (ans.isEmpty() || nums[index] >= ans.get(ans.size() - 1)) {

            ans.add(nums[index]);

            helper(nums, index + 1, ans);

            ans.remove(ans.size() - 1);

        }

        // repeated value, so don't need to drill down.

        if (index > 0

            && ans.size() > 0

            && nums[index] == ans.get(ans.size() - 1)) {

            return;

        }

        helper(nums, index + 1, ans);

    }

}

**Correct solution 2.2 "Pick" before "Not pick" style 2, just merge 'return' condition with "Not pick" branch**

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        if(index >= nums.length) {

            if(tmp.size() > 1) {

                result.add(new ArrayList<Integer>(tmp));

            }

            return;

        }

        // Pick

        if(tmp.size() == 0 || nums[index] >= tmp.get(tmp.size() - 1)) {

            tmp.add(nums[index]);

            helper(nums, result, tmp, index + 1);

            tmp.remove(tmp.size() - 1);

        }

// Skip "Not pick" branch happen when coming element is duplicate than existing

// last element on 'tmp' list => "tmp.get(tmp.size() - 1) == nums[index]"

// Note: graph explain below with "blue" color font

//if(index > 0 && tmp.size() > 0 && tmp.get(tmp.size() - 1) == nums[index]) {

        //    return;

        //}

        // Not pick (merge 'return' condition with "Not pick" branch based on solution 2.1)

        if(index == 0 || tmp.size() == 0 || tmp.get(tmp.size() - 1) != nums[index]) {

            helper(nums, result, tmp, index + 1);

        }

    }

}

Time Complexity: O(2^n)

Space Complexity: O(2^n)

**Correct solution 2.3 "Not pick" before "Pick", switch the branch will not impact the result, because no local variable used like L90.Subsets II**

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> result = new ArrayList<List<Integer>>();

        helper(nums, result, new ArrayList<Integer>(), 0);

        return result;

    }

    private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

        if(index >= nums.length) {

            if(tmp.size() > 1) {

                result.add(new ArrayList<Integer>(tmp));

            }

            return;

        }

        // Not pick

        if(index == 0 || tmp.size() == 0 || tmp.get(tmp.size() - 1) != nums[index]) {

            helper(nums, result, tmp, index + 1);

        }

        // Pick

        if(tmp.size() == 0 || nums[index] >= tmp.get(tmp.size() - 1)) {

            tmp.add(nums[index]);

            helper(nums, result, tmp, index + 1);

            tmp.remove(tmp.size() - 1);

        }

    }

}

Time Complexity: O(2^n)

Space Complexity: O(2^n)

**Refer to**

<https://leetcode.com/problems/increasing-subsequences/discuss/1857460/Java-Backtracking-91-Speed-or-Explained>

Usually when it comes to generating subsets, there is always a way to avoid using a HashSet, and this question is of no exception.

For any element in the array, we can either pick or not pick and we only pick when the current element is no less than the last element in the tmp list, but that along is not enough because we will come across duplicates. Let me elaborate:

**Consider something like 3 -> 5 -> 7 -> 1 -> 7 -> .... Here, we have two 7 in the array, picking the first 7 and skip the second 7 is the exactly same thing as skipping the first 7 and picking the second 7 !**

**It means we have to check the current element with the last element in the tmp list, if they are identical then we disallow not-pick (= only allow pick) current element as an option for the current layer of recursion.** **It works because if the last element in the tmp list is identical as the current element, not-pick current element option will be covered by the previous recursion layer that added that element to the tmp list (i.e. Choose not-pick there, not here), so we don't have to do it again**.

class Solution {

    public List<List<Integer>> findSubsequences(int[] nums) {

        List<List<Integer>> ans = new ArrayList<>();

        gen(0, nums, ans, new ArrayList<>());

        return ans;

    }

    private void gen(int cur, int[] nums, List<List<Integer>> ans, List<Integer> tmp){

        if (cur == nums.length){

            if (tmp.size() > 1){

                ans.add(new ArrayList<>(tmp));

            }

            return;

        }

        if (cur == 0 || tmp.isEmpty() || tmp.get(tmp.size() - 1) != nums[cur]){

            gen(cur + 1, nums, ans, tmp); // not-pick option

        }

        if (tmp.isEmpty() || tmp.get(tmp.size() - 1) <= nums[cur]){

            tmp.add(nums[cur]);

            gen(cur + 1, nums, ans, tmp); // pick option

            tmp.remove(tmp.size() - 1);

        }

    }

}

**Two step by step examples:**

**Example 1: input = [4,4,6,7]**

                                                  { }

                              /                                          \

                            { }                                          {4}

                      /            \                        /                      \

                    { }              {6}                    {4}                    {4,6}

                  /    \          /    \                /  \                /          \

                { }    {7}      {6}    {6,7}          {4}    {4,7}          {4,6}      {4,6,7}

                /  \  /  \    /  \  /    \          / \    /    \        /    \    /      \

              { }  {7}{7} {7,7} {6}{6,7}{6,7}{6,7,7}  {4}{4,7}{4,7}{4,7,7} {4,6}{4,6,7}{4,6,7}{4,6,7,7}

**It works because if the last element in the list is the identical as the current element, not-pick option will be covered by the previous recursion layer that added that element to the tmp list (i.e. Choose not-pick there, not here), so we don't have to do it again --------> A good example below is for removed with "back slash" symboled subsets [6,7], [4,7], [4,6,7] in "Not pick" branch all covered by the previous recursion layer that same subsets in "Pick" branch, blue highlighted below for how "Not pick" branch skip happened when coming element is duplicate than existing last element on 'tmp' list**

![image.png](data:image/png;base64,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)

**Example 2: input = [4,4,3,2,1]**

                                                                                  { }

                              /                                                                                            \

                              { }                                                                                            {4}

            /                                    \                                              /                                                    \

          { }                                    {4}                                            {4}                                                    {4,4}

      /            \                    /                    \                        /                  \                            /                            \

    { }            {3}                {4}                  {4,3}                    {4}                  {4,3}                      {4,4}                        {4,4,3}

  /  \          /    \            /    \              /          \              /      \              /        \                /          \                /                \

{ }  {2}      {3}    {3,2}        {4}    {4,2}        {4,3}      {4,3,2}        {4}      {4,2}        {4,3}    {4,3,2}          {4,4}        {4,4,2}      {4,4,3}          {4,4,3,2}

/ \  /  \    / \    /    \      /  \    /    \      /  \      /    \      /  \    /    \      /  \      /    \          /  \        /  \          /  \            /      \

{}{1}{2}{2,1}{3}{3,1}{3,2}{3,2,1}{4}{4,1}{4,2}{4,2,1}{4,3}{4,3,1}{4,3,2}{4,3,2,1}{4}{4,1}{4,2}{4,2,1}{4,3}{4,3,1}{4,3,2}{4,3,2,1}{4,4}{4,4,1}{4,4,2}{4,4,2,1}{4,4,3}{4,4,3,1}{4,4,3,2}{4,4,3,2
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**Why in 'Correct solution 2.1 "Pick" before "Not pick" style 1' the statement below have condition requires "index > 0" ?**

To avoid unnecessary comparisons and prevent potential errors when checking the first element. Let me explain why this is necessary.

**Purpose of the Condition**

index > 0**:**This ensures that the comparison tmp.get(tmp.size() - 1) == nums[index] only happens when there is at least one element before nums[index]. If index == 0, the current element is the first element, so there is no "previous" element to compare against. Without this check, trying to access a previous element when index == 0 could result in a comparison against a non-existent element, or worse, an exception like IndexOutOfBoundsException.

tmp.size() > 0**:**This ensures that tmp contains at least one element before trying to access tmp.get(tmp.size() - 1). If tmp is empty, trying to get tmp.get(tmp.size() - 1) would cause an error.

tmp.get(tmp.size() - 1) == nums[index]**:**This checks if the current element nums[index] is the same as the last element in the temporary list tmp. If they are equal, this condition prevents adding the same element again when the recursive call explores the "not pick" branch. This helps to avoid adding duplicate subsequences like [7, 7] multiple times.

**Example Walkthrough**

Consider an input like nums = {4, 6, 7, 7}:

Initially, index = 0, and the first element 4 is considered. There's no previous element (index == 0), so we should not compare it with any prior element, hence the need for index > 0.

When index = 3, the current element is nums[3] = 7. If the previous element (nums[2]) is also 7, we might want to skip this element in the "not pick" branch to avoid duplicate subsequences like [7, 7]. This is where tmp.get(tmp.size() - 1) == nums[index] helps prevent duplicates.

**Summary of the Logic**

**index > 0 ensures that we only compare elements starting from the second index, avoiding unnecessary comparisons for the first element.**

**tmp.size() > 0 ensures that we don't attempt to access an element in tmp if it's empty, preventing potential errors.**

**tmp.get(tmp.size() - 1) == nums[index] checks if the current element is the same as the last picked element, helping to avoid duplicates in the subsequences.**

**This combination prevents duplicate subsequences from being generated and ensures the correctness of the solution.**

**But looks like even remove "index > 0" in condition it still works, just take a bit longer to finish all test cases (e.g take 6ms to finish all test cases rather than 4ms if have "index > 0")**

**Still work which remove "index > 0" condition**

class Solution {

public List<List<Integer>> findSubsequences(int[] nums) {

List<List<Integer>> result = new ArrayList<>();

helper(nums, result, new ArrayList<Integer>(), 0);

return result;

}

private void helper(int[] nums, List<List<Integer>> result, List<Integer> tmp, int index) {

if(index >= nums.length) {

if(tmp.size() > 1) {

result.add(new ArrayList<Integer>(tmp));

}

return;

}

// Pick

if(tmp.size() == 0 || nums[index] >= tmp.get(tmp.size() - 1)) {

tmp.add(nums[index]);

helper(nums, result, tmp, index + 1);

tmp.remove(tmp.size() - 1);

}

// Not pick -> but removed condition 'index > 0' still works

if(tmp.size() > 0 && nums[index] == tmp.get(tmp.size() - 1)) {

return;

}

helper(nums, result, tmp, index + 1);

}

}

**Why It Still Works**

Even without the index > 0 condition, the logic functions correctly because:

**The second check tmp.size() > 0 && nums[index] == tmp.get(tmp.size() - 1) is sufficient to prevent duplicate subsequences from being generated.**

**When index == 0 (i.e., the first element), the check tmp.size() > 0 ensures that the condition nums[index] == tmp.get(tmp.size() - 1) won't be evaluated, as tmp is empty at that point. Thus, the recursive flow proceeds without errors for the first element.**

**Why It Takes Longer Without index > 0**

**The index > 0 check is a minor optimization. By checking if index is greater than 0, you're skipping the duplicate-check logic for the very first element, which is not necessary since there's no "previous" element to compare it with.**

Without the index > 0 condition, the extra check nums[index] == tmp.get(tmp.size() - 1) is still performed even when index == 0. This isn't harmful but results in a slight overhead that increases the runtime by a small amount, as you've observed (e.g., 6ms vs. 4ms).

**Summary of Differences**

With **index > 0:** Slightly faster (e.g., 4ms) because the comparison nums[index] == tmp.get(tmp.size() - 1) is skipped for the first element.

Without **index > 0:** Works fine but slightly slower (e.g., 6ms) due to the unnecessary comparison being made when index == 0.

So, while removing the index > 0 check doesn't cause any logical errors, keeping it is a minor optimization that saves a bit of processing time.

**Refer to**

<https://algo.monster/liteproblems/491>

**Problem Description**

The problem is asking us to find all the different possible subsequences of a given array of integers nums. A subsequence is a sequence that can be obtained from another sequence by deleting some or no elements without changing the order of the remaining elements. The subsequences we are looking for should be non-decreasing, meaning each element in the subsequence is less than or equal to the subsequent element. Also, each subsequence must contain at least two elements. Unlike combinations or subsets, the order is important here, so sequences with the same elements but in different orders are considered different.

**Intuition**

The intuition behind the solution is to explore all possible subsequences while maintaining the non-decreasing order constraint. We can perform a depth-first search (DFS) to go through all potential subsequences. We'll start with an empty list and at each step, we have two choices:

Include the current element in the subsequence if it's greater than or equal to the last included element. This is to ensure the non-decreasing order.

Skip the current element to consider a subsequence without it.

**However, to avoid duplicates, if the current element is the same as the last element we considered and decided not to include, we skip the current element. This is because including it would result in a subsequence we have already considered.**

Starting from the first element, we will recursively call the DFS function to traverse the array. If we reach the end of the array, and our temporary subsequence has more than one element, we include it in our answer.

The key component of this approach is how we handle duplicates to ensure that we only record unique subsequences while performing our DFS.

**Solution Approach**

The implementation of the solution uses a recursive approach known as Depth-First Search (DFS). Let's break down how the given Python code functions:

The function dfs is a recursive function used to perform the depth-first search, starting from the index u in the nums array. This function has the parameters u, which is the current index in the array; last, which is the last number added to the current subsequence t; and t, which represents the current subsequence being constructed.

At the beginning of the dfs function, we check if u equals the length of nums. If it does, we have reached the end of the array. At this point, if the subsequence t has more than one element (making it a valid subsequence), we append a copy of it to the answer list ans.

If the current element, nums[u], is greater than or equal to the last element (last) included in our temporary subsequence (t), we can choose to include the current element in the subsequence by appending it to t and recursively calling dfs with the next index (u + 1) and the current element as the new last.

After returning from the recursive call, the element added is popped from t to backtrack and consider subsequences that do not include this element.

**Additionally, to avoid duplicates, if the current element is different from the last element, we also make a recursive call to dfs without including the current element in the subsequence t, regardless of whether it could be included under the non-decreasing criterion.**

The ans list collects all valid subsequences. The initial DFS call is made with the first index (0), a value that's lower than any element of the array (-1000 in this case) as the initial last value, and an empty list as the initial subsequence.

At the end of the call to the dfs from the main function, ans will contain all possible non-decreasing subsequences of at least two elements, fulfilling the problem's requirement.

Key elements in this solution are the handling of backtracking by removing the last appended element after the recursive calls, and the checking mechanism to avoid duplicates.

The choice of the initial last value is crucial. It must be less than any element we expect in nums, ensuring that the first element can always be considered for starting a new subsequence.

Data structures:

ans: A list to store all the valid non-decreasing subsequences that have at least two elements.

t: A temporary list used to build each potential subsequence during the depth-first search.

Overall, the solution effectively explores all combinations of non-decreasing subsequences through the depth-first search while ensuring that no duplicates are generated.

**Example Walkthrough**

Let's walk through an example to illustrate the solution approach using the given array of integers nums = [1, 2, 2].

Initialize ans as an empty list to store our subsequences and t as an empty list to represent the current subsequence.

Start with the first element 1. Since 1 is greater than our initial last value -1000, we can include 1 in t (which is now [1]) and proceed to the next index.

At the second element 2, it's greater than the last element in t (which is 1), so we can include 2 in t (now [1, 2]) and proceed to the next element. Now our t is a valid subsequence, so we can add it to ans.

Backtrack by popping 2 from t (now [1]) and proceed without including the second element 2.

**At the third element (also 2), we check if we just skipped an element with the same value (which we did). If so, we do not include this element to avoid a duplicate subsequence. If not, since 2 is equal or greater than the last element in t, we could include it in t, and add the resulting subsequence [1, 2] to ans again. But since we are skipping duplicates, we do not do this.**

Instead, we proceed without including this third element 2. Since we have finished going through the array, and t has less than two elements, we don't add it to ans.

Our final ans list contains [1, 2], representing the valid non-decreasing subsequences with at least two elements.

To summarize, our DFS explores these paths:

[1] -> [1, 2] (added to ans) -> [1] (backtrack) -> [1] (skip the second 2) -> [1, 2] (skipped because it would be a duplicate) -> [1] (end of array, not enough elements).

The end result for ans is [[1, 2]].

The key part of this example is that our DFS allowed us to include the first 2, but by using the duplicate check, we did not include the second 2, ensuring our final ans list only included unique non-decreasing subsequences.

**Solution Implementation**

import java.util.ArrayList;

import java.util.List;

class Solution {

private int[] sequence; // Renamed from 'nums' to 'sequence' for better clarity

private List<List<Integer>> subsequences; // List to store the answer subsequences

public List<List<Integer>> findSubsequences(int[] nums) {

this.sequence = nums; // Assign the given array to the class variable

subsequences = new ArrayList<>(); // Initialize the list to store subsequences

// Start the Depth-First Search (DFS) from index 0 with the last picked element as the smallest integer value

dfs(0, Integer.MIN\_VALUE, new ArrayList<>());

return subsequences; // Return the list of subsequences

}

// Helper method to perform DFS

private void dfs(int index, int lastPicked, List<Integer> currentSubsequence) {

// Base case: if we've reached the end of the sequence

if (index == sequence.length) {

// Check if the current list is a subsequence with more than one element

if (currentSubsequence.size() > 1) {

// If it is, add a copy of it to the list of subsequences

subsequences.add(new ArrayList<>(currentSubsequence));

}

return; // End the current DFS path

}

// If the current element can be picked (is greater or equal to the last picked element)

if (sequence[index] >= lastPicked) {

// Pick the current element by adding it to the currentSubsequence

currentSubsequence.add(sequence[index]);

// Continue the DFS with the next index and the new lastPicked element

dfs(index + 1, sequence[index], currentSubsequence);

// Backtrack: remove the last element added to the currentSubsequence

currentSubsequence.remove(currentSubsequence.size() - 1);

}

// Perform another DFS to explore the possibility of not picking the current element

// Only if the current element isn't equal to the last picked one to avoid duplicates

if (sequence[index] != lastPicked) {

dfs(index + 1, lastPicked, currentSubsequence);

}

}

}

**Time and Space Complexity**

**Time Complexity**

The time complexity of the given code mainly depends on the number of recursive calls it can potentially make. At each step, it has two choices: either include the current element in the subsequence or exclude it (as long as including it does not violate the non-decreasing order constraint).

Given that we have n elements in nums, in the worst case, each element might participate in the recursion twice—once when it is included and once when it is excluded. This gives us an upper bound of O(2^n) on the number of recursive calls. However, the condition if nums[u] != last prevents some recursive calls when the previous number is the same as the current, which could lead to some pruning, but this pruning does not affect the worst-case complexity, which remains exponential.

Therefore, the time complexity of the code is O(2^n).

**Space Complexity**

The space complexity consists of two parts: the space used by the recursion call stack and the space used to store the combination t.

The space used by the recursion stack in the worst case would be O(n) because that's the maximum depth the recursive call stack could reach if you went all the way down including each number one after the other.

The space required for storing the combination t grows as the recursion deepens, but since the elements are only pointers or references to integers and are reused in each recursive call, this does not significantly contribute to the space complexity. However, the temporary arrays formed during the process, which are then copied to ans, could increase the storage requirements. ans itself can grow up to O(2^n) in size, in the case where every possible subsequence is valid.

Thus, the space complexity is dominated by the size of the answer array ans and the recursive call stack, leading to a total space complexity of O(n \* 2^n), with n being the depth of the recursion (call stack) and 2^n being the size of the answer array in the worst case.

**Refer to**

[L90.P11.2.Subsets II (Ref.L491,L78)](note://3BBFC543DFF4475AB12B3EE110E58669)