<https://leetcode.com/problems/minimum-path-cost-in-a-grid/description/>

You are given a **0-indexed** m x n integer matrix grid consisting of **distinct** integers from 0 to m \* n - 1. You can move in this matrix from a cell to any other cell in the **next** row. That is, if you are in cell (x, y) such that x < m - 1, you can move to any of the cells (x + 1, 0), (x + 1, 1), ..., (x + 1, n - 1). **Note** that it is not possible to move from cells in the last row.

Each possible move has a cost given by a **0-indexed** 2D array moveCost of size (m \* n) x n, where moveCost[i][j] is the cost of moving from a cell with value i to a cell in column j of the next row. The cost of moving from cells in the last row of grid can be ignored.

The cost of a path in grid is the **sum** of all values of cells visited plus the **sum** of costs of all the moves made. Return *the****minimum****cost of a path that starts from any cell in the****first****row and ends at any cell in the****last****row.*

**Example 1:**

![stickPicture.png](data:image/png;base64,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)

**Input:** grid = [[5,3],[4,0],[2,1]], moveCost = [[9,8],[1,5],[10,12],[18,6],[2,4],[14,3]]

**Output:** 17

**Explanation:** The path with the minimum possible cost is the path 5 -> 0 -> 1.

- The sum of the values of cells visited is 5 + 0 + 1 = 6.

- The cost of moving from 5 to 0 is 3.

- The cost of moving from 0 to 1 is 8.

So the total cost of the path is 6 + 3 + 8 = 17.

**Example 2:**

**Input:** grid = [[5,1,2],[4,0,3]], moveCost = [[12,10,15],[20,23,8],[21,7,1],[8,1,13],[9,10,25],[5,3,2]]

**Output:** 6

**Explanation:** The path with the minimum possible cost is the path 2 -> 3.

- The sum of the values of cells visited is 2 + 3 = 5.

- The cost of moving from 2 to 3 is 1.

So the total cost of this path is 5 + 1 = 6.

**Constraints:**

m == grid.length

n == grid[i].length

2 <= m, n <= 50

grid consists of distinct integers from 0 to m \* n - 1.

moveCost.length == m \* n

moveCost[i].length == n

1 <= moveCost[i][j] <= 100

**Attempt 1: 2025-06-15**

**Solution 1: Native DFS (60 min, TLE 12/34)**

**Style 1: void return**

class Solution {

    int minCost = Integer.MAX\_VALUE;

    public int minPathCost(int[][] grid, int[][] moveCost) {

        int n = grid[0].length;

        for(int j = 0; j < n; j++) {

            helper(grid, moveCost, 0, j, grid[0][j]);

        }

        return minCost;

    }

    private void helper(int[][] grid, int[][] moveCost, int row, int col, int curCost) {

        // Base case: reached last row

        if(row == grid.length - 1) {

            minCost = Math.min(minCost, curCost);

            return;

        }

        // Explore all possible moves to next row

        for(int nextCol = 0; nextCol < grid[0].length; nextCol++) {

            int move = moveCost[grid[row][col]][nextCol];

            int nextCell = grid[row + 1][nextCol];

            helper(grid, moveCost, row + 1, nextCol, curCost + move + nextCell);

        }

    }

}

Time Complexity: O(n^m), where n is columns and m is maximum depth

Space Complexity: O(m), where m is maximum depth of recursion is m (number of rows)

**Style 2: int return**

class Solution {

    public int minPathCost(int[][] grid, int[][] moveCost) {

        int minCost = Integer.MAX\_VALUE;

        int n = grid[0].length;

        for(int j = 0; j < n; j++) {

            minCost = Math.min(minCost, helper(grid, moveCost, 0, j));

        }

        return minCost;

    }

    private int helper(int[][] grid, int[][] moveCost, int row, int col) {

        // Base case: reached last row

        if(row == grid.length - 1) {

            return grid[row][col];

        }

        // Explore all possible moves to next row

        int minPath = Integer.MAX\_VALUE;

        for(int nextCol = 0; nextCol < grid[0].length; nextCol++) {

            int move = moveCost[grid[row][col]][nextCol];

            int curCell = grid[row][col];

            int curPath = move + curCell + helper(grid, moveCost, row + 1, nextCol);

            minPath = Math.min(minPath, curPath);

        }

        return minPath;

    }

}

Time Complexity: O(n^m), where n is columns and m is maximum depth

Space Complexity: O(m), where m is maximum depth of recursion is m (number of rows)

**Solution 2: Memoization (10 min)**

**Style 1: void return memo (TLE 26/34)**

class Solution {

    private int minCost = Integer.MAX\_VALUE;

    private Integer[][] memo; // memo[row][col] stores min cost from (row,col) to bottom

    public int minPathCost(int[][] grid, int[][] moveCost) {

        int m = grid.length;

        int n = grid[0].length;

        memo = new Integer[m][n];

        // Try starting from each cell in the first row

        for (int j = 0; j < n; j++) {

            helper(grid, moveCost, 0, j, grid[0][j]);

        }

        return minCost;

    }

    private void helper(int[][] grid, int[][] moveCost, int row, int col, int curCost) {

        // Base case: reached last row

        if (row == grid.length - 1) {

            minCost = Math.min(minCost, curCost);

            memo[row][col] = grid[row][col]; // Store base case

            return;

        }

        // If we've already computed a path from this cell that's worse than current min,

        // we can prune this branch

        if (memo[row][col] != null && curCost >= minCost) {

            return;

        }

        // If we found a better path to this cell, update memo

        if (memo[row][col] == null || curCost < memo[row][col]) {

            memo[row][col] = curCost;

            // Explore all possible moves to next row

            for (int nextCol = 0; nextCol < grid[0].length; nextCol++) {

                int move = moveCost[grid[row][col]][nextCol];

                int nextCell = grid[row + 1][nextCol];

                helper(grid, moveCost, row + 1, nextCol, curCost + move + nextCell);

            }

        }

    }

}

**Style 2: int return memo**

class Solution {

    public int minPathCost(int[][] grid, int[][] moveCost) {

        int minCost = Integer.MAX\_VALUE;

        int m = grid.length;

        int n = grid[0].length;

        Integer[][] memo = new Integer[m][n];

        for(int j = 0; j < n; j++) {

            minCost = Math.min(minCost, helper(grid, moveCost, 0, j, memo));

        }

        return minCost;

    }

    private int helper(int[][] grid, int[][] moveCost, int row, int col, Integer[][] memo) {

        // Base case: reached last row

        if(row == grid.length - 1) {

            return grid[row][col];

        }

        if(memo[row][col] != null) {

            return memo[row][col];

        }

        // Explore all possible moves to next row

        int minPath = Integer.MAX\_VALUE;

        for(int nextCol = 0; nextCol < grid[0].length; nextCol++) {

            int move = moveCost[grid[row][col]][nextCol];

            int curCell = grid[row][col];

            int curPath = move + curCell + helper(grid, moveCost, row + 1, nextCol, memo);

            minPath = Math.min(minPath, curPath);

        }

        return memo[row][col] = minPath;

    }

}

Time Complexity: O(m \* n^2), where n is columns and m is maximum depth

Space Complexity: O(m \* n)

**Solution 3: 2D DP (30 min)**

**Based on int return Native DFS**

class Solution {

    public int minPathCost(int[][] grid, int[][] moveCost) {

        int m = grid.length;

        int n = grid[0].length;

        int[][] dp = new int[m][n];

        // Initialize last row (base case)

        for (int j = 0; j < n; j++) {

            dp[m-1][j] = grid[m-1][j];

        }

        // Build DP table from bottom up (row m-2 to 0)

        // Processes rows from bottom to top (matching DFS call stack)

        for (int i = m-2; i >= 0; i--) {

            // For each row, processes all columns (like DFS explores all moves)

            for (int j = 0; j < n; j++) {

                int minPath = Integer.MAX\_VALUE;

                // Explore all possible moves to next row

                for (int nextCol = 0; nextCol < n; nextCol++) {

                    int move = moveCost[grid[i][j]][nextCol];

                    int curCell = grid[i][j];

                    int curPath = move + curCell + dp[i+1][nextCol];

                    minPath = Math.min(minPath, curPath);

                }

                dp[i][j] = minPath;

            }

        }

        // Find minimum in first row

        int minCost = Integer.MAX\_VALUE;

        for (int j = 0; j < n; j++) {

            minCost = Math.min(minCost, dp[0][j]);

        }

        return minCost;

    }

}

Time Complexity: O(m \* n^2), where n is columns and m is maximum depth

Space Complexity: O(m \* n)

**Solution 4: 1D DP (30 min)**

**Refer to Deepseek**

**Native DFS Solution & Memoization Solution**

Here's a native Depth-First Search (DFS) solution for the Minimum Path Cost problem. While this approach is less efficient than the dynamic programming solution for larger grids, it provides a clear recursive implementation that directly models the problem's requirements.

**Approach**

The DFS solution explores all possible paths from the top row to the bottom row by:

Starting at each cell in the first row

Moving to any cell in the next row (since we can move between columns)

Keeping track of the current path cost

Returning the minimum cost found

**Solution Code**

class Solution {

private int minCost = Integer.MAX\_VALUE;

public int minPathCost(int[][] grid, int[][] moveCost) {

int n = grid[0].length;

// Try starting from each cell in the first row

for (int j = 0; j < n; j++) {

dfs(grid, moveCost, 0, j, grid[0][j]);

}

return minCost;

}

private void dfs(int[][] grid, int[][] moveCost, int row, int col, int currentCost) {

// Base case: reached last row

if (row == grid.length - 1) {

minCost = Math.min(minCost, currentCost);

return;

}

// Explore all possible moves to next row

for (int nextCol = 0; nextCol < grid[0].length; nextCol++) {

int move = moveCost[grid[row][col]][nextCol];

int nextCell = grid[row + 1][nextCol];

dfs(grid, moveCost, row + 1, nextCol, currentCost + move + nextCell);

}

}

}

**Explanation**

**Initialization**:

We initialize minCost to track the minimum path cost found

We start DFS from each cell in the first row

**Base Case**:

When we reach the last row, we update minCost if the current path cost is lower

**Recursive Exploration**:

From each cell, we recursively explore all possible moves to the next row

For each move, we calculate:

The move cost from current column to next column

The value of the next cell

Add these to the current path cost

**Result**:

After exploring all paths, minCost will contain the minimum path cost

**Optimization with Memoization**

The naive DFS solution has exponential time complexity. We can optimize it using memoization:

class Solution {

private Integer[][] memo;

public int minPathCost(int[][] grid, int[][] moveCost) {

int m = grid.length;

int n = grid[0].length;

memo = new Integer[m][n];

int minCost = Integer.MAX\_VALUE;

for (int j = 0; j < n; j++) {

minCost = Math.min(minCost, dfs(grid, moveCost, 0, j));

}

return minCost;

}

private int dfs(int[][] grid, int[][] moveCost, int row, int col) {

if (row == grid.length - 1) {

return grid[row][col];

}

if (memo[row][col] != null) {

return memo[row][col];

}

int minCost = Integer.MAX\_VALUE;

for (int nextCol = 0; nextCol < grid[0].length; nextCol++) {

int cost = grid[row][col] + moveCost[grid[row][col]][nextCol]

+ dfs(grid, moveCost, row + 1, nextCol);

minCost = Math.min(minCost, cost);

}

memo[row][col] = minCost;

return minCost;

}

}

The memoized version has O(m\*n^2) time complexity, matching the DP solution's efficiency while maintaining the recursive structure. Each state (row, col) is computed only once.

**Integer-Returning DFS Solution & Memoization Solution**

Here's a DFS solution that returns the minimum path cost as an integer instead of using a void return type with a class variable:

class Solution {

public int minPathCost(int[][] grid, int[][] moveCost) {

int minCost = Integer.MAX\_VALUE;

int n = grid[0].length;

// Try starting from each cell in the first row

for (int j = 0; j < n; j++) {

int currentCost = dfs(grid, moveCost, 0, j);

minCost = Math.min(minCost, currentCost);

}

return minCost;

}

private int dfs(int[][] grid, int[][] moveCost, int row, int col) {

// Base case: reached last row - return cell value

if (row == grid.length - 1) {

return grid[row][col];

}

int minPath = Integer.MAX\_VALUE;

// Explore all possible moves to next row

for (int nextCol = 0; nextCol < grid[0].length; nextCol++) {

// Current cell value + move cost + recursive call for next cell

int currentPath = grid[row][col]

+ moveCost[grid[row][col]][nextCol]

+ dfs(grid, moveCost, row + 1, nextCol);

minPath = Math.min(minPath, currentPath);

}

return minPath;

}

}

**Key Features:**

**Integer Return Type**:

The DFS function now returns the minimum path cost from current cell to bottom

No need for a class-level minCost variable

**Base Case**:

Returns the cell value when reaching the last row

This serves as the foundation for building up path costs

**Recursive Calculation**:

For each possible move to next row:

Adds current cell value

Adds move cost to next column

Adds recursive result from next cell

Keeps track of minimum path found

**Initialization**:

Starts DFS from each cell in first row

Takes minimum of all starting positions

**Memoization Version:**

class Solution {

private Integer[][] memo;

public int minPathCost(int[][] grid, int[][] moveCost) {

int minCost = Integer.MAX\_VALUE;

int m = grid.length;

int n = grid[0].length;

memo = new Integer[m][n];

for (int j = 0; j < n; j++) {

minCost = Math.min(minCost, dfs(grid, moveCost, 0, j));

}

return minCost;

}

private int dfs(int[][] grid, int[][] moveCost, int row, int col) {

if (row == grid.length - 1) {

return grid[row][col];

}

if (memo[row][col] != null) {

return memo[row][col];

}

int minPath = Integer.MAX\_VALUE;

for (int nextCol = 0; nextCol < grid[0].length; nextCol++) {

int currentPath = grid[row][col]

+ moveCost[grid[row][col]][nextCol]

+ dfs(grid, moveCost, row + 1, nextCol);

minPath = Math.min(minPath, currentPath);

}

memo[row][col] = minPath;

return minPath;

}

}

The memoized version avoids recomputing the same states, improving efficiency from exponential to O(m\*n^2) time complexity, where m is the number of rows and n is the number of columns.

**Time and Space Complexity Analysis for Native DFS Solution and Memozation Solution**

**Time Complexity**

**Branching Factor**:

At every cell (i, j), the DFS branches to **all n columns** in the next row.

This means **each node in the recursion tree has n children**.

**Depth of Recursion**:

The recursion goes from row 0 to row m-1, so the **maximum depth is m**.

**Total Recursive Calls**:

The recursion tree has a branching factor of n and depth m, leading to **O(n^m)** total calls in the worst case.

For a grid with m = 10 and n = 10, this could mean **10^10 calls**—extremely inefficient!

**Final Time Complexity**: O(n^m)

**Space Complexity**

**Recursion Stack**:

The maximum depth of recursion is m (number of rows).

Each call uses **O(1) space** (ignoring input storage).

**Total stack space**: O(m).

**Auxiliary Space**:

No additional data structures are used.

**Final Space Complexity**: O(m)

**Comparison with Memoized DFS**

|  |  |  |
| --- | --- | --- |
| Version | Time Complexity | Space Complexity |
| **Native DFS** | O(n^m)  (Exponential) | O(m)  (Recursion stack) |
| **Memoized DFS** | O(m \* n^2)  (DP-like) | O(m \* n)  (Memo table) |

**Why Native DFS is Inefficient?**

**Exponential Redundancy**: The same subproblems (e.g., reaching (i, j)) are recomputed repeatedly.

**No Caching**: Without memoization, the solver blindly explores all paths, even if some are provably worse than others.

**Optimization Insight**

**Memoization reduces time complexity** to O(m n^2) by storing computed results.

**DP is even better** (same time but iterative, avoiding recursion overhead).

**Final Answer**

For the **native DFS solution** (no memoization):

**Time Complexity**: O(n^m) (Exponential)

**Space Complexity**: O(m) (Recursion stack depth)

**Avoid using it for large grids!** Prefer **memoized DFS (O(m n^2) time)** or **DP (O(m n^2) time, O(n) space)**.

**2D DP Solution Derived from int return Native DFS**

Here's a 2D dynamic programming solution that directly mirrors the logic of your native DFS implementation:

class Solution {

public int minPathCost(int[][] grid, int[][] moveCost) {

int m = grid.length;

int n = grid[0].length;

int[][] dp = new int[m][n];

// Initialize last row (base case)

for (int j = 0; j < n; j++) {

dp[m-1][j] = grid[m-1][j];

}

// Build DP table from bottom up (row m-2 to 0)

for (int i = m-2; i >= 0; i--) {

for (int j = 0; j < n; j++) {

int minPath = Integer.MAX\_VALUE;

// Explore all possible moves to next row

for (int nextCol = 0; nextCol < n; nextCol++) {

int move = moveCost[grid[i][j]][nextCol];

int curCell = grid[i][j];

int curPath = move + curCell + dp[i+1][nextCol];

minPath = Math.min(minPath, curPath);

}

dp[i][j] = minPath;

}

}

// Find minimum in first row

int minCost = Integer.MAX\_VALUE;

for (int j = 0; j < n; j++) {

minCost = Math.min(minCost, dp[0][j]);

}

return minCost;

}

}

**Key Features Matching DFS Logic:**

**Same Base Case**:

Last row initialized with cell values (dp[m-1][j] = grid[m-1][j])

Matches DFS base case return

**Same Recursive Relation**:

dp[i][j] = min(moveCost + grid[i][j] + dp[i+1][nextCol]) for all nextCol

Exactly mirrors the DFS recursive calculation

**Same Processing Order**:

Processes rows from bottom to top (matching DFS call stack)

For each row, processes all columns (like DFS explores all moves)

**Same Result Calculation**:

Takes minimum of first row values (like DFS tries all starting columns)

**Time and Space Complexity:**

**Time Complexity**: O(mn²)

m rows × n columns × n moves per cell

**Space Complexity**: O(mn)

For the DP table (can be optimized to O(n) if needed)

**Optimization to 1D DP:**

class Solution {

public int minPathCost(int[][] grid, int[][] moveCost) {

int m = grid.length;

int n = grid[0].length;

int[] dp = new int[n];

// Initialize last row

System.arraycopy(grid[m-1], 0, dp, 0, n);

for (int i = m-2; i >= 0; i--) {

int[] newDp = new int[n];

for (int j = 0; j < n; j++) {

int minPath = Integer.MAX\_VALUE;

for (int nextCol = 0; nextCol < n; nextCol++) {

int cost = grid[i][j] + moveCost[grid[i][j]][nextCol] + dp[nextCol];

minPath = Math.min(minPath, cost);

}

newDp[j] = minPath;

}

dp = newDp;

}

int minCost = Integer.MAX\_VALUE;

for (int num : dp) {

minCost = Math.min(minCost, num);

}

return minCost;

}

}

This 1D version maintains the same logic with O(n) space complexity. Both solutions are direct translations of your DFS approach into iterative DP formulations.

**Refer to**

[L62.Unique Paths (Ref.L63,L64,L174,L2087,L2304,L2400)](note://E33F0B728ABE4CCF8B7E554A219CF1EA)