<https://leetcode.com/problems/minimum-cost-to-make-at-least-one-valid-path-in-a-grid/description/>

Given an m x n grid. Each cell of the grid has a sign pointing to the next cell you should visit if you are currently in this cell. The sign of grid[i][j] can be:

1 which means go to the cell to the right. (i.e go from grid[i][j] to grid[i][j + 1])

2 which means go to the cell to the left. (i.e go from grid[i][j] to grid[i][j - 1])

3 which means go to the lower cell. (i.e go from grid[i][j] to grid[i + 1][j])

4 which means go to the upper cell. (i.e go from grid[i][j] to grid[i - 1][j])

Notice that there could be some signs on the cells of the grid that point outside the grid.

You will initially start at the upper left cell (0, 0). A valid path in the grid is a path that starts from the upper left cell (0, 0) and ends at the bottom-right cell (m - 1, n - 1) following the signs on the grid. The valid path does not have to be the shortest.

You can modify the sign on a cell with cost = 1. You can modify the sign on a cell **one time only**.

Return the minimum cost to make the grid have at least one valid path.

**Example 1:**
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**Input:** grid = [[1,1,1,1],[2,2,2,2],[1,1,1,1],[2,2,2,2]]

**Output:** 3

**Explanation:** You will start at point (0, 0).

The path to (3, 3) is as follows. (0, 0) --> (0, 1) --> (0, 2) --> (0, 3) change the arrow to down with cost = 1 --> (1, 3) --> (1, 2) --> (1, 1) --> (1, 0) change the arrow to down with cost = 1 --> (2, 0) --> (2, 1) --> (2, 2) --> (2, 3) change the arrow to down with cost = 1 --> (3, 3)

The total cost = 3.

**Example 2:**

![stickPicture.png](data:image/png;base64,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)

**Input:** grid = [[1,1,3],[3,2,2],[1,1,4]]

**Output:** 0

**Explanation:** You can follow the path from (0, 0) to (2, 2).

**Example 3:**

![stickPicture.png](data:image/png;base64,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)

**Input:** grid = [[1,2],[4,3]]

**Output:** 1

**Constraints:**

m == grid.length

n == grid[i].length

1 <= m, n <= 100

1 <= grid[i][j] <= 4

**Attempt 1: 2024-12-16**

**Solution 1: 0-1 BFS (360 min)**

class Solution {

    public int minCost(int[][] grid) {

        int m = grid.length;

        int n = grid[0].length;

        boolean[][] visited = new boolean[m][n];

        // To match the sequence of go direction:

        // go right, go left, go lower, go upper

        // the additional pair {0, 0} ahead used

        // as a padding to match sign 1 to 4

        int[] dx = new int[]{0, 0, 0, 1, -1};

        int[] dy = new int[]{0, 1, -1, 0, 0};

        // Deque for performing 0-1 BFS

        Deque<int[]> deque = new ArrayDeque<>();

        // Starting by adding the [0, 0] cell with 0 cost

        deque.offer(new int[]{0, 0, 0});

        while(!deque.isEmpty()) {

            int[] cur = deque.poll();

            int x = cur[0];

            int y = cur[1];

            int cost = cur[2];

            // If we've reached the bottom-right cell, return the cost

            if(x == m - 1 && y == n - 1) {

                return cost;

            }

            // If this cell is already visited, skip it

            if(visited[x][y]) {

                continue;

            }

            visited[x][y] = true;

            // Since dx, dy has a padding {0, 0}, we can directly use dx[k] and dy[k]

            for(int k = 1; k <= 4; k++) {

                int new\_x = x + dx[k];

                int new\_y = y + dy[k];

                    // If the current direction is the same as the arrow in

                    // this cell (no cost to move here), put at head of deque

                    if(grid[x][y] == k) {

                        deque.offerFirst(new int[]{new\_x, new\_y, cost});

                    // Otherwise, add the new cell at the tail of the queue

                    // and increase the cost by 1

                    } else {

                        deque.offer(new int[]{new\_x, new\_y, cost + 1});

                    }

                }

            }

        }

        // If the deque is empty and we didn't reach the bottom-right cell,

        // return -1 as it's not possible

        return -1;

    }

}

Time Complexity: O(m \* n)

Space Complexity: O(m \* n)

**Refer to**

<https://algo.monster/liteproblems/1368>

**Problem Description**

The task is to find the minimum cost to establish at least one valid path in an m x n grid. This path must start at the top left cell (0, 0) and end at the bottom right cell (m - 1, n - 1). Each cell in the grid contains a sign which directs you to the next cell to visit. The possible signs are:

1: Move right to the cell (i, j + 1)

2: Move left to the cell (i, j - 1)

3: Move down to the cell (i + 1, j)

4: Move up to the cell (i - 1, j)

Some signs might point outside of the grid boundaries, which are to be considered invalid directions for the purpose of a valid path. The cost to change a sign in any cell is 1, and each sign can be changed only once.

The objective is to determine the minimum cost to alter the signs in such a way that at least one valid path from the top left to the bottom right cell exists.

**Flowchart Walkthrough**

To determine the appropriate algorithm using the [Flowchart](https://algo.monster/flowchart) for solving LeetCode 1368. Minimum Cost to Make at Least One Valid Path in a Grid, we follow these steps:

Is it a graph?

Yes: The grid can be interpreted as a graph where each cell is a node and edges connect to the adjacent cells depending on the direction stored in each cell.

Is it a tree?

No: The grid can contain cycles depending on the cell directions; it's not necessarily a hierarchical structure.

Is the problem related to directed acyclic graphs (DAGs)?

No: Although the directions create a directed graph, it's not acyclic because one can potentially return to a previous cell based on the directions and changes made.

Is the problem related to shortest paths?

Yes: The problem specifically asks about the "minimum cost" to ensure at least one valid path is available, framing it as a shortest path problem in terms of cost minimization.

Is the graph weighted?

Yes: The cost to change directions in a cell acts like a weight in the graph.

Using the flowchart, here's how you can deduce the use of the Breadth-First Search pattern:

Now we have to answer **why this problem can use both Djikstra and 0-1 BFS ?**

**Given that we identified the problem as a shortest path issue in a weighted graph, the next node in the decision tree is to choose between Dijkstra's Algorithm and BFS. Typically, BFS is applied to unweighted graphs, but since Dijkstra's algorithm can degrade to a form similar to BFS when dealing with uniform costs (where cells can either have a cost of 0 or 1 as moving to some adjacent cells may or may not incur a cost), BFS can be optimized to handle such scenarios using a deque to manage nodes based on their costs. This queue method is optimized for grids or graphs where transitions might be costless (weight of 0) in some cases (moving in the original cell direction) and have a cost (weight of 1) in other cases (changing direction).**

Conclusion: Based on the flowchart, BFS can be applied in an optimized manner using a priority approach (like 0-1 BFS) for the weighted shortest path problem in this non-standard grid configuration.

**Intuition**

To solve this problem, we use a [breadth-first search](https://algo.monster/problems/bfs_intro) (BFS) approach, but with a slight tweak. This problem can be thought of as traversing a [graph](https://algo.monster/problems/graph_intro) where each cell represents a node, and the signs are the directed edges to the neighboring nodes. The challenge, however, lies in the fact that these directed edges can be altered at a cost.

The modified BFS algorithm (0 - 1 BFS) uses a double-ended queue (deque) to keep track of the cells to be visited. This is crucial as the queue can have elements added to both its front and back, which helps in maintaining the order of traversal based on the cost associated with moving to a particular cell.

Here's the intuition behind the BFS traversal:

We begin at the starting cell (0, 0) with an initial cost of 0.

As we visit a cell, we look at all possible directions we could move from that cell.

If the direction aligns with the arrow currently in the cell, we can move to that cell at no additional cost. In this case, we add this cell at the front of the deque to prioritize it.

If the direction doesn't align with the arrow, we would need to change the sign with a cost of 1. For these cells, we add them to the back of the deque as they represent potential paths but at a higher cost.

Each cell is visited only once to ensure minimal traversal cost, thus, we maintain a visited set.

This process continues until we reach the destination cell (m - 1, n - 1) or there are no more cells left to visit in the deque.

The cost associated with the first visit to the destination cell is the minimum cost needed to make at least one valid path, which is what we return.

By always choosing to traverse in the indicated direction without any cost, we ensure that we are taking advantage of the free moves as much as possible before incurring any additional costs. The visited set prevents us from revisiting cells and possibly entering a loop.

**Solution Approach**

The provided reference code implements a BFS strategy using a deque. Here's a step-by-step breakdown of the solution's implementation:

Initialize the dimensions m (rows) and n (columns) of the grid.

Define an array dirs to represent the possible directions of travel based on the grid's signs: [[0, 0], [0, 1], [0, -1], [1, 0], [-1, 0]]. Each sub-array corresponds to the deltas for the row and column indices when moving in each of the four directions.

Create a double-ended queue q, initialized with a tuple containing the row index 0, column index 0, and the initial cost 0.

Create a set vis to keep track of visited cells and prevent revisiting them.

Start a loop to continue processing until the deque q is empty. Each iteration will handle one cell's visit:

Dequeue an element (i, j, d) from the front of q, where i and j are the current cell's indices, and d is the cost to reach this cell.

If the cell (i, j) has already been visited, skip processing it to avoid loops and unnecessary cost increments.

Mark the current cell (i, j) as visited by adding it to vis.

If the cell (i, j) is the destination (m-1, n-1), return the cost d because a valid path has been found.

For each possible direction k (1 to 4), calculate the indices of the adjacent cell (x, y) by adding the directional deltas to the current indices i and j.

Check if the new cell (x, y) is within the bounds of the grid:

**If the sign at the current cell grid[i][j] indicates the direction k, meaning no sign change is needed, add (x, y, d) to the front of q, not increasing the cost, as it's a free move in the desired direction.**

**If the sign does not match, add (x, y, d + 1) to the back of q, increasing the cost by 1 to account for the change of sign.**

If no valid path is found by the end of the traversal, return -1.

**The use of a deque allows for efficient addition of cells to either the front or back, depending on whether a cost is incurred. By prioritizing the moves that don't require sign changes (zero cost), the algorithm ensures the minimum cost path is found first.** The set vis prevents revisiting and recalculating paths for positions that have already been evaluated, which optimizes the search. This approach effectively treats the grid as a [graph](https://algo.monster/problems/graph_intro) and considers the costs of edges dynamically, resulting in a clever application of the BFS algorithm adapted for weighted pathfinding.

**Example Walkthrough**

Let's assume we have a 3x3 grid, where the signs in the cells are arranged as follows:

1 3 4

4 2 1

3 1 3

Now let's walk through the solution approach with this grid:

We start at the top-left cell (0, 0) with an initial cost of 0.

From here, the sign 1 tells us to move right to cell (0, 1). This is a valid move with no cost so we add (0, 1) to the front of our deque.

Now we consider the cell (0, 1) with the sign 3, which tells us to move down. The target cell (1, 1) has not been visited, so we add (1, 1) to the front of the deque again without any additional cost.

At cell (1, 1), the sign 2 indicates moving left to (1, 0). This cell has not been visited, so we add (1, 0) to the front of the deque.

Next, we visit cell (1, 0) which contains the sign 4, telling us to move up to (0, 0). However, this has been visited, so we don't add anything to our deque.

Our next cell would be (0, 1) again, but since it's visited, we ignore it.

Continuing this process, we encounter cell (1, 1) again, which we've visited, so we move on.

Now, we get to cell (1, 0) and from here, the direction 4 (up) is not valid since it would take us outside the grid or into visited cells. At this point, we need to consider changing the direction, so we will add the neighboring cells (1, 1) to the right and (2, 0) down to the back of the deque with an added cost of 1.

Cell (1, 1) won't be processed as it's already visited, so we look at cell (2, 0) with the sign 3 which leads us down to (2, 1). There's no cost for moving down since the sign matches. We add (2, 1) to the front of the deque.

From cell (2, 1), we move right to (2, 2) as indicated by the 1 sign. As this is a free move, it is added to the front of the deque.

Finally, we arrive at the bottom right cell (2, 2) and our destination is reached without needing further sign changes. The cost at this point is 1.

The minimum cost required to establish at least one valid path in this grid is 1, which entails changing one sign. By strategically using a deque and a visited set, we conducted a breadth-first search that prioritized no-cost moves over those requiring a sign change.

**Solution Implementation**

class Solution {

public int minCost(int[][] grid) {

// m holds the number of rows in the grid.

int numRows = grid.length;

// n holds the number of columns in the grid.

int numCols = grid[0].length;

// vis holds information whether a cell has been visited.

boolean[][] visited = new boolean[numRows][numCols];

// Queue for performing BFS with modifications for 0-cost moves.

Deque<int[]> queue = new ArrayDeque<>();

// Starting by adding the top-left cell with 0 cost.

queue.offer(new int[] {0, 0, 0});

// dirs are used to navigate throughout the grid. (right, left, down, up)

int[][] directions = {{0, 0}, {0, 1}, {0, -1}, {1, 0}, {-1, 0}};

// BFS starts here

while (!queue.isEmpty()) {

// Dequeue a cell info from the queue.

int[] position = queue.poll();

// i and j hold the current cell row and column, d holds the current cost.

int i = position[0], j = position[1], cost = position[2];

// If we've reached the bottom-right cell, return the cost.

if (i == numRows - 1 && j == numCols - 1) {

return cost;

}

// If this cell is already visited, skip it.

if (visited[i][j]) {

continue;

}

// Mark the cell as visited.

visited[i][j] = true;

// Explore all possible directions from the current cell.

for (int k = 1; k <= 4; ++k) {

int newX = i + directions[k][0], newY = j + directions[k][1];

// Check the validity of the new cell coordinates.

// If the current direction is the same as the arrow in this cell (no cost to move here).

if (grid[i][j] == k) {

// Add the new cell at the front of the queue to explore it sooner (as it's no cost).

queue.offerFirst(new int[] {newX, newY, cost});

} else {

// Otherwise, add the new cell at the end of the queue and increase the cost by 1.

queue.offer(new int[] {newX, newY, cost + 1});

}

}

}

}

// If the queue is empty and we didn't reach the bottom-right cell, return -1 as it's not possible.

return -1;

}

}

**Time and Space Complexity**

The provided code solves the problem using a Breadth First Search (BFS) algorithm with a slight optimization. The algorithm has two modes of queue operations: normally numbers are appended to the end of the queue, but when moving in the direction the grid arrow points to, it's added to the front. This has the potential to reduce the number of steps needed to reach the end.

**Time Complexity:**

The time complexity is O(m \* n), where m is the number of rows and n is the number of columns in the grid. This is because in the worst-case scenario, each cell is visited only once due to the use of the visited (vis) set. Even though there is a nested loop to iterate over directions, they only add constant work at each node, so it does not affect the overall linear complexity with respect to the number of cells.

**Space Complexity:**

The space complexity is also O(m \* n) because of the visited set (vis) storing up to m \* n unique cell positions to ensure cells are not revisited. Additionally, the queue (q) in the worst case may also contain elements from all the cells in the grid when they are being processed sequentially. Hence, the overall space complexity remains O(m \* n).

**Solution 2: Djikstra (60 min, refer to** [L743.Network Delay Time (Ref.L505,L1368)](note://17E4C21F015F4605AAD4D6878F0D0A67)**)**

class Solution {

    public int minCost(int[][] grid) {

        int m = grid.length;

        int n = grid[0].length;

        // To match the sequence of go direction:

        // go right, go left, go lower, go upper

        // the additional pair {0, 0} ahead used

        // as a padding to match sign 1 to 4

        int[] dx = new int[]{0, 0, 0, 1, -1};

        int[] dy = new int[]{0, 1, -1, 0, 0};

        // Dijkstra algorithm requires minimum heap, sort by cost

        PriorityQueue<int[]> minPQ = new PriorityQueue<>((a, b) -> (a[2] - b[2]));

        // Dijkstra algorithm initialize with all cells distance as max value

        // except the start cell [0, 0] as 0

        int[][] distances = new int[m][n];

        for(int i = 0; i < m; i++) {

            Arrays.fill(distances[i], Integer.MAX\_VALUE);

        }

        distances[0][0] = 0;

        minPQ.offer(new int[]{0, 0, 0});

        while(!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int x = cur[0];

            int y = cur[1];

            int cost = cur[2];

            // If we've reached the bottom-right cell, return the cost

            if(x == m - 1 && y == n - 1) {

                return cost;

            }

            // Add below statement improve Elapsed Time from 21ms to 20ms

            // Skip if encounter same cell again and cell's distance is outdated:

            // Once a cell is processed earlier, no shorter distance can be found

            // for it due to the PriorityQueue. The distances[][] array acts as a

            // safeguard: it prevents processing outdated or longer paths,

            // eliminating the need for a visited array. If a cell is encountered

            // again in the PriorityQueue, its distance will not be processed

            // since this cell's guaranteed smallest distance result (based on

            // Minimum PriorityQueue natruality) stored at distances[x][y]

            // earlier, ensured by the condition below:

            // "if (cost > distances[x][y]) continue;"

            // Additionally, if not add this statement, the Dijkstra algorithm

            // still works, only won't terminate early when encountering same cell

            // again, and same cell will be added onto PriorityQueue again and

            // all further process blocked later with condition below:

            // "if (newCost < distances[new\_x][new\_y]) {...}"

            // since the newCost is surely >= distances[new\_x][new\_y]

            // at a certain moment

            if(cost > distances[x][y]) {

                continue;

            }

            // Since dx, dy has a padding {0, 0}, we can directly use dx[k] and dy[k]

            for(int k = 1; k <= 4; k++) {

                int new\_x = x + dx[k];

                int new\_y = y + dy[k];

                    // Change direction lead to 1 more cost

                    int new\_cost = cost + (grid[x][y] == k ? 0 : 1);

                    // Dijkstra algorithm only update the distance if

                    // a shorter path is found till current cell

                    if(new\_cost < distances[new\_x][new\_y]) {

                        distances[new\_x][new\_y] = new\_cost;

                        minPQ.offer(new int[]{new\_x, new\_y, new\_cost});

                    }

                }

            }

        }

        // If the Minimum PriorityQueue is empty and we didn't reach

        // the bottom-right cell, return -1 as it's not possible

        return -1;

    }

}

Time Complexity:

Each cell is processed once in the priority queue.

For each cell, up to 4 neighbors are checked.

Total complexity: O(m \* n \* log(m \* n)), where m and n are the grid dimensions.

Space Complexity:

Priority queue space: O(m \* n).

Distance array: O(m \* n).

**Refer to**

<https://leetcode.com/problems/minimum-cost-to-make-at-least-one-valid-path-in-a-grid/solutions/524820/java-2-different-solutions-clean-code/>

**✔️ Solution 1: Dijkstra's algorithm ~ 20ms**

For the problem, we can create a graph with 4mn edges and mn nodes. By using the Dijkstra algorithm, we can guarantee to achieve it in O(ElogV) ~ O(mn \* log(mn)).

class Solution {

int[][] DIR = new int[][]{{0, 1}, {0, -1}, {1, 0}, {-1, 0}};

public int minCost(int[][] grid) {

int m = grid.length, n = grid[0].length;

PriorityQueue<int[]> q = new PriorityQueue<>((o1, o2) -> o1[0] - o2[0]); // minHeap by cost

q.offer(new int[]{0, 0, 0});

int[][] dist = new int[m][n];

for (int i = 0; i < m; i++) Arrays.fill(dist[i], Integer.MAX\_VALUE);

dist[0][0] = 0;

while (!q.isEmpty()) {

int[] top = q.poll();

int cost = top[0], r = top[1], c = top[2];

if (dist[r][c] != cost) continue; // avoid outdated (dist[r,c], r, c) to traverse neighbors again!

for (int i = 0; i < 4; i++) {

int nr = r + DIR[i][0], nc = c + DIR[i][1];

int ncost = cost;

if (i != (grid[r][c] - 1)) ncost += 1; // change direction -> ncost = cost + 1

if (dist[nr][nc] > ncost) {

dist[nr][nc] = ncost;

q.offer(new int[]{ncost, nr, nc});

}

}

}

}

return dist[m - 1][n - 1];

}

}

Complexity

Time: O(ElogV) ~ O(mn \* log(mn)), E = 4mn, V = mn

Space: O(m\*n)

Similar problems:

Swim in Rising Water

Path With Maximum Minimum Value

**✔️ Solution 2: BFS + DFS ~ 8ms**

Inspired from @lee215 by this post: [BFS + DFS](https://leetcode.com/problems/minimum-cost-to-make-at-least-one-valid-path-in-a-grid/discuss/524886/Python-BFS-and-DFS)

class Solution {

int[][] DIR = new int[][]{{0, 1}, {0, -1}, {1, 0}, {-1, 0}};

public int minCost(int[][] grid) {

int m = grid.length, n = grid[0].length, cost = 0;

int[][] dp = new int[m][n];

for (int i = 0; i < m; i++) Arrays.fill(dp[i], Integer.MAX\_VALUE);

Queue<int[]> bfs = new LinkedList<>();

dfs(grid, 0, 0, dp, cost, bfs);

while (!bfs.isEmpty()) {

cost++;

for (int size = bfs.size(); size > 0; size--) {

int[] top = bfs.poll();

int r = top[0], c = top[1];

for (int i = 0; i < 4; i++) dfs(grid, r + DIR[i][0], c + DIR[i][1], dp, cost, bfs);

}

}

return dp[m - 1][n - 1];

}

void dfs(int[][] grid, int r, int c, int[][] dp, int cost, Queue<int[]> bfs) {

int m = grid.length, n = grid[0].length;

if (r < 0 || r >= m || c < 0 || c >= n || dp[r][c] != Integer.MAX\_VALUE) return;

dp[r][c] = cost;

bfs.offer(new int[]{r, c}); // add to try to change direction later

int nextDir = grid[r][c] - 1;

dfs(grid, r + DIR[nextDir][0], c + DIR[nextDir][1], dp, cost, bfs);

}

}

Complexity

Time & Space: O(m\*n)

**Refer to**

[L743.Network Delay Time (Ref.L505,L1368)](note://17E4C21F015F4605AAD4D6878F0D0A67)

[L778.Swim in Rising Water (Ref.L1368)](note://WEB2176826d0a2ce65cdc47c7317edd5a19)

[L934.Shortest Bridge (Ref.L1368)](note://WEBc4385dc955b9c6b7f57e72f45e3ef5f7)

[L1102.Path With Maximum Minimum Value (Ref.L1368)](note://WEBf4a6c0c7ead8e64acb71fe2f9814cb8f)

[L2556.Disconnect Path in a Binary Matrix by at Most One Flip](note://WEB3322914f94be5e34556afdcf5b35b500)

[L2203.Minimum Weighted Subgraph With the Required Paths](note://WEBa77cc0b31467a4612ff75d4806548614)

[L2290.Minimum Obstacle Removal to Reach Corner (Ref.L1293)](note://WEBcd918985c5097f42e558acf5ab25def8)

[0-1 BFS](note://WEB28136176b9a074a7d4b4ae45d6b6bc7a)

[Dijkstra Shortest Path Algorithm - A Detailed and Visual Introduction](note://80857119213E49EC840091BB3F7E4356)