<https://leetcode.com/problems/number-of-good-paths/description/>

There is a tree (i.e. a connected, undirected graph with no cycles) consisting of n nodes numbered from 0 to n - 1 and exactly n - 1 edges.

You are given a **0-indexed** integer array vals of length n where vals[i] denotes the value of the ith node. You are also given a 2D integer array edges where edges[i] = [ai, bi] denotes that there exists an **undirected** edge connecting nodes ai and bi.

A **good path** is a simple path that satisfies the following conditions:

The starting node and the ending node have the **same** value.

All nodes between the starting node and the ending node have values **less than or equal to** the starting node (i.e. the starting node's value should be the maximum value along the path).

Return *the number of distinct good paths*.

Note that a path and its reverse are counted as the **same** path. For example, 0 -> 1 is considered to be the same as 1 -> 0. A single node is also considered as a valid path.

**Example 1:**
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**Input:** vals = [1,3,2,1,3], edges = [[0,1],[0,2],[2,3],[2,4]]

**Output:** 6

**Explanation:** There are 5 good paths consisting of a single node.

There is 1 additional good path: 1 -> 0 -> 2 -> 4.(The reverse path 4 -> 2 -> 0 -> 1 is treated as the same as 1 -> 0 -> 2 -> 4.)

Note that 0 -> 2 -> 3 is not a good path because vals[2] > vals[0].

**Example 2:**
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**Input:** vals = [1,1,2,2,3], edges = [[0,1],[1,2],[2,3],[2,4]]

**Output:** 7

**Explanation:** There are 5 good paths consisting of a single node.

There are 2 additional good paths: 0 -> 1 and 2 -> 3.

**Example 3:**

![stickPicture.png](data:image/png;base64,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)

**Input:** vals = [1], edges = []

**Output:** 1

**Explanation:** The tree consists of only one node, so there is one good path.

**Constraints:**

n == vals.length

1 <= n <= 3 \* 10^4

0 <= vals[i] <= 10^5

edges.length == n - 1

edges[i].length == 2

0 <= ai, bi < n

ai != bi

edges represents a valid tree.

**Attempt 1: 2025-03-31**

**Solution 1: Hash Table + Union Find (180 min)**

class Solution {

    public int numberOfGoodPaths(int[] vals, int[][] edges) {

        int n = vals.length;

        int[] parent = new int[n];

        int[] rank = new int[n];

        for(int i = 0; i < n; i++) {

            parent[i] = i;

            rank[i] = 1;

        }

        // Build adjacency list

        List<List<Integer>> adj = new ArrayList<>();

        for(int i = 0; i < n; i++) {

            adj.add(new ArrayList<>());

        }

        for(int[] edge : edges) {

            int u = edge[0];

            int v = edge[1];

            adj.get(u).add(v);

            adj.get(v).add(u);

        }

        // Group and sort nodes based on values in a TreeMap

        TreeMap<Integer, List<Integer>> valuesToNodes = new TreeMap<>();

        for(int i = 0; i < n; i++) {

            if(!valuesToNodes.containsKey(vals[i])) {

                valuesToNodes.put(vals[i], new ArrayList<>());

            }

            valuesToNodes.get(vals[i]).add(i);

        }

        // Each node is a good path by itself

        int result = n;

        for(int val : valuesToNodes.keySet()) {

            List<Integer> nodes = valuesToNodes.get(val);

            // Union adjacent nodes with values <= current val

            for(int u : nodes) {

                for(int v : adj.get(u)) {

                    if(vals[v] <= vals[u]) {

                        union(u, v, parent, rank);

                    }

                }

            }

            // Count nodes in each component

            Map<Integer, Integer> componentCount = new HashMap<>();

            // We only care about equal to root value's (u == v) node's count in

            // each group

            for(int u : nodes) {

                int root = find(u, parent);

                componentCount.put(root, componentCount.getOrDefault(root, 0) + 1);

            }

            // Calculate the number of good paths for current value

            for(int count : componentCount.values()) {

                result += count \* (count - 1) / 2;

            }

        }

        return result;

    }

    private int find(int x, int[] parent) {

        if(x == parent[x]) {

            return x;

        }

        return parent[x] = find(parent[x], parent);

    }

    private void union(int x, int y, int[] parent, int[] rank) {

        int rootX = find(x, parent);

        int rootY = find(y, parent);

        if(rootX != rootY) {

            if(rank[rootX] > rank[rootY]) {

                parent[rootY] = rootX;

                rank[rootX] += rank[rootY];

            } else {

                parent[rootX] = rootY;

                rank[rootY] += rank[rootX];

            }

        }

    }

}

Time Complexity: O(nlogn)

Building adjacency list: O(n)

Sorting nodes by value: O(nlogn)

DSU operations (with path compression and union by rank):

O(α(n)) per operation, where α is the inverse Ackermann function (very slow-growing, effectively constant).

Total: O(nlogn) due to sorting.

Space Complexity: O(n)

**Refer to Deepseek**

This problem requires counting the number of "good" paths in a tree. A path is considered good if both endpoints have the same value, and all nodes between them have values less than or equal to that value.

**Approach**

Union-Find (Disjoint Set Union - DSU): We'll use this data structure to efficiently manage and merge sets of nodes.

Sort Nodes by Value: Process nodes in increasing order of their values.

Group Processing: For each group of nodes with the same value, count how many nodes in the current connected components can form good paths.

**Solution Code**

class Solution {

private int[] parent;

private int[] rank;

public int numberOfGoodPaths(int[] vals, int[][] edges) {

int n = vals.length;

parent = new int[n];

rank = new int[n];

for (int i = 0; i < n; i++) {

parent[i] = i;

rank[i] = 1;

}

// Build adjacency list

List<List<Integer>> adj = new ArrayList<>();

for (int i = 0; i < n; i++) {

adj.add(new ArrayList<>());

}

for (int[] edge : edges) {

int u = edge[0], v = edge[1];

adj.get(u).add(v);

adj.get(v).add(u);

}

// Map value to list of nodes

TreeMap<Integer, List<Integer>> valueToNodes = new TreeMap<>();

for (int i = 0; i < n; i++) {

valueToNodes.computeIfAbsent(vals[i], k -> new ArrayList<>()).add(i);

}

int result = n; // each node is a good path by itself

for (int val : valueToNodes.keySet()) {

List<Integer> nodes = valueToNodes.get(val);

// Union adjacent nodes with values <= current val

for (int u : nodes) {

for (int v : adj.get(u)) {

if (vals[v] <= vals[u]) {

union(u, v);

}

}

}

// Count nodes in each component

Map<Integer, Integer> componentCount = new HashMap<>();

for (int u : nodes) {

int root = find(u);

componentCount.put(root, componentCount.getOrDefault(root, 0) + 1);

}

// Calculate the number of good paths for current value

for (int count : componentCount.values()) {

result += count \* (count - 1) / 2;

}

}

return result;

}

private int find(int x) {

if (parent[x] != x) {

parent[x] = find(parent[x]);

}

return parent[x];

}

private void union(int x, int y) {

int rootX = find(x);

int rootY = find(y);

if (rootX != rootY) {

if (rank[rootX] > rank[rootY]) {

parent[rootY] = rootX;

} else if (rank[rootX] < rank[rootY]) {

parent[rootX] = rootY;

} else {

parent[rootY] = rootX;

rank[rootX]++;

}

}

}

}

**Explanation**

Initialization: We initialize the DSU data structure with each node as its own parent.

Tree Construction: We build an adjacency list to represent the tree structure.

Value Grouping: Nodes are grouped by their values in a TreeMap to process them in increasing order.

Union Operations: For each node, we union it with its neighbors that have values less than or equal to its own value. This connects nodes that can potentially form good paths.

Counting Paths: For each group of nodes with the same value, we count how many nodes are in each connected component. The number of good paths formed by these nodes is calculated using the combination formula (n choose 2).

Result: The total number of good paths is the sum of all individual nodes (each is a path by itself) plus all combinations of nodes in the same component with the same value.

This approach efficiently counts all good paths by leveraging the union-find data structure and processing nodes in order of increasing values.

**Please elaborate in more detail how this solution works ? what's the logic behind ?**

**Problem Understanding**

We are given:

A tree with n nodes, where each node has a value vals[i].

A path between two nodes is called a good path if:

The starting and ending nodes have the same value.

All intermediate nodes in the path have values less than or equal to the starting/ending node's value.

Our goal is to count the number of such good paths in the tree.

**Key Observations**

**Tree Structure: Since it's a tree, there's exactly one unique path between any two nodes.**

**Good Path Conditions:**

**The path's endpoints must have the same value.**

**All nodes along the path must have values ≤ the endpoints' value.**

**Single Node Paths: Each individual node is trivially a good path (start and end at the same node).**

**Intuition**

**To form a good path between two nodes u and v with value val, all nodes on the path from u to v must have values ≤ val.**

**This implies that u and v must be connected through nodes with values ≤ val.**

**Therefore, we can think of merging (union) nodes with values ≤ val and then count how many nodes with value val are in each connected component.**

**Approach**

Union-Find (Disjoint Set Union - DSU):

This helps in efficiently managing and merging connected components.

Each node starts as its own parent.

The find operation finds the root parent of a node (with path compression for efficiency).

The union operation merges two sets.

Processing Nodes by Value:

We process nodes in increasing order of their values.

For each value val, we consider all nodes with value val.

We connect (union) these nodes with their neighbors that have values ≤ val.

After connecting, nodes with value val that are in the same connected component can form good paths among themselves.

Counting Good Paths:

For each value val, after processing, we count how many nodes with value val are in each connected component.

If a connected component has k nodes with value val, the number of good paths is k choose 2 (since any two nodes in the component can form a good path).

We add this to our result, which already includes the n single-node paths.

**Solution Code Breakdown**

Initialization:

parent and rank arrays for DSU.

Each node is its own parent initially.

Building Adjacency List:

Represents the tree structure for easy traversal.

Grouping Nodes by Value:

TreeMap<Integer, List<Integer>> valueToNodes groups nodes by their values in sorted order.

Processing Each Value:

For each value val in increasing order:

Get all nodes with value val.

Union each node with its neighbors having values ≤ val.

After union operations, count how many nodes with value val are in each connected component.

For each component with k nodes, add k choose 2 to the result.

DSU Operations:

find(x): Finds the root parent of x with path compression.

union(x, y): Merges the sets containing x and y based on rank.

**Example Walkthrough**

Consider the tree:

Nodes: 0 (1), 1 (3), 2 (2), 3 (1), 4 (2)

Edges: [[0,1],[1,2],[2,3],[2,4]]

Values: vals = [1,3,2,1,2]

Initialization:

All nodes are their own parents.

Processing Value 1:

Nodes: 0, 3

Union 0 with neighbors (1 has value 3 > 1 → skip).

Union 3 with neighbors (2 has value 2 > 1 → skip).

Components: {0}, {3}

Good paths: 2 (single nodes) + 0 (no pairs).

Processing Value 2:

Nodes: 2, 4

Union 2 with neighbors (1:3 > 2 → skip; 3:1 ≤ 2 → union; 4:2 ≤ 2 → union).

Union(2,3): parent[3] = 2

Union(2,4): parent[4] = 2

Components: {2,3,4}

Nodes with value 2 in component: 2,4 → count = 2

Good paths: 2 choose 2 = 1 (path 2-4)

Total so far: 5 (single nodes) + 1 = 6

Processing Value 3:

Node: 1

Union 1 with neighbors (0:1 ≤ 3 → union; 2:2 ≤ 3 → union).

Union(1,0): parent[0] = 1

Union(1,2): parent[2] = 1

Components: {0,1,2,3,4}

Nodes with value 3 in component: 1 → count = 1

Good paths: 1 choose 2 = 0

Total: 6 (no change)

Final result: 6 good paths.

**Why This Works**

By processing nodes in increasing order of values, we ensure that when we process value val, all nodes with values < val are already connected appropriately.

Nodes with value val can only form good paths among themselves if they're in the same component after connecting all nodes with values ≤ val.

The DSU efficiently manages these connections and component counts.

**Time Complexity**

Building adjacency list: O(n)

Sorting nodes by value: O(n log n)

DSU operations (with path compression and union by rank): O(α(n)) per operation, where α is the inverse Ackermann function (very slow-growing, effectively constant).

Total: O(n log n) due to sorting.

This approach efficiently counts all good paths by leveraging the union-find data structure and processing nodes in a strategic order.

**Why need "Value Grouping: Nodes are grouped by their values in a TreeMap to process them in increasing order." ?**

The key idea behind grouping nodes by their values and processing them in increasing order is to efficiently manage the connected components and ensure that we correctly count all possible good paths while maintaining the problem's constraints. Here's a detailed explanation:

**1. Understanding Good Paths**

A good path between two nodes u and v with value val requires:

vals[u] == vals[v] == val

All nodes on the path from u to v must have values ≤ val

This means that u and v must be connected through nodes that all have values ≤ val.

**2. Role of Union-Find (DSU)**

The Union-Find data structure helps us dynamically manage and merge connected components as we process nodes. Initially, each node is its own component. As we process nodes, we merge components based on the current value being processed.

**3. Why Process Nodes in Increasing Order of Values?**

**Processing nodes in increasing order of their values ensures that when we process a node with value val, all nodes with values < val have already been processed and merged appropriately. This is crucial because:**

**All relevant connections are established: For a node with value val, we only care about connections through nodes with values ≤ val. By processing in increasing order, we guarantee that all such connections are already considered when we process val.**

**Avoids missing valid paths: If we processed nodes in arbitrary order, we might miss connections that could form good paths because some necessary merges (unions) might not have happened yet.**

**4. Value Grouping via TreeMap**

TreeMap: This data structure automatically sorts keys (node values) in ascending order. By using TreeMap, we can easily process nodes from the smallest value to the largest.

Grouping Nodes by Value: For each value val, we get all nodes that have this value. This allows us to:

Union these nodes with their neighbors: We connect nodes with value val to their adjacent nodes that have values ≤ val. This ensures that nodes with value val are in the correct connected components.

Count good paths: After processing all connections for value val, we count how many nodes with value val are in each connected component. The number of good paths for these nodes is the number of ways to choose 2 nodes from the same component, which is k choose 2 for k nodes.

**5. Example to Illustrate**

Consider the tree:

Nodes: 0 (1), 1 (3), 2 (2), 3 (1), 4 (2)

Edges: [[0,1],[1,2],[2,3],[2,4]]

Values: vals = [1,3,2,1,2]

Processing Order: Values in order: 1, 2, 3.

Value 1: Nodes 0 and 3.

No neighbors with values ≤ 1, so no unions.

Components: {0}, {3}.

Good paths: 2 (single nodes).

Value 2: Nodes 2 and 4.

Union 2 with neighbors (3:1 ≤ 2, 4:2 ≤ 2).

Union(2,3): parent[3] = 2.

Union(2,4): parent[4] = 2.

Components: {2,3,4}.

Nodes with value 2: 2,4 → 2 choose 2 = 1 good path (2-4).

Value 3: Node 1.

Union 1 with neighbors (0:1 ≤ 3, 2:2 ≤ 3).

Union(1,0): parent[0] = 1.

Union(1,2): parent[2] = 1.

Components: {0,1,2,3,4}.

Nodes with value 3: 1 → no pairs.

Total Good Paths: 2 (single) + 1 (2-4) = 3.

If we didn't process in increasing order, we might miss some unions. For example, if we processed value 2 before value 1, node 3 (value 1) wouldn't be connected to node 2 (value 2), leading to incorrect counts.

**6. Why Not Process in Decreasing Order?**

Processing in decreasing order would violate the condition that all intermediate nodes must have values ≤ val. For a node with value val, we need all nodes with values ≤ val to be connected before counting good paths. If we process larger values first, we might incorrectly include paths where intermediate nodes have higher values, violating the problem's constraints.

**7. Efficiency**

TreeMap Sorting: O(n log n) for sorting nodes by value.

Union-Find Operations: Nearly O(1) per operation with path compression and union by rank.

Overall: O(n log n) due to sorting, which is efficient for the problem constraints.

**Conclusion**

Grouping nodes by their values and processing them in increasing order is essential to:

Ensure that all necessary connections (unions) are made before counting good paths.

Maintain the invariant that all intermediate nodes in a good path have values ≤ the endpoint values.

Efficiently and correctly count all possible good paths using the Union-Find data structure.

This approach guarantees that we correctly account for all valid paths while adhering to the problem's constraints, making it both optimal and intuitive.
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