<https://leetcode.com/problems/network-delay-time/>

You are given a network of n nodes, labeled from 1 to n. You are also given times, a list of travel times as directed edges times[i] = (ui, vi, wi), where ui is the source node, vi is the target node, and wi is the time it takes for a signal to travel from source to target.

We will send a signal from a given node k. Return *the* ***minimum*** *time it takes for all the* n *nodes to receive the signal*. If it is impossible for all the n nodes to receive the signal, return -1.

**Example 1:**

![image.png](data:image/png;base64,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)

Input: times = [[2,1,1],[2,3,1],[3,4,1]], n = 4, k = 2

Output: 2

**Example 2:**

Input: times = [[1,2,1]], n = 2, k = 1

Output: 1

**Example 3:**

Input: times = [[1,2,1]], n = 2, k = 2

Output: -1

**Constraints:**

1 <= k <= n <= 100

1 <= times.length <= 6000

times[i].length == 3

1 <= ui, vi <= n

ui != vi

0 <= wi <= 100

All the pairs (ui, vi) are **unique**. (i.e., no multiple edges.)

**Attempt 1: 2022-11-20**

**Solution 1:  Find minimum distance in a Directed & Weighted Graph using BFS [Dijkstra's algorithm] (120min)**

**Style 1: With "visited" array, we don't really need to maintain "visited" array in below Dijkstra algorithm is an immature solution, refer to** [Dijkstra Shortest Path Algorithm - A Detailed and Visual Introduction](note://80857119213E49EC840091BB3F7E4356) **for detail reason**

class Solution {

    public int networkDelayTime(int[][] times, int n, int k) {

        // Build graph

        Map<Integer, List<int[]>> graph = new HashMap<Integer, List<int[]>>();

        for(int i = 1; i <= n; i++) {

            graph.put(i, new ArrayList<int[]>());

        }

        for(int[] time : times) {

            graph.get(time[0]).add(new int[]{time[1], time[2]});

        }

        // Dijkstra with minimum priority queue

        // minPQ -> int[]{from, distance}

        PriorityQueue<int[]> minPQ = new PriorityQueue<int[]>((a, b) -> a[1] - b[1]);

        boolean[] visited = new boolean[n + 1];

        // Record minimum distance between node k to each node, to find minimum

        // distance, initially with maximum value

        int[] distances = new int[n + 1];

        Arrays.fill(distances, Integer.MAX\_VALUE);

        // Since label start from 1, no need 0

        distances[0] = 0;

        // The initial start point is node k, distance for node k to itself is 0

        distances[k] = 0;

        minPQ.offer(new int[]{k, 0});

        while(!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int from = cur[0];

            int dist = cur[1];

            if(visited[from]) {

                continue;

            }

            n--;

            visited[from] = true;

            for(int[] neighbour : graph.get(from)) {

                int targetnode = neighbour[0];

                int curnodeToTargetnodeDistance = neighbour[1];

                int newDist = Math.min(distances[targetnode], curnodeToTargetnodeDistance + dist);

                // Update distance record for neighbour node

                distances[targetnode] = newDist;

                minPQ.offer(new int[]{targetnode, newDist});

            }

        }

        // Condition to complete Dijkstra algorithm: Able to visit all nodes

        // n == 0 means able to visit all nodes from node k

        if(n == 0) {

            // Find the maximum distance among all path start from node k to other nodes,

            // this maximum distance is the minimum time it takes for all n nodes to

            // receive the signal

            int maxDistance = 0;

            for(int d : distances) {

                maxDistance = Math.max(maxDistance, d);

            }

            return maxDistance;

        } else {

            return -1;

        }

    }

}

Complexity Analysis

Here N is the number of nodes and E is the number of total edges in the given network.

Time complexity: O(N+ElogN)

Dijkstra's Algorithm takes O(ElogN). Finding the minimum time required in times takes O(N).

The maximum number of vertices that could be added to the priority queue is E. Thus, push

and pop operations on the priority queue take O(logE) time. The value of E can be at most N⋅(N−1).

Therefore, O(logE) is equivalent to O(logN^2) which in turn equivalent to O(2⋅logN).

Hence, the time complexity for priority queue operations equals O(logN).

Although the number of vertices in the priority queue could be equal to E, we will only visit

each vertex only once. If we encounter a vertex for the second time, then curnodeToTargetnodeDistance

will be greater than times[currNode], and we can continue to the next vertex in the priority queue.

Hence, in total E edges will be traversed and for each edge, there could be one priority queue

insertion operation. Hence, the time complexity is equal to O(N+ElogN).

Space complexity: O(N+E)

Building the adjacency list will take O(E) space. Dijkstra's algorithm takes O(E) space for

priority queue because each vertex could be added to the priority queue N - 1N−1 time which

makes it N∗(N−1) and O(N^2) is equivalent to O(E). times takes O(N) space.

**Style 2: Without "visited" array, standard Dijkstra Algorithm**

class Solution {

    public int networkDelayTime(int[][] times, int N, int K) {

        // Build graph

        List<List<int[]>> graph = new ArrayList<>();

        for (int i = 0; i <= N; i++) {

            graph.add(new ArrayList<>());

        }

        for (int[] edge : times) {

            int fr\_node = edge[0];

            int to\_node = edge[1];

            int cost = edge[2];

            graph.get(fr\_node).add(new int[]{to\_node, cost});

        }

        // Record minimum distance between node k to each node, to find minimum

        // distance, initially with maximum value

        int[] distances = new int[N + 1];

        Arrays.fill(distances, Integer.MAX\_VALUE);

        // Dijkstra with minimum priority queue

        // minPQ -> int[]{from, distance}

        PriorityQueue<int[]> minPQ = new PriorityQueue<>((a, b) -> a[1] - b[1]);

        // The initial start point is node k, distance for node k to itself is 0

        distances[K] = 0;

        minPQ.offer(new int[]{K, 0});

        while (!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int curNode = cur[0];

            int curCost = cur[1];

            for (int[] neighbor : graph.get(curNode)) {

                int newCost = distances[curNode] + neighbor[1];

                if (newCost < distances[neighbor[0]]) {

                    distances[neighbor[0]] = newCost;

                    minPQ.offer(new int[]{neighbor[0], newCost});

                }

            }

        }

        int max\_time = Integer.MIN\_VALUE;

        for (int i = 1; i < distances.length; ++i) {

            if (max\_time < distances[i]) {

                max\_time = distances[i];

            }

        }

        return max\_time == Integer.MAX\_VALUE ? -1 : max\_time;

    }

}

**Refer to**

<https://leetcode.com/problems/network-delay-time/solutions/340477/c-dijkstra-with-priority-queue/>

class Solution {

public:

int networkDelayTime(vector<vector<int>>& times, int N, int K) {

// build graph

vector<vector<pair<int, int> > > graph(N+1);

for (auto edge : times) {

int fr\_node = edge[0];

int to\_node = edge[1];

int cost = edge[2];

graph[fr\_node].push\_back(make\_pair(cost, to\_node));

}

vector<int> dist(N+1, INT\_MAX);

dist[K] = 0;

pq.push(make\_pair(0, K));

while (!pq.empty()) {

pair<int,int> x = pq.top();

pq.pop();

for (auto neighbor : graph[x.second]) {

int ar = dist[x.second] + neighbor.first;

if (ar < dist[neighbor.second]) {

dist[neighbor.second] = ar;

pq.push(make\_pair(ar, neighbor.second));

}

}

}

int max\_time = INT\_MIN;

for (int i = 1; i < dist.size(); ++i) {

if (max\_time < dist[i]) {

max\_time = dist[i];

}

}

return max\_time == INT\_MAX? -1 : max\_time;

}

};

**Style 3: Without "visited" array, also early terminate when same node process again with Dijkstra Algorithm**

class Solution {

    public int networkDelayTime(int[][] times, int N, int K) {

        // Build graph

        List<List<int[]>> graph = new ArrayList<>();

        for (int i = 0; i <= N; i++) {

            graph.add(new ArrayList<>());

        }

        for (int[] edge : times) {

            int fr\_node = edge[0];

            int to\_node = edge[1];

            int cost = edge[2];

            graph.get(fr\_node).add(new int[]{to\_node, cost});

        }

        // Record minimum distance between node k to each node, to find minimum

        // distance, initially with maximum value

        int[] distances = new int[N + 1];

        Arrays.fill(distances, Integer.MAX\_VALUE);

        // Dijkstra with minimum priority queue

        // minPQ -> int[]{from, distance}

        PriorityQueue<int[]> minPQ = new PriorityQueue<>((a, b) -> a[1] - b[1]);

        // The initial start point is node k, distance for node k to itself is 0

        distances[K] = 0;

        minPQ.offer(new int[]{K, 0});

        while (!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int curNode = cur[0];

            int curCost = cur[1];

            // Add below statement improve Elapsed Time from 11ms to 9ms

            // Skip if encounter same node again and node's distance is outdated:

            // Once a node is processed earlier, no shorter distance can be found

            // for it due to the PriorityQueue. The distances[] array acts as a

            // safeguard: it prevents processing outdated or longer paths,

            // eliminating the need for a visited array. If a node is encountered

            // again in the PriorityQueue, its distance will not be processed

            // since this node's guaranteed smallest distance result (based on

            // Minimum PriorityQueue natruality) stored at distances[curNode]

            // earlier, ensured by the condition below:

            // "if (curCost > distances[curNode]) continue;"

            // Additionally, if not add this statement, the Dijkstra algorithm

            // still works, only won't terminate early when encountering same node

            // again, and same node will be added onto PriorityQueue again and

            // all further process blocked later with condition below:

            // "if (newCost < distances[neighbor[0]]) {...}"

            // since the newCost is surely >= distances[neighbor[0]]

            // at a certain moment

            if (curCost > distances[curNode]) {

                continue;

            }

            for (int[] neighbor : graph.get(curNode)) {

                int newCost = distances[curNode] + neighbor[1];

                if (newCost < distances[neighbor[0]]) {

                    distances[neighbor[0]] = newCost;

                    minPQ.offer(new int[]{neighbor[0], newCost});

                }

            }

        }

        int max\_time = Integer.MIN\_VALUE;

        for (int i = 1; i < distances.length; ++i) {

            if (max\_time < distances[i]) {

                max\_time = distances[i];

            }

        }

        return max\_time == Integer.MAX\_VALUE ? -1 : max\_time;

    }

}

**Dijkstra algorithm no need "visited" array ? why ?**

**Refer to chatGPT**

In Dijkstra's algorithm, a **visited** array is often not explicitly required because the algorithm inherently ensures that each node is processed only once. This is achieved by the priority queue (or min-heap) and the way distances are updated and processed. Let's explore why this is the case:

**1. Priority Queue Guarantees Optimal Order**

Dijkstra's algorithm uses a priority queue to always process the node with the smallest tentative distance first.

**Once a node is dequeued (processed), it means the shortest path to that node is already determined, and its distance cannot be improved further.**

**Reason**: **Relaxation of edges from other nodes cannot produce a smaller distance due to the priority queue's property.**

**Thus, there's no need to revisit a node, which is the primary purpose of a visited array.**

**2. Implicit Handling of Re-visits**

In the case where an already processed node is encountered again (due to a shorter path being found earlier in the queue), the algorithm skips it naturally because:

The node's tentative distance will not be smaller than the distance already processed.

Priority queues ensure that nodes are processed in increasing order of their distances.

This property makes a **visited** array redundant.

**3. Efficiency and Correctness**

Using a **visited** array in Dijkstra’s algorithm can slightly improve performance by preventing unnecessary operations like inserting the same node into the priority queue multiple times.

However, many implementations avoid explicitly maintaining a **visited** array because the priority queue mechanism already handles this aspect implicitly.

**4. When a Visited Array Might Be Useful**

Modified Dijkstra: If the algorithm is modified for specific scenarios, such as finding paths with certain constraints, a **visited** array might help.

Memory Optimization: In dense graphs, using a priority queue without a visited array could lead to more nodes being inserted into the queue than necessary, causing memory overhead.

**Example Without Visited Array**

class Dijkstra {

public int[] shortestPath(int n, int[][] edges, int source) {

Map<Integer, List<int[]>> graph = new HashMap<>();

for (int[] edge : edges) {

graph.computeIfAbsent(edge[0], k -> new ArrayList<>()).add(new int[]{edge[1], edge[2]});

graph.computeIfAbsent(edge[1], k -> new ArrayList<>()).add(new int[]{edge[0], edge[2]}); // Undirected graph

}

int[] dist = new int[n];

Arrays.fill(dist, Integer.MAX\_VALUE);

dist[source] = 0;

PriorityQueue<int[]> pq = new PriorityQueue<>(Comparator.comparingInt(a -> a[1])); // {node, distance}

pq.add(new int[]{source, 0});

while (!pq.isEmpty()) {

int[] current = pq.poll();

int node = current[0];

int d = current[1];

// Skip if this distance is outdated

if (d > dist[node]) continue;

for (int[] neighbor : graph.getOrDefault(node, new ArrayList<>())) {

int next = neighbor[0];

int weight = neighbor[1];

if (dist[node] + weight < dist[next]) {

dist[next] = dist[node] + weight;

pq.add(new int[]{next, dist[next]});

}

}

}

return dist; // Returns shortest distances from the source to all nodes

}

}

**Key Insight**

The algorithm skips nodes that are already processed because the priority queue ensures optimal order. Using a **visited** array becomes optional but redundant for correctness.

**Can you use Leetcode 743 to elaborate how Dijkstra works without using visited array ?**

**Key Idea**

Use a **priority queue (min-heap)** to process nodes in order of their smallest distance.

Maintain a dist[] array to store the shortest known distance to each node.

Initialize all distances to infinity (Integer.MAX\_VALUE), except for the starting node (k), which is 0.

Each node is processed only once at its shortest distance because:

If a shorter path to a node is found, it will re-enter the priority queue.

Priority queue ensures that only the shortest distance is processed first, making re-visiting unnecessary.

**Implementation Without Visited Array**

class Solution {

public int networkDelayTime(int[][] times, int n, int k) {

// Step 1: Build the graph

Map<Integer, List<int[]>> graph = new HashMap<>();

for (int[] edge : times) {

graph.computeIfAbsent(edge[0], x -> new ArrayList<>()).add(new int[]{edge[1], edge[2]});

}

// Step 2: Initialize distance array

int[] dist = new int[n + 1]; // 1-indexed nodes

Arrays.fill(dist, Integer.MAX\_VALUE);

dist[k] = 0; // Distance to source is 0

// Step 3: Priority queue to process nodes by shortest distance

PriorityQueue<int[]> pq = new PriorityQueue<>(Comparator.comparingInt(a -> a[1])); // {node, distance}

pq.add(new int[]{k, 0}); // Start with the source node

// Step 4: Process the queue

while (!pq.isEmpty()) {

int[] current = pq.poll();

int node = current[0];

int time = current[1];

// Skip if the distance is outdated

if (time > dist[node]) continue;

// Traverse all neighbors

for (int[] neighbor : graph.getOrDefault(node, new ArrayList<>())) {

int nextNode = neighbor[0];

int weight = neighbor[1];

// If a shorter path to the neighbor is found

if (dist[node] + weight < dist[nextNode]) {

dist[nextNode] = dist[node] + weight;

pq.add(new int[]{nextNode, dist[nextNode]});

}

}

}

// Step 5: Find the maximum distance to determine the result

int maxTime = 0;

for (int i = 1; i <= n; i++) {

if (dist[i] == Integer.MAX\_VALUE) return -1; // Unreachable node

maxTime = Math.max(maxTime, dist[i]);

}

return maxTime;

}

}

**How It Works Without Visited Array**

Priority Queue Ensures Shortest Path Processing

Nodes are processed in increasing order of distance.

When a node is dequeued, it is guaranteed to be at its shortest distance because:

All shorter paths have been processed already.

**If a node is encountered again in the priority queue, its distance will not be processed if it’s already smaller (ensured by the condition if (time > dist[node]) continue).**

No Need to Explicitly Track Visited Nodes

Once a node is processed, no shorter distance can be found for it due to the priority queue.

The dist[] array acts as a safeguard: it prevents processing outdated or longer paths, eliminating the need for a visited array.

**Key Takeaways**

The **priority queue** and dist[] array ensure that nodes are processed only at their shortest distances.

**No explicit visited array is needed because outdated paths are skipped naturally by checking if (time > dist[node]).**

The algorithm has a time complexity of O((V+E) log⁡V), where V is the number of nodes and E is the number of edges.

**Solution 2:  Promote by removing distances array (10min)**

class Solution {

    public int networkDelayTime(int[][] times, int n, int k) {

        int result = 0;

        // Build graph

        Map<Integer, List<int[]>> graph = new HashMap<Integer, List<int[]>>();

        for(int i = 1; i <= n; i++) {

            graph.put(i, new ArrayList<int[]>());

        }

        for(int[] time : times) {

            graph.get(time[0]).add(new int[]{time[1], time[2]});

        }

        // Dijkstra with minimum priority queue

        // minPQ -> int[]{from, distance}

        PriorityQueue<int[]> minPQ = new PriorityQueue<int[]>((a, b) -> a[1] - b[1]);

        boolean[] visited = new boolean[n + 1];

        minPQ.offer(new int[]{k, 0});

        while(!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int from = cur[0];

            int dist = cur[1];

            if(visited[from]) {

                continue;

            }

            n--;

            visited[from] = true;

            result = dist;

            for(int[] neighbour : graph.get(from)) {

                int targetnode = neighbour[0];

                int curnodeToTargetnodeDistance = neighbour[1];

                minPQ.offer(new int[]{targetnode, curnodeToTargetnodeDistance + dist});

            }

        }

        return n == 0 ? result : -1;

    }

}

Complexity Analysis

Here N is the number of nodes and E is the number of total edges in the given network.

Time complexity: O(N+ElogN)

Dijkstra's Algorithm takes O(ElogN). Finding the minimum time required in times takes O(N).

The maximum number of vertices that could be added to the priority queue is E. Thus, push

and pop operations on the priority queue take O(logE) time. The value of E can be at most N⋅(N−1).

Therefore, O(logE) is equivalent to O(logN^2) which in turn equivalent to O(2⋅logN).

Hence, the time complexity for priority queue operations equals O(logN).

Although the number of vertices in the priority queue could be equal to E, we will only

visit each vertex only once. If we encounter a vertex for the second time, then curnodeToTargetnodeDistance

will be greater than times[currNode], and we can continue to the next vertex in the priority queue.

Hence, in total E edges will be traversed and for each edge, there could be one priority queue

insertion operation. Hence, the time complexity is equal to O(N+ElogN).

Space complexity: O(N+E)

Building the adjacency list will take O(E) space. Dijkstra's algorithm takes O(E) space for

priority queue because each vertex could be added to the priority queue N - 1N−1 time which

makes it N∗(N−1) and O(N^2) is equivalent to O(E). times takes O(N) space.

**Refer to**

<https://leetcode.com/problems/network-delay-time/discuss/210698/Java-Djikstrabfs-Concise-and-very-easy-to-understand>

I think bfs and djikstra are very similar problems. It's just that djikstra cost is different compared with bfs, so use priorityQueue instead a Queue for a standard bfs search.

class Solution {

    public int networkDelayTime(int[][] times, int N, int K) {

        Map<Integer, Map<Integer,Integer>> map = new HashMap<>();

        for(int[] time : times){

            map.putIfAbsent(time[0], new HashMap<>());

            map.get(time[0]).put(time[1], time[2]);

        }

        //distance, node into pq

        Queue<int[]> pq = new PriorityQueue<>((a,b) -> (a[0] - b[0]));

        pq.add(new int[]{0, K});

        boolean[] visited = new boolean[N+1];

        int res = 0;

        while(!pq.isEmpty()){

            int[] cur = pq.remove();

            int curNode = cur[1];

            int curDist = cur[0];

            if(visited[curNode]) continue;

            visited[curNode] = true;

            res = curDist;

            N--;

            if(map.containsKey(curNode)){

                for(int next : map.get(curNode).keySet()){

                    pq.add(new int[]{curDist + map.get(curNode).get(next), next});

                }

            }

        }

        return N == 0 ? res : -1;

    }

}

**Another promotion:**

Nice code, note one **improvement** which can reduce time from 62ms to 49ms for me: return res; when N = 0, i.e. the code becomes to:

<https://leetcode.com/problems/network-delay-time/discuss/210698/Java-Djikstrabfs-Concise-and-very-easy-to-understand/275555>

You don't have to poll all the elements from pq, you can just terminate it when N = 0, since when N = 0you have visited all the nodes along the shortest path from the source node, all nodes left in the pq are the redundant nodes along the non-shortest path. you can save time complexity of pop operation for O(klogk)

class Solution {

    public int networkDelayTime(int[][] times, int n, int k) {

        int result = 0;

        // Build graph

        Map<Integer, List<int[]>> graph = new HashMap<Integer, List<int[]>>();

        for(int i = 1; i <= n; i++) {

            graph.put(i, new ArrayList<int[]>());

        }

        for(int[] time : times) {

            graph.get(time[0]).add(new int[]{time[1], time[2]});

        }

        // Dijkstra with minimum priority queue

        // minPQ -> int[]{from, distance}

        PriorityQueue<int[]> minPQ = new PriorityQueue<int[]>((a, b) -> a[1] - b[1]);

        boolean[] visited = new boolean[n + 1];

        minPQ.offer(new int[]{k, 0});

        while(!minPQ.isEmpty()) {

            int[] cur = minPQ.poll();

            int from = cur[0];

            int dist = cur[1];

            if(visited[from]) {

                continue;

            }

            n--;

            visited[from] = true;

            result = dist;

            if(n == 0) {

                return result;

            }

            for(int[] neighbour : graph.get(from)) {

                int targetnode = neighbour[0];

                int curnodeToTargetnodeDistance = neighbour[1];

                minPQ.offer(new int[]{targetnode, curnodeToTargetnodeDistance + dist});

            }

        }

        return -1;

    }

}
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