<https://leetcode.com/problems/count-vowel-substrings-of-a-string/description/>

A substring is a contiguous (non-empty) sequence of characters within a string.

A vowel substring is a substring that only consists of vowels ('a', 'e', 'i', 'o', and 'u') and has all five vowels present in it.

Given a string word, return the number of vowel substrings in word.

**Example 1:**

**Input:** word = "aeiouu"

**Output:** 2

**Explanation:** The vowel substrings of word are as follows (underlined):

- "**aeiou**u"

- "**aeiouu**"

**Example 2:**

**Input:** word = "unicornarihan"

**Output:** 0

**Explanation:** Not all 5 vowels are present, so there are no vowel substrings.

**Example 3:**

**Input:** word = "cuaieuouac"

**Output:** 7

**Explanation:** The vowel substrings of word are as follows (underlined):

- "c**uaieuo**uac"

- "c**uaieuou**ac"

- "c**uaieuoua**c"

- "cu**aieuo**uac"

- "cu**aieuou**ac"

- "cu**aieuoua**c"

- "cua**ieuoua**c"

**Constraints:**

1 <= word.length <= 100

word consists of lowercase English letters only.

**Attempt 1: 2024-12-30**

**This problem tag as Easy but actually a Hard problem**

**Solution 1: Brute force + HashSet (60 min)**

**Style 1: isVowel() + vowel\_count**

class Solution {

    public int countVowelSubstrings(String word) {

        int count = 0;

        for(int i = 0; i < word.length(); i++) {

            Set<Character> set = new HashSet<>();

            int vowel\_count = 0;

            for(int j = i; j < word.length(); j++) {

                char c = word.charAt(j);

                if(isVowel(c)) {

                    if(set.add(c)) {

                        vowel\_count++;

                    }

                } else {

                    break;

                }

                if(vowel\_count == 5) {

                    count++;

                }

            }

        }

        return count;

    }

    private boolean isVowel(char c) {

        return c == 'a' || c == 'e' || c == 'i' || c == 'o' || c == 'u';

    }

}

Time Complexity: O(n^2)

Space Complexity: O(n)

**Style 2: ! isVowel() + vowel\_count**

class Solution {

    public int countVowelSubstrings(String word) {

        int count = 0;

        for(int i = 0; i < word.length(); i++) {

            Set<Character> set = new HashSet<>();

            int vowel\_count = 0;

            for(int j = i; j < word.length(); j++) {

                char c = word.charAt(j);

                if(!isVowel(c)) {

                    break;

                }

                if(set.add(c)) {

                    vowel\_count++;

                }

                if(vowel\_count == 5) {

                    count++;

                }

            }

        }

        return count;

    }

    private boolean isVowel(char c) {

        return c == 'a' || c == 'e' || c == 'i' || c == 'o' || c == 'u';

    }

}

Time Complexity: O(n^2)

Space Complexity: O(n)

**Style 3: No need vowel\_count**

class Solution {

    public int countVowelSubstrings(String word) {

        int count = 0;

        for(int i = 0; i < word.length(); i++) {

            Set<Character> set = new HashSet<>();

            for(int j = i; j < word.length(); j++) {

                char c = word.charAt(j);

                if(!isVowel(c)) {

                    break;

                }

                set.add(c);

                if(set.size() == 5) {

                    count++;

                }

            }

        }

        return count;

    }

    private boolean isVowel(char c) {

        return c == 'a' || c == 'e' || c == 'i' || c == 'o' || c == 'u';

    }

}

Time Complexity: O(n^2)

Space Complexity: O(n)

**Refer to**

<https://leetcode.com/problems/count-vowel-substrings-of-a-string/solutions/1563906/java-brute-force-hashset-8ms-easy-to-understand/>

Approach:

Two loops are used to find every possible substring starting at i=0 to i = (length)-4 because the minimum length of substring must be 5 to contain each of the vowels.

A HashSet maintains the vowels encountered in each substring which is cleared after each iteration.

If the size of the set is 5, we know that each of the 5 vowels are present.

If a consonant is found, we break out of the inner loop.

class Solution {

public int countVowelSubstrings(String word) {

int vow = 0;

int n = word.length();

Set<Character> set = new HashSet<>();

for(int i = 0; i < n-4; i++) {

set.clear();

for(int j = i; j < n; j++) {

char ch = word.charAt(j);

if(ch == 'a' || ch == 'e' || ch == 'i' || ch == 'o' || ch == 'u') {

set.add(ch);

if(set.size() == 5)

vow++;

} else {

break;

}

}

}

return vow;

}

}

**Refer to chatGPT**

class Solution {

public int countVowelSubstrings(String word) {

int count = 0;

// Iterate over the string to find all substrings

for (int i = 0; i < word.length(); i++) {

Set<Character> vowels = new HashSet<>();

for (int j = i; j < word.length(); j++) {

char c = word.charAt(j);

// If the character is not a vowel, break the inner loop

if (!isVowel(c)) {

break;

}

// Add the vowel to the set

vowels.add(c);

// If the set contains all 5 vowels, increment the count

if (vowels.size() == 5) {

count++;

}

}

}

return count;

}

// Helper method to check if a character is a vowel

private boolean isVowel(char c) {

return c == 'a' || c == 'e' || c == 'i' || c == 'o' || c == 'u';

}

}

**Explanation**

Outer Loop:

Start from each character in the string (i).

The goal is to find all possible substrings starting from index i.

Inner Loop:

Continue iterating through the substring from index i to the end of the string (j).

Check if the current character is a vowel:

**If not a vowel, break the loop since it can no longer form a vowel substring.**

If it is a vowel, add it to a Set<Character> to track distinct vowels.

If the Set contains all 5 vowels (a, e, i, o, u), increment the count.

Helper Method:

The isVowel method determines if a character is a vowel for easy reuse.

**Solution 2: Not fixed length Sliding Window + HashMap (60 min)**

class Solution {

    public int countVowelSubstrings(String word) {

        Map<Character, Integer> map = new HashMap<>();

        map.put('a', 0);

        map.put('e', 0);

        map.put('i', 0);

        map.put('o', 0);

        map.put('u', 0);

        int subarray\_count = 0;

        int vowel\_count = 0;

        int k = 0;

        int i = 0;

        for(int j = 0; j < word.length(); j++) {

            char c = word.charAt(j);

            if(map.get(c) != null) {

                map.put(c, map.get(c) + 1);

                // Only the first time happen of 'a', 'e', 'i', 'o', and 'u'

                // will contribute to the vowel count

                if(map.get(c) == 1) {

                    vowel\_count++;

                }

                // We cannot directly add (j - i) on total subarray count,

                // since window [i, j] only guarantee when loop till right

                // boundary j, its first time we collect 5 vowels, but left

                // boundary i not guarantee the window [i, j] is the minimum

                // window contains 5 vowels, we have to shrink left boundary

                // to see what's the minimum window contains 5 vowels, and

                // this requires new pointer k start from left(we keep i not

                // touched at this moment to tag the original left boundary),

                // if we get a range [i, k] which plus any character in

                // [k + 1, j] will contains 5 vowels, where i <= k < j, then

                // (k - i + 1) is the valid subarray count which contains

                // 5 vowels and should add into total count

                while(vowel\_count == 5) {

                    char c1 = word.charAt(k);

                    map.put(c1, map.get(c1) - 1);

                    if(map.get(c1) == 0) {

                        vowel\_count--;

                    }

                    k++;

                }

                // No '+ 1' required in detail implementation since

                // '+ 1' implicitly done during last while loop

                subarray\_count += (k - i);

            } else {

                map.forEach((key, value) -> {map.put(key, 0);});

                vowel\_count = 0;

                i = j + 1;

                k = j + 1;

            }

        }

        return subarray\_count;

    }

}

Time Complexity: O(n)

Space Complexity: O(n)

**Refer to**

<https://leetcode.com/problems/count-vowel-substrings-of-a-string/solutions/1563737/sliding-window/>

<https://leetcode.com/problems/count-vowel-substrings-of-a-string/solutions/1563737/sliding-window/comments/1141505>

I spent more time on this problem than on medium/hard problems in the contest.

Brute-force would do for 100 characters (since it's an easy problem), but I wanted to solve it efficiently.

j marks the start of an "all-vowel" substring. We advance j every time we see a consonant.

i is the current position, and k indicates the smallest window with all 5 vowels.

Note that we use a trick to move k one step forward, so the smallest window is actually [k - 1, j].

This is just to simplify the calculation, so that k - j == 1 when we find the first vowel substring.

So, for each position i, we have k - j valid substrings. The picture below demonstrate it for "xxaiioueiiaxx" test case:

![image.png](data:image/png;base64,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)

int countVowelSubstrings(string w) {

int vow = 0, cnt = 0, m[123] = {};

string vowels("aeiou");

for (int i = 0, j = 0, k = 0; i < w.size(); ++i) {

if (vowels.find(w[i]) != string::npos) {

vow += ++m[w[i]] == 1;

for (; vow == 5; ++k)

vow -= --m[w[k]] == 0;

cnt += k - j;

}

else {

m['a'] = m['e'] = m['i'] = m['o'] = m['u'] = vow = 0;

j = k = i + 1;

}

}

return cnt;

}

**Java version**

class Solution {

    public int countVowelSubstrings(String word) {

        int j = 0, k = 0, vow = 0, cnt = 0;

        HashMap < Character, Integer > map = new HashMap < > ();

        map.put('a', 0);

        map.put('e', 0);

        map.put('i', 0);

        map.put('o', 0);

        map.put('u', 0);

        for (int i = 0; i < word.length(); ++i) {

            if (map.get(word.charAt(i)) != null) {

                map.put(word.charAt(i), map.get(word.charAt(i)) + 1);

                if ((int) map.get(word.charAt(i)) == 1) {

                    ++vow;

                }

                while (vow == 5) {

                    map.put(word.charAt(k), map.get(word.charAt(k)) - 1);

                    if ((int) map.get(word.charAt(k)) == 0) {

                        --vow;

                    }

                    k++;

                }

                cnt = cnt + (k - j);

            } else {

                map.forEach((k1, v) -> {

                    map.put(k1, 0);

                });

                vow = 0;

                j = k = i + 1;

            }

        }

        return cnt;

    }

}
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