<https://leetcode.com/problems/asteroid-collision/description/>

There are n **1-indexed** robots, each having a position on a line, health, and movement direction.

You are given **0-indexed** integer arrays positions, healths, and a string directions (directions[i] is either **'L'** for **left** or **'R'** for **right**). All integers in positions are **unique**.

All robots start moving on the line**simultaneously** at the **same speed**in their given directions. If two robots ever share the same position while moving, they will **collide**.

If two robots collide, the robot with **lower health** is **removed** from the line, and the health of the other robot **decreases** **by one**. The surviving robot continues in the **same** direction it was going. If both robots have the **same** health, they are bothremoved from the line.

Your task is to determine the **health** of the robots that survive the collisions, in the same **order**that the robots were given,i.e. final health of robot 1 (if survived), final health of robot 2 (if survived), and so on. If there are no survivors, return an empty array.

Return *an array containing the health of the remaining robots (in the order they were given in the input), after no further collisions can occur.*

**Note:** The positions may be unsorted.

**Example 1:**
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**Input:** positions = [5,4,3,2,1], healths = [2,17,9,15,10], directions = "RRRRR"

**Output:** [2,17,9,15,10]

**Explanation:** No collision occurs in this example, since all robots are moving in the same direction. So, the health of the robots in order from the first robot is returned, [2, 17, 9, 15, 10].

**Example 2:**
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**Input:** positions = [3,5,2,6], healths = [10,10,15,12], directions = "RLRL"

**Output:** [14]

**Explanation:** There are 2 collisions in this example. Firstly, robot 1 and robot 2 will collide, and since both have the same health, they will be removed from the line. Next, robot 3 and robot 4 will collide and since robot 4's health is smaller, it gets removed, and robot 3's health becomes 15 - 1 = 14. Only robot 3 remains, so we return [14].

**Example 3:**

![stickPicture.png](data:image/png;base64,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)

**Input:** positions = [1,2,5,6], healths = [10,10,11,11], directions = "RLRL"

**Output:** []

**Explanation:** Robot 1 and robot 2 will collide and since both have the same health, they are both removed. Robot 3 and 4 will collide and since both have the same health, they are both removed. So, we return an empty array, [].

**Constraints:**

1 <= positions.length == healths.length == directions.length == n <= 105

1 <= positions[i], healths[i] <= 109

directions[i] == 'L' or directions[i] == 'R'

All values in positions are distinct

**Attempt 1: 2025-09-08**

**Solution 1: Stack (10 min)**

class Solution {

    public List<Integer> survivedRobotsHealths(int[] positions, int[] healths, String directions) {

        int n = positions.length;

        Integer[] indices = new Integer[n];

        for(int i = 0; i < n; i++) {

            indices[i] = i;

        }

        // Sort indices by position

        Arrays.sort(indices, (a, b) -> positions[a] - positions[b]);

        // Store indices of robots that are moving right or haven't collided yet

        Stack<Integer> stack = new Stack<>();

        for(int index : indices) {

            boolean push = true;

            char direction = directions.charAt(index);

            // Collision will happen only if Previous robot is moving right,

            // current robot is moving left

            while(!stack.isEmpty() && direction == 'L'

                && directions.charAt(stack.peek()) == 'R') {

                // If both robots have the same health, they are both removed from the line

                if(healths[index] == healths[stack.peek()]) {

                    healths[index] = 0; // current robot dies

                    healths[stack.peek()] = 0; // top robot dies

                    stack.pop();

                    push = false;

                    break;

                // Current one has higher health than previous one

                } else if(healths[index] > healths[stack.peek()]) {

                    healths[stack.peek()] = 0; // top robot dies

                    stack.pop();

                    healths[index]--; // current robot decrease health

                    push = true;

                    continue;

                // Current one has lower health than previous one

                } else {

                    healths[stack.peek()]--; // top robot decrease health

                    healths[index] = 0; // current robot dies

                    push = false;

                    break;

                }

            }

            if(push) {

                stack.push(index);

            }

        }

        List<Integer> result = new ArrayList<>();

        for(int i = 0; i < n; i++) {

            if(healths[i] > 0) {

                result.add(healths[i]);

            }

        }

        return result;

    }

}

Time Complexity: O(n log n) for sorting, and each robot is pushed and popped at most once.

Space Complexity: O(n) for the stack and sorting.

**Refer to Deepseek**

I'll provide a Java solution for LeetCode 2751. "Robot Collisions", along with an explanation and complexity analysis.

**Problem Description**

There are n robots in a line. Each robot has:

A position position[i]

A health health[i]

A direction direction[i] (either 'L' for left or 'R' for right)

All robots move at the same speed (1 unit per second). When two robots collide:

The robot with lower health is removed.

The robot with higher health loses 1 health point.

If both have the same health, both are removed.

Robots moving in the same direction never collide. Only robots moving towards each other (one 'R' and one 'L') can collide.

Return the list of remaining robots in the order of their original positions.

**Java Solution**

import java.util.\*;

class Solution {

public List<Integer> survivedRobotsHealths(int[] positions, int[] healths, String directions) {

int n = positions.length;

Integer[] indices = new Integer[n];

for (int i = 0; i < n; i++) indices[i] = i;

// Sort indices by position

Arrays.sort(indices, (a, b) -> positions[a] - positions[b]);

Stack<Integer> stack = new Stack<>(); // store indices of robots that are moving right or haven't collided yet

for (int i : indices) {

if (directions.charAt(i) == 'R') {

stack.push(i);

} else { // current robot is moving left

while (!stack.isEmpty() && directions.charAt(stack.peek()) == 'R') {

int top = stack.pop();

if (healths[top] > healths[i]) {

healths[top]--;

stack.push(top);

healths[i] = 0; // current robot dies

break;

} else if (healths[top] < healths[i]) {

healths[i]--;

healths[top] = 0; // top robot dies

// continue to check next top

} else { // equal health

healths[top] = 0;

healths[i] = 0;

break;

}

}

if (healths[i] > 0) {

stack.push(i);

}

}

}

// Collect results in original order

List<Integer> result = new ArrayList<>();

for (int i = 0; i < n; i++) {

if (healths[i] > 0) {

result.add(healths[i]);

}

}

return result;

}

}

**Explanation**

**Sort by Position**:

We need to process robots from left to right. Create an array of indices and sort them by the robots' positions.

**Use a Stack**:

The stack stores indices of robots that are moving right or haven't collided yet.

For each robot (in sorted order by position):

If it is moving right ('R'), push it to the stack.

If it is moving left ('L'), it may collide with the top of the stack (which is moving right).

Handle collisions:

While the stack is not empty and the top robot is moving right:

If the top robot has more health: top loses 1 health, current robot dies (health=0). Push top back and break.

If the current robot has more health: current loses 1 health, top robot dies. Continue to check the next top.

If equal health: both die and break.

If the current robot survives after all collisions, push it to the stack.

**Collect Results**:

After processing, collect all robots with health > 0 in the original order (by index).

**Example Walkthrough**

Let:

positions = [5, 10, 15]

healths = [3, 2, 1]

directions = "RLR"

Sort indices by position: [0,1,2] (already sorted).

Process:

i=0 (pos=5, health=3, dir='R'): push to stack → stack=[0]

i=1 (pos=10, health=2, dir='L'): collides with top (index0, dir='R').

Compare health: top=3 > current=2 → top health becomes 2, current dies. Push top back → stack=[0] (with health=2).

i=2 (pos=15, health=1, dir='R'): push to stack → stack=[0,2]

Result: healths = [2,0,1] → robots with health>0: [2,1] (but wait, we need to return in original order? Actually, we return the healths of surviving robots in the order of original positions. So for indices 0 and 2: healths are 2 and 1 → result = [2,1].

**Complexity Analysis**

**Time Complexity**: O(n log n) for sorting, and each robot is pushed and popped at most once.

**Space Complexity**: O(n) for the stack and sorting.

This solution efficiently handles collisions using a stack and processes robots in sorted order. Let me know if you need further clarification!

**Refer to**

[L735.Asteroid Collision (Ref.L2211)](note://WEB88a08f8ad07d5d7ac8a64605312c92a6)