<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-search-tree/>

Given a binary search tree (BST), find the lowest common ancestor (LCA) node of two given nodes in the BST.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes p and q as the lowest node in T that has both p and q as descendants (where we allow **a node to be a descendant of itself**).”

**Example 1:**
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Input: root = [6,2,8,0,4,7,9,null,null,3,5], p = 2, q = 8

Output: 6

Explanation: The LCA of nodes 2 and 8 is 6.

**Example 2:**

![](data:image/png;base64,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)

Input: root = [6,2,8,0,4,7,9,null,null,3,5], p = 2, q = 4

Output: 2

Explanation: The LCA of nodes 2 and 4 is 2, since a node can be a descendant of itself according to the LCA definition.

**Example 3:**

Input: root = [2,1], p = 2, q = 1

Output: 2

**Constraints:**

* The number of nodes in the tree is in the range [2, 105].
* -109 <= Node.val <= 109
* All Node.val are **unique**.
* p != q
* p and q will exist in the BST.

**Attempt 1: 2022-12-03**

**Solution 1:  Divide and Conquer (5 min, same as L236.Lowest Common Ancestor of a Binary Tree, traditional way)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if(root == null || root == p || root == q) {

return root;

}

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

if(left != null && right != null) {

return root;

}

if(left != null) {

return left;

} else {

return right;

}

}

}

Complexity Analysis

Time Complexity: O(N). Where N is the number of nodes in the binary tree. In the worst case we might be visiting all the nodes of the binary tree.

Space Complexity: O(N). This is because the maximum amount of space utilized by the recursion stack would be N since the height of a skewed binary tree could be N.

**Solution 2: Traversal use BST nature**

**Style 1: DFS (10 min)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if(root == null) {

return null;

}

// If both n1 and n2 are smaller than root, then LCA lies in left

if(root.val > p.val && root.val > q.val) {

return lowestCommonAncestor(root.left, p, q);

}

// If both n1 and n2 are bigger than root, then LCA lies in right

if(root.val < p.val && root.val < q.val) {

return lowestCommonAncestor(root.right, p, q);

}

// Directly return current node as it satisfy the only situation left

// root.val >= p.val && root.val <= q.val

return root;

}

}

**Style 2: DFS (10 min)**

class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

while(true) {

if(root.val > p.val && root.val > q.val) {

root = root.left;

} else if(root.val < p.val && root.val < q.val) {

root = root.right;

} else {

return root;

}

}

}

}

**Refer to**

对于二叉搜索树，公共祖先的值一定大于等于较小的节点，小于等于较大的节点。换言之，在遍历树的时候，如果当前结点大于两个节点，则结果在当前结点的左子树里，如果当前结点小于两个节点，则结果在当前节点的右子树里。最后一种情况就是当前节点大于或等于较小节点，小于或等于较大节点，直接返回当前节点即可。

If we are given a BST where every node has parent pointer, then LCA can be easily determined by traversing up using parent pointer and printing the first intersecting node. We can solve this problem using BST properties. We can recursively traverse the BST from root. The main idea of the solution is, while traversing from top to bottom, the first node n we encounter with value between n1 and n2, i.e., n1 < n < n2 or same as one of the n1 or n2, is LCA of n1 and n2 (assuming that n1 < n2). So just recursively traverse the BST in, if node’s value is greater than both n1 and n2 then our LCA lies in left side of the node, if it’s is smaller than both n1 and n2, then LCA lies on right side. Otherwise root is LCA (assuming that both n1 and n2 are present in BST)