<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/>

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes p and q as the lowest node in T that has both p and q as descendants (where we allow **a node to be a descendant of itself**).”

**Example 1:**
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Input: root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 1

Output: 3

Explanation: The LCA of nodes 5 and 1 is 3.

**Example 2:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMQAAAC9CAIAAABj6UU1AAAAAXNSR0IArs4c6QAAFxBJREFUeF7tnXmMFcW3xwUVVNwVfSoOILKpLLK5gEIYIwouqIC4JAjiElGQiIrEPS4sIgHXSNSJogiCGziCKPoMIgYVWdx3A/hccN9Q1PfxV3k3980M1ae6696q7q7+YzKZOXX626e+faq66tQ59f75558twhUsYMMC9W0oCTqCBf61QCBT4IE1CwQyWTNlUBTIFDhgzQKBTNZMGRQFMgUOWLNAIJM1UwZF9cI60+ZIgGVee+21devW/c9/rv/6z9WkSZPOnTvXq1cvUKe2BQKZ6mDFwoULZ82a9fTTT++9994VFRVwaK+99vriiy+g1GeffcYv/fr1O/XUU/v06RMo9f8swPsXroIFFi9efOSRR7Zr127atGkff/xxnZbh7/wXGSSRD9YrWGCLYAtlgU2bNo0aNap58+b333//33//HWkWZJBEnla0jZTPg0AY5v7107/++usJJ5yw1VZbPfnkkw0bNpQPXhs3bjzxxBMh06JFi8JEKnzNbfHnn382atSoWbNm1dXVRkyCc8jTirYjR45Ej5yFmZQMnmmLwYMHr1ix4r333kvSwQMGDNh6661nzpyZREna2+bdM02YMOHLL79cs2ZNwo6ERuvXr584cWJCPalunmvP9MMPP+y///5Llixp3bp18l58//33Dz/88I8++minnXZKri2NGnLtmSZNmsS82wqT6PtWrVoxGUdnGnlgBXN+PRNfcPvss8+7776755576k25YcMG1pY6duzIrEgvyYjZpk0bFs232247K92TLiX59UyvvPIKPimSSSwj7b777t26dePn2LFj9b2LNsi0dOnSdJHAFtr8kondEnZF9HaEcCx2T58+HZdz0UUXTZ48mR0VfZPjjjtu/vz5tronXXryS6ZXX321d+/ekWTab7/9hg8fvscee5xzzjksTkZ6nV69ei1fvjxdJLCFNr9k+uqrrxo3bqy348UXX8w32vfff88CN55pxx13rKys1DeBdrgxW92TLj35JRPLQgQF6Hurfv36W2655apVq1iTnDdvHnPwP/74Q9+EEIPIoTBdFJGjzS+Z5DYiOuC7775j/sQYd+utt+obskOX2xCx/JIJt4Rz0jPjwgsvHDp0KDK4qEMPPfTggw9+66239E2IdiL4Sc7ULEnml0xMbr7++mt9X/bs2XPu3LmEmrBWTrgcgZfdu3fXN2EqFrnckCUCFT9Lfsl0yCGHENoW+Z2P2LBhw3beeWf2g7lGjx6tb/Liiy927do1q3SJeK48BG3V+YzPPfccRJE8PqG6y5YtY1otEWY05NNPIpk9mfzOFuXbKXI3E7ZT5LbKlCTbZyNGjBg3bpzFp0IbOvO5MYcZ8+uZeHi7ISiE1/Xo0ePDDz8MISgW38/UqKLXx4wZc/755yePuEXDueeee+mll+aWSXn3TIr1fKOxzP3QQw8leQlatmzZpUuXnIfthqNO/zDY7bbbbmyY/PXXXzG+sGh11llnQcRffvklRvMsNcn1nAkGMDxBI/ZA2NBlsXHBggVGB1TUUSd+cr4F9zZnzpzIALok/s/ztvldtCwwia2SRx99dPXq1R06dGjbtm1VVRUHLCO7DRkkkScajiWrJ554AkbCy+TTr8hb+yuQJTdr9Czs/xMA3r9/f36pcTy8ffv2U6dO1RwP57/I1DgeDo3wUugsVmgEKe3COR3m1OiGT5o9e3btgYnEFfydgEniSZo2bcrGrUpcwcVqOEvhhFMOGjSoduIK1A4cOBDPgavL4XiXRzLpmVQYRPATb7zxxtq1a1X+E5ULhZQ6nTp10pwEzzOfckcmIZOSzEtyy6d8TcDLwCRYyADHMMcvDHm5mo/niEzlYZJyafnkU17IVE4m5ZZPuSBT+ZmUTz5ln0yumJRDPmWcTG6ZlDc+ZZlMPjApV3zKLJn8YVJ++JRNMvnGpJzwKYNk8pNJeeBT1sjkM5Myz6dMkcl/JmWbTz5u9LJdH6MCTlqYVNhCFu4Hx7NGko3q2G39IlPsCjipY5LqsMiwqpTVA/Ikui9JBZw6YyY9ea5IGJqAz9TVA3J/OiVhBZxUM0lRrfgRElojkrslFXA8zCWsgEM3bL/99hwLqTP6NvbYX/6GarzjkALnpRo0aJDWekAlpapeuUrpd/bZZ8c+sDZkyBAScGXjwBpPgTV4otjWwJJkJ3N4nMGlZ7JSAeeUU07hVc7AUVqsQcg5x/eS+EW39YCcrTPZqoDzyCOPZKACjrJGZI7DSJ45rgfkZJgjGTIJ/yk1YeXupB/hfDc6rWgrv5LMWMONZwoVcIp9TGas4WDOJEzZ9uOPP/7+++8Fo++6666UPd2cn09vyjahNdSDk9H1p59+omiCfrxzZQ0HnklYAYda72SSKFy00lgwvRVwhNZQz37JJZeQAipy5uTKGg7IJKmAg71IwXbDDTf89/9dZJXQGzGlFXCE1iB9NFkMHnzwwUgmKQEn1nBAJkkFHNZaONV//PHHkxxCXdQt0dsxpRVwJNbgwVk14Ey6PMO4E2s4IJOkAg5MYlH4iiuuaNGiBet4L7zwQuQbmdIKOBJr8Oy33XYby+Lkmo60gxJwYg0HZJJUwKHSLRahgO6NN97IlJNaXo899pjejimtgCOxhpBAxWJOrOGATBLTwB5q35AGiXVhzu1T/zQy52SeK+DUNqkTazggk6QCzksvvVRdXa1sxD4uuWx41fQsTGkFHIk1JK9fDRkn1nBAJkkFHJahzzjjDELDWIa5++67Cbw888wz9TZNaQUciTVikMmJNRyQSVIBh2HuvPPOo54pH3EXXHABVSgPO+wwvU1TWgFHYo3CgzN4afKMFdvHjTXKvxUlr4Dz22+/rVixgqVwCciUVsCRW0NihIKME2s4iLQkcIeKW8IiSUILog2daQxsypI1HAxzoQJO8XiUKWsIX327YnaDLghlIaAlhKCoPnJoDQfDnHrm8ePHs+SfPMYUDWy2EFxml+5l1pYNazgIQSk4eRYkiSqZMWNGjE/fQpNWrVp17tw5G2G7qbdGmV/B4tuxhnTggQdCqdgh9KwdwKrk7s2hEQq3zoA1HEzAC05l2223Xbly5apVqyorK6llY+SfkO/bty8VKfgaykYtgAxYwyWZ1FYJZFIVcAjZEVbAQVJVwHn22WezVMM09dbwwcODgePhjRs3hiKRFXCQ4dvt+eef9wR5KWCk1BqOPVNhaGOZm9CAKVOmMPCxeouvIrCQHZVrr72Wn/zOX/g7/0WmoqKCioNGw2K6hFNqDZdfc8UdzMFceEOJLf7Iu66vgDNv3rwrr7wSYqWLInK0abVGKby0qU4q/3Xs2NGoFeZ+/PHHjZqkRTi91nC2aFnctTAJCxp19lNPPUX5QKMmaRFOrzXcz5kIbcb/qwFOfnHWgG8fKChvkgrJdFvD+fsa40VUmDPpnFJtDceeKd6LqHxM9pxT6q3h1jPFfhEz6ZzSbg2XninJi5g955QFazj0TAlfxIw5pwxYw5lnSv4iZsk5ZcQarjyTlRcxM84pG9Zw45lsvYjZcE7ZsYYTz2TxRVT46Q92gp08S/KbZsYaDjyT3RdROSfCCurXr5/GBfEsWcN+1MC33377+uuvkwmP4+4cPyVHAFmFCNMmj6Dq+OItcYtbHCyIX3311W+++abSGQnD4q01qiJhZMka1siE1W6//XZCH4mc5MgzR+jJNsEQwPFIzr2T0op92aOPPpp8jJMnT+acbin6slOnTqNHj/7kk08iYZB8vUDuUiDJqTWSD/nffPPN9ddfT9/QQwsWLCCraW2d/JF/IUCk8+mnn06T5PetoQGd5LpAvwQGaK+77roSwcitNZKGoBDF1qRJE3qR9FwSfiBGPhOa0FAiL5QJMIoN5coaichEdQCyueNyhF1eEKMJDZcvX27asE75AKPYLA6tEZ9MhPQz22D2E48QatqUnE8BRrH93VojJplwpFCBHFzxmKRaLV26FP+UZLwLMGqMbm47JQ6ZmLfuu+++zzzzTBImqbaMd8yf4k2EA4xi+/tgjS05E2L6bcy3PSUDL7vsMtOGteXJp8t4x6y8Z8+eptoCjGKLeWENU++yYcMGvquF324S5ahCIWolwgWZAKPYXJ5Yw9gz3XLLLc2bN2ctQOJIWI/mtCQHcDXCu+yyy9q1aym1ZuSc5DB+/vln5nakhYCymoSQpYZBco7Vq1eTolOfGaEMMBgKmKpqqhrRWfFgGM+ZevToIZktQSM4Byz6jzoe9KXG8TBz6t69u5FnEsK488472bNTVCbFKvnpncDgiJ96o2AS59/1T1o6a3BrtiWAAaeZpViHYUYmdgmYLdW5xl2MjPwTHOU+5phjyObGlhmr0hRk1kBH4Q477CAf6YQw1OYglZCorEUWKH6vqqoqPwzQsjs5dOhQ8Nx0003AYO+y/DA4ct6oUaPLL7/8888/Z/UfGJRwtQgDVWZkWrRo0VFHHRXpQvjmh/4Uv1KSc+bMIUm8vhVq2VCL1KwEhDDwBzjzglPs2rUrp/PKD+Phhx8GBgUXuDWvGV6BHi0/DIxGp7zzzjvcmt1SfgeYRRioMgtBIRaAXCWRsyXqnJLpBnLgn0477bRtttnmiCOO0LcyKhwjhAF7IDF+kVtjPsm0rBQwSDJ5wAEHkAxYDfqkuqP6WfmtQbJGqiGQHo3Bjlp+zCAZOizCQJUZmYRFFD744AP8wdy5cwcOHMj8lznTvffeq8dtVDhGCIO0KioVPTXdCCjgFow15YdBFAPz2cJ9mUoydSs/DKpk8Xa9/PLLN998M1WyWrZs+e/ApL2MOsWYTJE+SQls2rSJn5TOYb5CxhIiUiCWvm2JCsdA5f79+5900km8i3xMKfeguUoBg6gbNayoi1R3OKfyw3jggQcIxKMWJEFBa9as4ZuOGaRdGGaeiW8BvEIkpZo2bUoiAJa2lSQjI6+FvpXQ2SglQhisSuDb161bB41Y05PkmCsFjG7dupEuUb1gXG+//TZxuuW3Busj9AsG4dakEsVLURLDIgxUmZGJrxK+jCLJxMFtvoGvuuoqhOfPn09Fh2OPPVbfyqhwjBAG39i8f1RA5KOS6DwuJnPlhwGZYNI111zDjgcVdiE36yDlhwGDKQl533334RoZ5rAGwCzC+FeV8ANKiQm/yZFkjGMRQWFlhVOfELdESwNEydUwVp8+fSx+DMutQRLOBg0aAIavgXvuuUdv8xJZg8GBkkYsVyqbRC7+mcIwXhqggXC1EEnm4CoYPJKvpVumi7x1sUBJYeAPGGgoLRQJqaQw8JGE/Xz66aelgGE2zMFo4rgZuSJHOvUW8g3Fx3akMApRGylWLCCHIVdbUhjM2DhVwSpJJJ6SwmAu26VLFyZPpYBhNsxBZ0/2FAOMYtfiiTWMN3rxN0yAWNQ++eSTI9ktEaAwIeN35AJaDVUBRrFBPLGGsWfihfAhDivAqDHp8aFT4pCJxyBelm3wJBG3KGF6zuuVREmAUUwp59aISSaegVMQUCF2GLgK305eaCDAKOaTW2vEJxPPoM5CSMKbavhkmuDYePLID1SJQIBRbCWH1khEJjXecbjA6BAmwjRJMrrVZlgMGBws9gGGJ9awAiMpmdREWB2IHjFiBC5nc8fD+RcCiCEc7ziK3kuhE37wXSOBwaoPsTElguGJNcoPw2biijvuuIMYJgJ2CWNic1dFiLJ1yg7dsmXL2BtipVHxSbJkEEOGjCLEKajEFXoYLVq0mDhxIjt3mqjwGAAKTdhpcW4NwJQZhjUyFexISGEhpQ5/hFIqpU5xTE+SftpcW+IrOLZVyK8SCYPVeVLwEKBSCjDOrVHjoSKtYccIkhluKmRM869lssCB254y3puzQ2HbWmLkX8tegQPbRjXX55bLtu5u6pbUfYNzsmV/pScLnimGW1IvXXBO5s5H28IuN51oi+eWgnOy3lmp90yx3VJwTpbdEuqs07PMCpO4peCc7HZWuj1TQrcUnJNl52SXm2XWltwtBedksctS7JmsuKXgnGw6J4vELLMqW24pOCdbHZdWz2TRLQXnZM052WJlmfXYdUsKfKpLQ5XZ/nXezn7UQHKaA5RoYI5Rk2KBi1wcXGQuIPRARYzUCBBIfseChuJQgkgYFu+bDVV+kWnhwoWzZs0iAw6ZhCoqKuCQylEBpTgnzy/9+vUjn8nYsWOJNiFzl/U+UKWhJkyYIIHBYXPrANKt0Af3CIbFixeToKNdu3bTpk0jZ0idqPg7/23Tpg2Rd8iXAjlqUc4tImEAFcAlglGKRyuDTvcr4Jx+HzVqFCmwyO5Alr7IZ0aGVB7I04q2kfJCgQIMlAthANg6DCFaP8UcD3Mkt6CIJSkfmQY1bNhQ7uQ3btzIMAcDSNWYPPTWExjyx/dT0uXSAEleyP/arFmz6upqIyZhSuRpRduRI0dGZhLTm94TGH7ywwiVS880ePBgQrYjE3Dpn2fAgAEkFps5c6bRYxcLewIjNn5/GjrzTHwxkbqJ5IoJbQGN1q9fz1GTeHo8gREPvHetnEzlyAvIiV5yGlu5O76NhGjoNNXmCQxT2N7Ku/FMkyZNYt7dunVrK+8WyWuZjKPTVJsnMExheyvvYM7EpxMZunFLnKfbnF1IuYxY8X9JeVbIx1i7FSMmi0MsmktS6qrmEhjFN6IqOp8LnN7U9GUMGN4yIwYwB56JMhj4JA2TeAwO5iJQfJE8T/N4SEImVWZDeElgFFSRb5ljytOnT9crjwFDiDYVYg7IxG4JuyJ665BOjtSO6qIECvVGIpM/k35OmGxT3VoCQ0mypkUWA3KbSnrUFIZEZ1pkHJCJDNS9e/fWG+iggw6CcOpi05f1pClTpuib9OrVizyycrtLYCht48aNo1pcZCZ4JWwKQw7Yf0kHZCJ/vKSaj7IdXc7XO2XjIlc1jWrooFkIgxX2u+66iwUISaJc1JrC8J8icoQOyMSyEEEBQogECFDNJzKlP9pMq8ZIYJBzZ8iQISxi4SmFgE1hCNWmQswBmeR2YUJNfQ/4JGlSiho6Y8aMYXmdnGCEppCehmp/lO7QgykFDMnj+yDjgEy4JbyC5OGJA6G+R/v27SXCRjV0UCiBQY0KMgFR9oQgJwoJL1myJHLqZgpD8mhpkXFAJmYVkmo+xIEwX5FnGzcq5aMmN5EwqHNC0jB1Eec5bNgwvgH1XWsKIy1EkeB0QCbKzxFTFgmOPWBGlsgSmgU9DIiUvYpUWxAQwijICwNdTGHIAadAsvwbPUw76Ejr92VREU8mV+sJDDlg/yUdRFpS34iKlIR1W7QO2tCJZrlOT2DIAfsv6WCYY/uMNKmsBFr022hDp3xjjlt7AsOiEdyrcsJ3u7Ef7BkT0OI8BCU2DCddUIqbOhjm1GOMHz+enQd9hUzJA6OBUyKskkuEa8t4AiMeeN9aOQhBKXhj4mU5SjBjxowk/plgJj7aE4bt+gAjiRF8aeuQ3UQUUcYaSrGNGgMGrYYPH44dE7o3T2DEsIBvTRxMwAuvEaUpVq5cSdBZZWUlYR5Grxfyffv25VgmH2XseBi1rSHsCYwkj+BJW5dkwgTET0KmDh06tG3btqqqilXvSLsggyTyRMNR1sLoC25zyj2BEfnsvgt44irV8XC24aZOnao5Hs5/kSnduWxPYHjSKaYwXE7Aa79nJK6YPXs2AZMEclDhmqwVKnEFF4krWJkkjnHQoEGlzhjhCQzf/VAtfH6RScHjhaB+HLv0Kv+JyoVCSh3y3Qg3yKx0gycwrDxLeZT4SKbyPHm4i3ULOJ6AW3+eoNChBQKZHBo/a7cOZMpajzp8nkAmh8bP2q0DmbLWow6fJ5DJofGzdutApqz1qMPnCWRyaPys3TqQKWs96vB5ApkcGj9rtw5kylqPOnyeQCaHxs/arQOZstajDp/nfwFsdM6Fpfo+CQAAAABJRU5ErkJggg==)

Input: root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 4

Output: 5

Explanation: The LCA of nodes 5 and 4 is 5, since a node can be a descendant of itself according to the LCA definition.

**Example 3:**

Input: root = [1,2], p = 1, q = 2

Output: 1

**Constraints:**

* The number of nodes in the tree is in the range [2, 105].
* -109 <= Node.val <= 109
* All Node.val are **unique**.
* p != q
* p and q will exist in the tree.

**Attempt 1: 2022-11-26**

**Solution 1:  Divide and Conquer (30 min)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if(root == null || root == p || root == q) {

return root;

}

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

if(left != null && right != null) {

return root;

}

if(left != null) {

return left;

} else {

return right;

}

}

}

Complexity Analysis

Time Complexity: O(N). Where N is the number of nodes in the binary tree. In the worst case we might be visiting all the nodes of the binary tree.

Space Complexity: O(N). This is because the maximum amount of space utilized by the recursion stack would be N since the height of a skewed binary tree could be N.

**Refer to**

<https://segmentfault.com/a/1190000003509399>

**深度优先标记**

**复杂度**

时间 O(h) 空间 O(h) 递归栈空间

**思路**

我们可以用深度优先搜索，从叶子节点向上，标记子树中出现目标节点的情况。如果子树中有目标节点，标记为那个目标节点，如果没有，标记为null。显然，如果左子树、右子树都有标记，说明就已经找到最小公共祖先了。如果在根节点为p的左右子树中找p、q的公共祖先，则必定是p本身。

换个角度，可以这么想：如果一个节点左子树有两个目标节点中的一个，右子树没有，那这个节点肯定不是最小公共祖先。如果一个节点右子树有两个目标节点中的一个，左子树没有，那这个节点肯定也不是最小公共祖先。只有一个节点正好左子树有，右子树也有的时候，才是最小公共祖先。

**代码**

public class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

//发现目标节点则通过返回值标记该子树发现了某个目标结点

if(root == null || root == p || root == q) return root;

//查看左子树中是否有目标结点，没有为null

TreeNode left = lowestCommonAncestor(root.left, p, q);

//查看右子树是否有目标节点，没有为null

TreeNode right = lowestCommonAncestor(root.right, p, q);

//都不为空，说明左右子树都有目标结点，则公共祖先就是本身

if(left!=null&&right!=null) return root;

//如果发现了目标节点，则继续向上标记为该目标节点

return left == null ? right : left;

}

}

**Refer to**

<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/discuss/1405170/4-STEPS-SOLUTION-or-Easy-Heavily-EXPLAINED-with-COMPLEXITIES>

**EXPLANATION**

* We'll do just normal tree traversal of the given binary tree recursivly.
* For finding LCA (lowest common ancestor) we've following conditions for every node in the tree,
* But before that, this solutions works under the assumption that both Node 'p' & Node 'q' will present in the tree...
* if single one of the node is present in the tree, it'll not work or simply return null.

**CONDITIONS: -**

1. if current node is same as 'p' OR 'q'.
2. if one of it's subtrees contains 'p' and other 'q' (subtrees means, left\_sub\_tree and right\_sub\_tree).
3. if one of it's subtree contains both 'p' & 'q'.
4. if none of it's subtrees contains any of 'p' & 'q'.

* Note: that's a tricky implementation, but works well under the assumption that 'p' & 'q' will be definitely present.

**EFFICIENT SOLUTION**

* Runtime: 15ms [C++]

TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

if(root == NULL) return NULL;

if(root->val == p->val || root->val == q->val) return root; // 👉 FIRST CONDITION...

TreeNode\* lca1 = lowestCommonAncestor(root->left, p, q); // traverse on the left part of the tree

TreeNode\* lca2 = lowestCommonAncestor(root->right, p, q); // traverse on the right part of the tree

if(lca1 != NULL && lca2 != NULL) return root; // 👉 SECOND CONDITION... (IF BOTH SUB-TREE CONTAINS 'p' & 'q' RESPECTIVELY)

if(lca1 != NULL) return lca1; // 👉 THIRD CONDITION...

return lca2; // 👉 FOURTH CONDITION...

}

**TIME COMPLEXITY :** O(N),Where N : total number of nodes in the BT

**SPACE COMPLEXITY :**O(H) or O(N) (Worse Case), Where H : total height of tree for recursion stack

**Solution 2:  Promote Divide and Conquer with flag when both p and q in same left subtree to skip redundant scanning in right subtree (30 min)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

boolean found = false;

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if(found) {

return null;

}

if(root == null || root == p || root == q) {

return root;

}

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

if(left != null && right != null) {

found = true;

return root;

}

if(left != null) {

return left;

} else {

return right;

}

}

}

Complexity Analysis

Time Complexity: O(N). Where N is the number of nodes in the binary tree. In the worst case we might be visiting all the nodes of the binary tree.

Space Complexity: O(N). This is because the maximum amount of space utilized by the recursion stack would be N since the height of a skewed binary tree could be N.

**Refer to**

<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/discuss/65226/My-Java-Solution-which-is-easy-to-understand/112901>

**This is a good solution but un-necessarily does the extra work of checking the whole tree if we have already found the ancestor in the left subtree.**

<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/discuss/65226/My-Java-Solution-which-is-easy-to-understand/184794>

**You can add some flags when you've already found both p q under a same subtree, if you want to.**

<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/discuss/65226/My-Java-Solution-which-is-easy-to-understand/195686>

boolean found = false;

public TreeNode helper(TreeNode root, TreeNode p, TreeNode q)

{

if(found||root==null) return null;

TreeNode left = helper(root.left, p, q);

TreeNode right = helper(root.right, p, q);

if(left!=null&&right!=null)

{

found = true;

return root;

}

if(root.val==p.val||root.val==q.val)

return root;

else if(left!=null)

return left;

else if(right!=null)

return right;

return null;

}

**Test Case:**

/\*\*

\* e.g

\* 3

\* / \

\* 9 20

\* / \ / \

\* 8 10 15 7

\*

\* Test with 8 and 10 both under left subtree, after adding flag it will skip scanning right subtree

\*/

class Solution {

public static void main(String[] args) {

Test b = new Test();

TreeNode three = b.new TreeNode(3);

TreeNode nine = b.new TreeNode(9);

TreeNode tweeten = b.new TreeNode(20);

TreeNode fifteen = b.new TreeNode(15);

TreeNode seven = b.new TreeNode(7);

TreeNode eight = b.new TreeNode(8);

TreeNode ten = b.new TreeNode(10);

three.left = nine;

three.right = tweeten;

tweeten.left = fifteen;

tweeten.right = seven;

nine.left = eight;

nine.right = ten;

TreeNode result = b.lowestCommonAncestor(three, eight, ten);

System.out.println(result);

}

boolean found = false;

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if(found) {

return null;

}

if(root == null || root == p || root == q) {

return root;

}

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

if(left != null && right != null) {

found = true;

return root;

}

if(left != null) {

return left;

} else {

return right;

}

}

}

**Solution 3:  BFS iterative traversal (30 min)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

// {child -> parent}

Map<TreeNode, TreeNode> map = new HashMap<TreeNode, TreeNode>();

Queue<TreeNode> queue = new LinkedList<TreeNode>();

map.put(root, null);

queue.offer(root);

while(!map.containsKey(p) || !map.containsKey(q)) {

TreeNode node = queue.poll();

if(node.left != null) {

map.put(node.left, node);

queue.offer(node.left);

}

if(node.right != null) {

map.put(node.right, node);

queue.offer(node.right);

}

}

Set<TreeNode> p\_parents = new HashSet<TreeNode>();

while(p != null) {

p\_parents.add(p);

p = map.get(p);

}

while(!p\_parents.contains(q)) {

q = map.get(q);

}

return q;

}

}

Complexity Analysis

Time Complexity : O(N). Where N is the number of nodes in the binary tree. In the worst case we might be visiting all the nodes of the binary tree.

Space Complexity : O(N). In the worst case space utilized by the stack(queue), the parent pointer dictionary and the ancestor set, would be N each, since the height of a skewed binary tree could be N.

**Refer to**

<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/discuss/65236/JavaPython-iterative-solution>

To find the lowest common ancestor, we need to find where is p and q and a way to track their ancestors. A parent pointer for each node found is good for the job. After we found both p and q, we create a set of p's ancestors. Then we travel through q's ancestors, the first one appears in p's is our answer.

**Iterative Algorithm**

1.traverse tree iteratively with stack (queue) to look for p and q

**2.use HashMap<TreeNode, TreeNode> parent to record <child, parent> relation.**

3.once both p and q found (child, parent relation for both p and q found)

4.add p's all ancestor to a Set

5.traverse q's ancestors in order, and first shared ancestor is the shared LCA

public class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

Map<TreeNode, TreeNode> parent = new HashMap<>();

Deque<TreeNode> stack = new ArrayDeque<>();

parent.put(root, null);

stack.push(root);

while (!parent.containsKey(p) || !parent.containsKey(q)) {

TreeNode node = stack.pop();

if (node.left != null) {

parent.put(node.left, node);

stack.push(node.left);

}

if (node.right != null) {

parent.put(node.right, node);

stack.push(node.right);

}

}

Set<TreeNode> ancestors = new HashSet<>();

while (p != null) {

ancestors.add(p);

p = parent.get(p);

}

while (!ancestors.contains(q))

q = parent.get(q);

return q;

}

}

**Instead of Stack, BFS more prefer Queue to traversal**

**Refer to**

<https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/discuss/65236/JavaPython-iterative-solution/66954>

TreeNode\* lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q) {

unordered\_map<TreeNode\*, TreeNode\*> parents;

parents[root] = nullptr;

queue<TreeNode\*> qu;

qu.push(root);

while (!parents.count(p) || !parents.count(q)) {

int qsize = (int)qu.size();

for (int i = 0; i < qsize; ++i) {

auto node = qu.front();

qu.pop();

if (node -> left) {

parents[node -> left] = node;

qu.push(node -> left);

}

if (node -> right) {

parents[node -> right] = node;

qu.push(node -> right);

}

}

}

unordered\_set<TreeNode\*> ancestors;

while (p) ancestors.insert(p), p = parents[p];

while (q && !ancestors.count(q)) q = parents[q];

return q;

}