<https://leetcode.com/problems/minimum-absolute-difference-in-bst/description/>

Given the root of a Binary Search Tree (BST), return **the minimum absolute difference between the values of any two different nodes in the tree**.

**Example 1:**
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**Input:** root = [4,2,6,1,3]

**Output:** 1

**Example 2:**

![image.png](data:image/png;base64,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)

**Input:** root = [1,0,48,null,null,12,49]

**Output:** 1

**Constraints:**

The number of nodes in the tree is in the range [2, 10^4].

0 <= Node.val <= 10^5

**Note:** This question is the same as 783: <https://leetcode.com/problems/minimum-distance-between-bst-nodes/>

**Attempt 1: 2024-01-14**

**Solution 1: Inorder Traversal (60 min)**

**Style 1: Need extra space (10 min)**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public int getMinimumDifference(TreeNode root) {

        List<Integer> list = new ArrayList<>();

        helper(root, list);

        int diff = (int)1e6 + 1;

        int prev = list.get(0);

        for(int i = 1; i < list.size(); i++) {

            diff = Math.min(diff, list.get(i) - prev);

            prev = list.get(i);

        }

        return diff;

    }

    private void helper(TreeNode root, List<Integer> list) {

        if(root == null) {

            return;

        }

        helper(root.left, list);

        list.add(root.val);

        helper(root.right, list);

    }

}

Time Complexity: O(N)

Space Compelxity: O(N)

**Style 2: No need extra space (60 min)**

**Wrong Solution**

**Test out by**

root = [236,104,701,null,227,null,911]

236

/ \

104 701

\ \

227 911

Expect: 9

Output: 123

**错误的原因是认为只有直接父子关系的节点能获得最小绝对值差，比如[104,227], [104,236], [237,701], [701,911]这些构成了直接父子关系，但是这些关系中的绝对值差最小只能是[104,227]这一对获得，227 - 104 = 123，但实际上真正的最小绝对值差来自非直接父子关系的一对，而是来自BST inorder traversal中位置上前后相邻的两个节点[227,236]，236 - 227 = 9，所以计算构造上有问题，不能只计算和比较直接父子关系的节点的绝对值差，而是需要利用BST的性质，对于每一个root节点，需要将该root节点左子树的所有节点与该root节点比较，同理也需要将该root节点右子树的所有节点与该root节点比较，比如该例子中对于root节点236，它左边所有节点是104和227，不能只像错误方法中只拿直接父子关系的236和104作比较，而是应该拿236同时与104和227比较，这样才不会漏掉[236,227]这样一对**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public int getMinimumDifference(TreeNode root) {

        return helper(root);

    }

    private int helper(TreeNode root) {

        if(root == null) {

            return (int)1e6 + 1;

        }

        int diff = (int)1e6 + 1;

        if(root.left != null) {

            diff = Math.min(diff, root.val - root.left.val);

        }

        if(root.right != null) {

            diff = Math.min(diff, root.right.val - root.val);

        }

        int leftResult = helper(root.left);

        int rightResult = helper(root.right);

        return Math.min(diff, Math.min(leftResult, rightResult));

    }

}

**Correct Solution**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    TreeNode prev;

    int diff = (int)1e6 + 1;

    public int getMinimumDifference(TreeNode root) {

        prev = null;

        helper(root);

        return diff;

    }

    private void helper(TreeNode root) {

        if(root == null) {

            return;

        }

        helper(root.left);

        // During inorder traversal, after traverse left

        // child branch, we process current node:

        // 1. Update 'diff' by 'root.val - prev.val', and

        // since BST inorder traversal, no need root.val

        // always larger than prev.val, no need Math.abs()

        // 2. Update 'prev' to current 'root' before we

        // continue on right child branch

        if(prev != null) {

            diff = Math.min(diff, root.val - prev.val);

        }

        prev = root;

        helper(root.right);

    }

}

Time Complexity: O(N)

Space Complexity: O(h), where h is the height of the binary tree.

**Test code**

**关键debug步骤：**

**1.遍历从BST root = 236节点开始，根据inorder traversal，首先进入root节点236的左子结点分支，即root = 104，在root = 104节点继续进入其左子结点分支，此时因为root = 104节点左子结点为null，根据root == null的base condition直接返回root = 104节点，并根据inorder traversal开始在root = 104节点做当前节点处理，在处理root = 104节点的过程中我们使用prev = root将prev = null更新为prev = 104**

**2.然后进入root = 104节点的右子节点分支，到达节点root = 227，同样，对于root = 227节点我们也需要先进入其左子结点分支，此时因为root = 227节点左子结点为null，根据root == null的base condition直接返回root = 227节点，并根据inorder traversal开始在root = 227节点做当前节点处理，随后因为此时prev不再是null，我们更新diff：diff = Math.min((int)1e6 + 1, 227 - 104) = 123，并且在处理root = 227节点的过程中我们使用prev = root将prev = 104更新为prev = 227，最后进入root = 227的右子节点，此时因为root = 227节点右子结点为null，根据root == null的base condition直接返回root = 227节点，然后因为完成了所有语句，即完成了对root = 236节点的左子节点分支的遍历，自动返回上递归一层即root = 236节点这一层**

**3.此时我们拥有prev = 227，当前root = 236，根据inorder traversal的定义，在之前步骤1,2处理完root = 236节点的左子分支后，开始在root = 236节点做当前节点处理，随后因为此时prev不再是null，我们更新diff：diff = Math.min(123, 236 - 227) = 9，并且在处理root = 236节点的过程中我们使用prev = root将prev = 227更新为prev = 236，最后进入root = 236的右子节点.... etc**

**这里完美解释了如何通过inorder traversal配合prev = root的做法获得236 - 227 = 9这个关键值的过程，避免了错误做法中无法将非直接父子关系的节点放在一起比较的问题，所以本题的关键在于用prev来追踪inorder traversal中紧邻当前节点的前一个节点，他们可以不是直接父子关系，但是因为是BST上的inorder traversal，这两个节点即便在BST树形结构上不是父子节点也必定是除开树形结构排序后的相邻两节点**

public class TreeSolution {

class TreeNode {

int val;

TreeNode left;

TreeNode right;

TreeNode() {}

TreeNode(int val) { this.val = val; }

TreeNode(int val, TreeNode left, TreeNode right) {

this.val = val;

this.left = left;

this.right = right;

}

}

TreeNode prev;

int diff = (int)1e6 + 1;

public int getMinimumDifference(TreeNode root) {

prev = null;

helper(root);

return diff;

}

private void helper(TreeNode root) {

if(root == null) {

return;

}

helper(root.left);

if(prev != null) {

diff = Math.min(diff, root.val - prev.val);

}

prev = root;

helper(root.right);

}

public static void main(String[] args) {

/\*\*

\* 236

\* / \

\* 104 701

\* \ \

\* 227 911

\*/

TreeSolution so = new TreeSolution();

TreeNode a = so.new TreeNode(236);

TreeNode b = so.new TreeNode(104);

TreeNode c = so.new TreeNode(701);

TreeNode d = so.new TreeNode(227);

TreeNode e = so.new TreeNode(911);

a.left = b;

a.right = c;

b.right = d;

c.right = e;

int result = so.getMinimumDifference(a);

System.out.println(result);

}

}

**Refer to**

<https://algo.monster/liteproblems/530>

**Problem Description**

This LeetCode problem asks us to find the minimum absolute difference between the values of any two different nodes in a Binary Search Tree (BST). A BST is a tree data structure where each node has at most two children, referred to as the left child and the right child. For any node in a BST, the value of all the nodes in the left subtree are less than the node's value, and the value of all the nodes in the right subtree are greater than the node's value.

**The "minimum absolute difference" refers to the smallest difference in value between any pair of nodes in the tree.** An important characteristic of a BST is that when it is traversed in-order (left node, current node, right node), it will yield the values in a sorted manner. This property will be crucial for finding the minimum absolute difference without having to compare every pair of nodes in the tree.

**Intuition**

To arrive at the solution, we leverage the in-order traversal property of the BST mentioned above. The idea is to perform an in-order traversal of the BST, which effectively means we will be processing the nodes in ascending order of their values.

During the traversal, we keep track of the value of the previously processed node.

At each current node, we calculate the absolute difference between the current node's value and the previously visited node's value.

We keep an ongoing count of the minimum absolute difference encountered so far.

By the end of the traversal, the minimum absolute difference will have been found.

**The intuition behind this approach is based on the fact that the smallest difference between any two values in a sorted list is always between adjacent values. Since an in-order traversal of a BST gives us a sorted list of values, we only need to check adjacent nodes to determine the minimum absolute difference in the entire tree.**

We use a helper function dfs (Depth-First Search) that performs the in-order traversal recursively. The nonlocal keyword is used to update the ans and prev variables defined in the outer scope of the dfs function.

**Solution Approach**

The provided Python solution makes use of recursion to implement the in-order traversal pattern for navigating the BST. Here's a step by step breakdown of how the implementation works:

A nested function named dfs (short for "Depth-First Search") is defined within the getMinimumDifference method. This dfs function is responsible for performing the in-order traversal of the BST.

The dfs function does nothing if it encounters a None node (the base case of the recursion), which means that it has reached a leaf node's child.

When the dfs function visits a node, it first recursively calls itself on the left child of the current node to ensure that the nodes are visited in ascending order.

**After visiting the left child, the function then processes the current node by calculating the absolute difference between the current node's value and the previously visited node's value, and keeps track of this absolute difference if it's the smallest one seen so far. This is done using the ans variable, which is initialized with infinity (inf). ans represents the minimum absolute difference found during the traversal.**

**The prev variable holds the value of the previously visited node in the traversal. Initially, prev is also initialized with inf, and it is updated to the current node's value before moving to the right child.**

Once the current node has been processed, the dfs function recursively calls itself on the right child to complete the in-order visitation pattern.

The nonlocal keyword is used for ans and prev to allow the nested dfs function to modify these variables that are defined in the enclosing getMinimumDifference method's scope.

The getMinimumDifference method initializes ans and prev with inf and begins the in-order traversal by calling the dfs function on the root node of the BST.

After the in-order traversal is complete, ans holds the minimum absolute difference between the values of any two nodes in the BST. This value is returned as the final result.

Through the use of in-order traversal, the algorithm ensures that each node is compared only with its immediate predecessor in terms of value, resulting in an efficient way to find the minimum absolute difference.

Here's the algorithm represented in pseudocode:

    def in\_order\_traversal(node):

        if node is not None:

            in\_order\_traversal(node.left)

            process(node)

            in\_order\_traversal(node.right)

    def process(node):

        update\_minimum\_difference(previous\_node\_value, node.value)

        previous\_node\_value = node.value

In the pseudocode, process(node) represents the steps of comparing the current node's value with the previous node's value and updating the minimum difference accordingly.

**Example Walkthrough**

Consider the following BST for this example:

    4

   / \

  2   6

 / \

1   3

Let's apply the in-order traversal to this BST and keep track of the previous node to calculate the differences and find the minimum absolute difference.

Start at the root (4), then traverse to the left child (2). Since 2 has a left child (1), continue traversing left until reaching a leaf node.

Process node 1: This is the first node, so there's no previous node to compare with. Set prev to 1.

Traverse up and to the right, now to node 2. Calculate the absolute difference with prev: |2 - 1| = 1, and since prev was set to 1 earlier, set ans to 1 (this is our first comparison, so it's also the smallest so far). Update prev to 2.

Process node 2: Node 2 is considered again, but the comparison has already been made with its left side. No left child traversal needed now.

Traverse to the right child of node 2, which is node 3. Calculate the absolute difference with prev: |3 - 2| = 1. Since ans is already 1 and |3 - 2| is also 1, ans remains unchanged. Update prev to 3.

Move up to node 4, the root. Calculate the absolute difference with prev: |4 - 3| = 1. The ans is still 1, so there's no change. Update prev to 4.

Finally, move to the right child of the root, which is node 6. Calculate the absolute difference with prev: |6 - 4| = 2. Since ans is 1, and |6 - 4| is greater than 1, there's no change to ans.

By the end of the traversal, ans holds the value of 1, which is the minimum absolute difference that was found between the values of adjacent nodes during the in-order traversal of the BST. Therefore, the minimum absolute difference between any two nodes in this BST is 1.

**Java Solution**

class Solution {

private int minDifference;

private int previousValue;

private static final int INFINITY = Integer.MAX\_VALUE; // Use a static final constant for infinity

/\*\*

\* Find the minimum absolute difference between values of any two nodes.

\*

\* @param root The root of the binary search tree.

\* @return The minimum absolute difference.

\*/

public int getMinimumDifference(TreeNode root) {

minDifference = INFINITY; // Initialize minimum difference to the largest value possible

previousValue = INFINITY; // Initialize previous value to the largest value possible for the start

inOrderTraversal(root); // Perform in-order traversal to compare node values

return minDifference; // Return the smallest difference found

}

/\*\*

\* Perform in-order traversal on BST to find minimum absolute difference.

\*

\* @param node The current node being visited.

\*/

private void inOrderTraversal(TreeNode node) {

if (node == null) {

return; // Base case: if node is null, return to stop the traversal

}

inOrderTraversal(node.left); // Visit left subtree

// Compute the minimum difference with the previous value (if not first node)

if (previousValue != INFINITY) {

minDifference = Math.min(minDifference, Math.abs(node.val - previousValue));

}

previousValue = node.val; // Update the previous value to the current node's value

inOrderTraversal(node.right); // Visit right subtree

}

}

/\*\*

\* Definition for a binary tree node.

\*/

class TreeNode {

int val;

TreeNode left;

TreeNode right;

TreeNode() {}

TreeNode(int val) {

this.val = val;

}

TreeNode(int val, TreeNode left, TreeNode right) {

this.val = val;

this.left = left;

this.right = right;

}

}

**Time and Space Complexity**

The time complexity of the code is O(n), where n is the number of nodes in the binary tree. This time complexity arises because the depth-first search (DFS) in the function dfs(root) visits each node exactly once. The actions performed on each node—including updating the 'ans' and 'prev' variables—are all O(1) operations, so they do not add to the overall complexity beyond that imposed by the traversal.

The space complexity of the code is O(h), where h is the height of the binary tree. This space complexity is due to the recursive call stack that will grow to the height of the tree in the worst case. For a balanced tree, this would be O(log n), but for a skewed tree (e.g., a tree where each node only has a left or a right child), this could degrade to O(n).