<https://leetcode.com/problems/unique-binary-search-trees-ii/description/>

Given an integer n, return all the structurally unique BST's (binary search trees), which has exactly n nodes of unique values from 1 to n. Return the answer in any order.

**Example 1:**
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**Input:** n = 3

**Output:** [[1,null,2,null,3],[1,null,3,2],[2,1,3],[3,1,null,null,2],[3,2,null,1]]

**Example 2:**

**Input:** n = 1

**Output:** [[1]]

**Constraints:**

1 <= n <= 8

**Attempt 1: 2024-07-10**

**Solution 1: DFS + Divide and Conquer (360 min)**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public List<TreeNode> generateTrees(int n) {

        return getAns(1, n);

    }

    private List<TreeNode> getAns(int start, int end) {

        List<TreeNode> ans = new ArrayList<TreeNode>();

        //此时没有数字，将 null 加入结果中

        if (start > end) {

            ans.add(null);

            return ans;

        }

        //只有一个数字，当前数字作为一棵树加入结果中(实际测试后发现并不需要这个条件)

        //if (start == end) {

        //    TreeNode tree = new TreeNode(start);

        //    ans.add(tree);

        //    return ans;

        //}

        //尝试每个数字作为根节点

        for (int i = start; i <= end; i++) {

            //得到所有可能的左子树

            List<TreeNode> leftTrees = getAns(start, i - 1);

            //得到所有可能的右子树

            List<TreeNode> rightTrees = getAns(i + 1, end);

            //左子树右子树两两组合

            for (TreeNode leftTree : leftTrees) {

                for (TreeNode rightTree : rightTrees) {

                    TreeNode root = new TreeNode(i);

                    root.left = leftTree;

                    root.right = rightTree;

                    //加入到最终结果中

                    ans.add(root);

                }

            }

        }

        return ans;

    }

}

Time Complexity

The time complexity of the given code can be tricky to analyze due to its recursive nature and because it generates all unique binary search trees (BSTs) with n distinct nodes. The number of such trees is given by the nth Catalan number, which is C\_n = (2n)! / ((n+1)!n!).

In the worst case, the recursion tree would have a branching factor equal to the maximum number of nodes n, at each node there is a loop that runs from left to right. As we recurse down the tree and back, we create new trees for each possible root node.

For each value of i (from left to right inclusive), we generate all possible left subtrees with gen(left, i - 1) and all possible right subtrees with gen(i + 1, right). Then, for each combination of left and right subtrees, we connect them to a root node with value i.

Since the number of combinations for the left and right subtrees is the product of the count of left subtrees and the count of right subtrees, we have a multiplication of possibilities each time we perform this operation.

Considering the above factors, the time complexity is O(n \* C\_n), where C\_n is the nth Catalan number, since we have n possibilities at each level of the recursive stack.

The time taken for all recursive calls can thus be approximated as proportional to the number of unique BSTs generated, which is the Catalan number, times n, giving us a time complexity of O(n \* C\_n).

Space Complexity

The space complexity consists of the space needed for the output, which stores all unique BSTs, and the space needed for the execution stack during recursion.

The output itself will hold C\_n trees, and each tree has n nodes, so the space needed to store these trees is also proportional to O(n \* C\_n).

The recursion stack space will be proportional to the height of the recursion tree, which is O(n) since in the worst case we will make n nested recursive calls before hitting the base case.

However, since the space required for the recursion stack is significantly smaller compared to the output space, it is often considered secondary.

Thus, the space complexity of the code is O(n \* C\_n) for storing the unique BSTs generated.

**Refer to**

<https://algo.monster/liteproblems/95>

**Problem Description**

The problem asks us to generate all structurally unique binary search trees (BSTs) that can be constructed with n uniquely valued nodes, where each node's value is a unique integer from 1 to n. Structurally unique means that the trees' shape or structure must be different; simply rearranging nodes without changing the parents and children does not count as unique. The goal is not only to count these trees but to actually construct each distinct tree and return a collection of them.

**Intuition**

The intuition behind the solution for generating all structurally unique BSTs for n unique values involves understanding the properties of BSTs and using recursion to build all possible trees. The main property of a BST is that the left subtree of a node contains only nodes with keys less than the node's key, and the right subtree only contains nodes with keys greater than the node's key.

Here's how we can arrive at the solution approach:

We know that the root can be any node with a value from 1 to n.

Once we select a value i for the root, all values from 1 to i-1 must be in the left subtree, and all values from i+1 to n must be in the right subtree, due to the properties of BSTs.

To generate all unique left and right subtrees, we can use recursion on the respective ranges. The recursive call will generate all possible left subtrees for the values smaller than i and all possible right subtrees for the values larger than i.

We combine each left subtree with each right subtree to form a unique BST with i as the root.

This approach utilizes the power of recursion to break down the problem into smaller subproblems, namely constructing all possible subtrees for a given range and then combining them to form larger and complete BSTs.

By defining a recursive function gen(left, right), which takes a range of values and returns all possible BSTs within that range, we can use this function to explore all possible combinations that satisfy BST properties. This recursion forms the backbone of our solution. It starts by generating all trees for 1-n, and for each of those, it recursively generates left and right subtrees for the remaining ranges until the ranges are empty, at which point it will use None to represent the absence of a node, indicating that the recursion has bottomed out.

This careful assembly of left and right subtrees around each possible root, following BST conditions, will yield all structurally unique BSTs containing n nodes.

**Solution Approach**

The solution uses a recursive helper function gen(left, right) which is designed to generate all possible unique BSTs composed of node values ranging from left to right, inclusive. Here's the step-by-step explanation of the gen function and the overall solution approach:

**Base Case:** If the left limit is greater than the right limit, it means there are no values to create a node, so we append None to the list of answers. This corresponds to the base case of the recursion which effectively handles the creation of empty trees (required at the leaf nodes of the final BSTs).

**Recursive Case:** The recursive case is when left <= right, meaning we have at least one value to create a node with.

**Generating Roots:** A loop runs from left to right including both ends. Each iteration of the loop represents choosing a different value as the root of the BST from the given range.

**Divide and Conquer:** For each potential root value i, we recursively call gen to create all possible left subtrees with values from left to i-1 and right subtrees with values from i+1 to right. This is where the divide-and-conquer algorithm comes into play, breaking the original problem into smaller subproblems, each capable of being solved independently.

**Constructing Trees:** After the recursive calls, we iterate over all combinations of left and right subtrees. For each combination, a new tree node is created with the value i (which we selected as a root earlier) and the left and right pointers set to the current left and right subtree from the combinations. These new trees are then added to the ans list.

**List of Tree Nodes:** The helper function gen eventually returns a list of TreeNode objects. Each TreeNode is the root of a structurally unique BST.

**Final Result:** The generateTrees function starts the recursive process by calling gen(1, n) and returns the list it receives from this call. The final return value is a list of all unique BSTs with node values from 1 to n.

The algorithm makes use of the fundamental properties of BSTs for the divide-and-conquer strategy and employs recursion efficiently to construct all possible outcomes. The data structure used is the TreeNode class, which represents the nodes in a BST.

In summary, the solution leverages recursion to explore every single potential node value as a root and attaches to it every combination of left and right subtrees that the sub-ranges can produce, ensuring that all unique BST structures are explored.

**Example Walkthrough**

Let's go through a small example to illustrate the solution approach using n = 3. This means we want to generate all structurally unique BSTs using node values {1, 2, 3}.

**Step 1: Call the Main Function**

We start by calling gen(1, 3) because our range of values is from 1 to 3.

**Step 2: Loop Through Each Value as Root**

We then establish a loop for selecting the root value from the candidates 1 to 3.

When i = 1, 1 is the root, we have no left subtree (gen(1, 0) returns None) and we need to generate the right subtree with values {2, 3}. The function gen(2, 3) is called for the right subtree.

When i = 2, 2 is the root, we generate the left subtree with value {1} only (gen(1, 1)) and the right subtree with value {3} only (gen(3, 3)).

When i = 3, 3 is the root, we generate the left subtree with values {1, 2} (gen(1, 2)) and there is no right subtree (gen(4, 3) returns None).

**Step 3: Recursively Generate Subtrees**

For each of these scenarios, we recursively generate the possible left and right subtrees:

For i = 1, gen(2, 3) needs to consider 2 and 3 as potential roots for the right subtree.

For i = 2, since we are considering single elements (1 for left and 3 for right), gen(1, 1) and gen(3, 3) directly return the TreeNode with the corresponding value. These are leaf nodes.

For i = 3, gen(1, 2) considers both 1 and 2 as roots. If 1 is the root, 2 would be its right child (gen(2, 2) returns TreeNode with value 2). If 2 is the root, 1 would be its left child (gen(1, 1) returns TreeNode with value 1).

**Step 4: Construct Trees and Combine Subtrees**

Now we construct the trees by combining the returned TreeNode(s) for the left and right subtrees with the root. For instance:

With i = 1 as root, combine None as left subtree (since there are no values less than 1) and each TreeNode returned from gen(2, 3) as right subtrees individually.

With i = 2 as root, set the left child to TreeNode with value 1 and right child to TreeNode with value 3.

With i = 3 as root, set the left child to each TreeNode returned from gen(1, 2) and the right child to None.

**Step 5: Collect and Return the Results**

Each complete tree represents one of the possible structurally unique BSTs that the function is designed to generate. Once all trees have been constructed for all i, the gen function will return the list of root nodes, which forms the output of the generateTrees function.

In summary, for n = 3, we will end up with 5 unique BSTs, which are constructed by the function through recursion and combination of all possible left and right subtrees for each candidate root from values 1 to 3.

**Solution Implementation**

import java.util.ArrayList;

import java.util.List;

// Definition for a binary tree node.

class TreeNode {

int val;

TreeNode left;

TreeNode right;

// Constructor to create a node without any children.

TreeNode() {}

// Constructor to create a node with a specific value.

TreeNode(int val) { this.val = val; }

// Constructor to create a node with a specific value and given left and right children.

TreeNode(int val, TreeNode left, TreeNode right) {

this.val = val;

this.left = left;

this.right = right;

}

}

class Solution {

// Generates all structurally unique BSTs (binary search trees) that store values 1...n.

public List<TreeNode> generateTrees(int n) {

return generateTreesInRange(1, n);

}

// Helper function that generates all structurally unique BSTs for values in the range [start, end].

private List<TreeNode> generateTreesInRange(int start, int end) {

List<TreeNode> trees = new ArrayList<>();

// If start is greater than end, there is no tree to add (empty tree).

if (start > end) {

trees.add(null);

} else {

// Try each number as root, and recursively generate left and right subtrees.

for (int rootValue = start; rootValue <= end; ++rootValue) {

// Generate all left subtrees by considering numbers before the root value.

List<TreeNode> leftSubtrees = generateTreesInRange(start, rootValue - 1);

// Generate all right subtrees by considering numbers after the root value.

List<TreeNode> rightSubtrees = generateTreesInRange(rootValue + 1, end);

// Combine left and right subtrees with the current rootValue to form unique BSTs.

for (TreeNode leftSubtree : leftSubtrees) {

for (TreeNode rightSubtree : rightSubtrees) {

// Create a new tree node as the root with leftSubtree and rightSubtree as children.

TreeNode root = new TreeNode(rootValue, leftSubtree, rightSubtree);

// Add the newly formed tree to the list of trees.

trees.add(root);

}

}

}

}

// Return all possible BSTs formed from values in the range [start, end].

return trees;

}

}

**Time and Space Complexity**

**Time Complexity**

The time complexity of the given code can be tricky to analyze due to its recursive nature and because it generates all unique binary search trees (BSTs) with n distinct nodes. **The number of such trees is given by the nth Catalan number, which is C\_n = (2n)! / ((n+1)!n!).**

In the worst case, the recursion tree would have a branching factor equal to the maximum number of nodes n, at each node there is a loop that runs from left to right. As we recurse down the tree and back, we create new trees for each possible root node.

For each value of i (from left to right inclusive), we generate all possible left subtrees with gen(left, i - 1) and all possible right subtrees with gen(i + 1, right). Then, for each combination of left and right subtrees, we connect them to a root node with value i. Since the number of combinations for the left and right subtrees is the product of the count of left subtrees and the count of right subtrees, we have a multiplication of possibilities each time we perform this operation.

Considering the above factors, the time complexity is O(n \* C\_n), where C\_n is the nth Catalan number, since we have n possibilities at each level of the recursive stack.

The time taken for all recursive calls can thus be approximated as proportional to the number of unique BSTs generated, which is the Catalan number, times n, giving us a time complexity of O(n \* C\_n).

**Space Complexity**

The space complexity consists of the space needed for the output, which stores all unique BSTs, and the space needed for the execution stack during recursion.

The output itself will hold C\_n trees, and each tree has n nodes, so the space needed to store these trees is also proportional to O(n \* C\_n).

The recursion stack space will be proportional to the height of the recursion tree, which is O(n) since in the worst case we will make n nested recursive calls before hitting the base case. However, since the space required for the recursion stack is significantly smaller compared to the output space, it is often considered secondary.

Thus, the space complexity of the code is O(n \* C\_n) for storing the unique BSTs generated.

**In the solution for Leetcode 95 "Unique Binary Search Trees II", the base condition if (start > end) followed by ans.add(null) is crucial for correctly constructing the binary search trees (BSTs).**

**Let's break down the reasoning behind this condition and its role in the overall solution.**

**Refer to chatGPT**

**Problem Context**

The problem requires generating all unique BSTs that store values from 1 to n. Each BST must satisfy the properties of a binary search tree, where:

The left subtree of a node contains only nodes with values less than the node's value.

The right subtree of a node contains only nodes with values greater than the node's value.

**Explanation of start > end Base Condition**

The recursive function getAns(int start, int end) generates all unique BSTs for the range [start, end]. Here's the breakdown:

Base Condition **start > end**:

When start > end, it means the current range is invalid or there's no number to include in the subtree. In this case, the only possible "tree" is an empty tree, which is represented by null.

Adding null to the list of trees (ans.add(null)) ensures that the recursion properly handles cases where a subtree should be empty.

Recursive Construction of Trees:

For each number i in the range [start, end], i is considered as the root.

All possible left subtrees are generated by recursively calling getAns(start, i - 1).

All possible right subtrees are generated by recursively calling getAns(i + 1, end).

Each combination of left and right subtrees is paired with the root i to form a complete tree, which is then added to the result list ans.

**Detailed Explanation with Example**

Consider n = 3 and we are generating trees for the range [1, 3]:

Initial Call:

generateTrees(3) calls getAns(1, 3).

Base Condition Handling:

getAns(1, 0), getAns(2, 1), etc., will eventually reach the base condition start > end, and will add null to ans.

Recursive Tree Construction:

For i = 1 as the root:

Left subtrees from getAns(1, 0) -> [null].

Right subtrees from getAns(2, 3):

For i = 2 as the root:

Left subtrees from getAns(2, 1) -> [null].

Right subtrees from getAns(3, 3) -> [TreeNode(3)].

Combine to form trees with root 2 and right child 3.

For i = 3 as the root:

Left subtrees from getAns(2, 2) -> [TreeNode(2)].

Right subtrees from getAns(4, 3) -> [null].

Combine to form trees with root 3 and left child 2.

**Why ans.add(null) is Important**

Without ans.add(null), the recursion wouldn't correctly represent cases where a subtree should be empty. For example, when constructing trees with root i where i is at the boundary of the range, the left or right subtree might be empty. This would break the construction of the BSTs, as it wouldn't account for the possibility of nodes having null children.

**Conclusion**

The base condition if (start > end) { ans.add(null); return ans; } ensures that the recursive function can handle cases where a subtree should be empty, allowing the correct construction of all possible unique BSTs within the specified range. This approach ensures that all combinations of left and right subtrees are correctly paired with each possible root, resulting in the complete set of unique BSTs

**What's the time complexity ?**

**Refer to chatGPT**

The time complexity of the given solution to generate all unique Binary Search Trees (BSTs) for values from 1 to n is quite complex to analyze due to the recursive nature of the problem and the combinatorial explosion of the number of trees as n increases.

However, we can provide an explanation and an estimate of the complexity based on the structure of the algorithm.

**Overview**

The algorithm involves recursively generating all possible BSTs by considering each value in the range [start, end] as a root and recursively generating all possible left and right subtrees. This results in a large number of recursive calls and combinations.

**Detailed Complexity Analysis**

Number of Trees:

The number of unique BSTs that can be formed with n nodes is given by the nth Catalan number, which is approximately C(n) ~ 4^n / (n^(3/2) \* sqrt(π)).

The nth Catalan number grows exponentially, meaning the number of unique BSTs increases very rapidly with n.

Recursive Calls:

For each node considered as a root, the algorithm recursively generates all possible left and right subtrees.

If T(n) is the number of trees generated for n nodes, we can express it as:
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This represents the combinatorial nature of the problem, where each combination of left and right subtrees needs to be considered for each possible root.

Time Complexity:

The overall time complexity is dominated by the number of unique BSTs, which is given by the Catalan number.

Additionally, for each tree, constructing and combining the left and right subtrees involves further recursive calls and combinations.

Construction and Combining:

Constructing a single tree involves selecting a root, and then recursively generating and combining all possible left and right subtrees.

For each combination, the algorithm creates a new tree node and sets its left and right children, which adds additional overhead.

**Overall Time Complexity**

Given the combinatorial explosion and the recursive nature of the problem, the time complexity of this algorithm is:

![image.png](data:image/png;base64,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)

where C\_n is the nth Catalan number.

**Space Complexity**

The space complexity of the algorithm is also high due to the following reasons:

Recursive Call Stack:

The depth of the recursion can go up to n, resulting in a space complexity of O(n) for the call stack.

Storing Results:

The algorithm stores all unique BSTs in a list, and each tree can have up to n nodes.

Storing all trees requires O(C\_n \* n) space, where C\_n is the nth Catalan number and n is the maximum number of nodes per tree.

**Conclusion**

Time Complexity: O(C\_n), where C\_n is the nth Catalan number, approximately O(4^n / n^(3/2)).

Space Complexity: O(C\_n \* n), considering both the recursive stack and the space needed to store the trees.

The complexity reflects the highly combinatorial nature of the problem and the exponential growth in the number of unique BSTs as n increases.

**Refer to**

<https://leetcode.wang/leetCode-95-Unique-Binary-Search-TreesII.html>

解法一完全没有用到查找二叉树的性质，暴力尝试了所有可能从而造成了重复。我们可以利用一下查找二叉树的性质。左子树的所有值小于根节点，右子树的所有值大于根节点。

所以如果求 1...n 的所有可能。

我们只需要把 1 作为根节点，[ ] 空作为左子树，[ 2 ... n ] 的所有可能作为右子树。

2 作为根节点，[ 1 ] 作为左子树，[ 3...n ] 的所有可能作为右子树。

3 作为根节点，[ 1 2 ] 的所有可能作为左子树，[ 4 ... n ] 的所有可能作为右子树，然后左子树和右子树两两组合。

4 作为根节点，[ 1 2 3 ] 的所有可能作为左子树，[ 5 ... n ] 的所有可能作为右子树，然后左子树和右子树两两组合。

...

n 作为根节点，[ 1... n ] 的所有可能作为左子树，[ ] 作为右子树。

至于，[ 2 ... n ] 的所有可能以及 [ 4 ... n ] 以及其他情况的所有可能，可以利用上边的方法，把每个数字作为根节点，然后把所有可能的左子树和右子树组合起来即可。

如果只有一个数字，那么所有可能就是一种情况，把该数字作为一棵树。而如果是 [ ]，那就返回 null。

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public List<TreeNode> generateTrees(int n) {

//不需要，因为设定里面n > 0

        //List<TreeNode> ans = new ArrayList<TreeNode>();

        //if (n == 0) {

        //    return ans;

        //}

        return getAns(1, n);

    }

    private List<TreeNode> getAns(int start, int end) {

        List<TreeNode> ans = new ArrayList<TreeNode>();

        //此时没有数字，将 null 加入结果中

        if (start > end) {

            ans.add(null);

            return ans;

        }

        //只有一个数字，当前数字作为一棵树加入结果中(实际测试后发现并不需要这个条件)

        //if (start == end) {

        //    TreeNode tree = new TreeNode(start);

        //    ans.add(tree);

        //    return ans;

        //}

        //尝试每个数字作为根节点

        for (int i = start; i <= end; i++) {

            //得到所有可能的左子树

            List<TreeNode> leftTrees = getAns(start, i - 1);

            //得到所有可能的右子树

            List<TreeNode> rightTrees = getAns(i + 1, end);

            //左子树右子树两两组合

            for (TreeNode leftTree : leftTrees) {

                for (TreeNode rightTree : rightTrees) {

                    TreeNode root = new TreeNode(i);

                    root.left = leftTree;

                    root.right = rightTree;

                    //加入到最终结果中

                    ans.add(root);

                }

            }

        }

        return ans;

    }

}

**或者另一种写法**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public List<TreeNode> generateTrees(int n) {

        List<TreeNode> result = new ArrayList<TreeNode>();

        if(n == 0) {

            return result;

        }

        return helper(1, n);

    }

    private List<TreeNode> helper(int lo, int hi) {

        List<TreeNode> list = new ArrayList<TreeNode>();

        // Base case

        // Refer to

        // https://www.youtube.com/watch?v=GZ0qvkTAjmw

        /\*\*

          Why the base case is lo > hi ?

          Because when we reach to the leave node and you still call

          recursive helper() method, the boundary will become below:

          e.g i = 5 -> left = helper(5,4), right = helper(6,5)

          hence lo > hi always the terminate condition

        \*/

        if(lo > hi) {

            return list;

        }

        for(int i = lo; i <= hi; i++) {

            List<TreeNode> left = helper(lo, i - 1);

            List<TreeNode> right = helper(i + 1, hi);

            // Create root should in each block since for loop

            // in the block means create multiple root required

            // TreeNode root = new TreeNode(i);

            if(left.size() == 0 && right.size() == 0) {

                TreeNode root = new TreeNode(i);

                list.add(root);

            } else if(right.size() == 0) {

                for(TreeNode l : left) {

                    TreeNode root = new TreeNode(i);

                    root.left = l;

                    list.add(root);

                }

            } else if(left.size() == 0) {

                for(TreeNode r : right) {

                    TreeNode root = new TreeNode(i);

                    root.right = r;

                    list.add(root);

                }

            } else {

                for(TreeNode l : left) {

                    for(TreeNode r : right) {

                        TreeNode root = new TreeNode(i);

                        root.left = l;

                        root.right = r;

                        list.add(root);

                    }

                }

            }

        }

        return list;

    }

}

**Refer to**

[L96.Unique Binary Search Trees (Ref.L95)](note://WEB9cd2e136dd2ed5ec4ad122a8ef93d3d4)

[L241.Different Ways to Add Parentheses (Ref.L95)](note://WEBbaa2d082a1dad88f29dcca85766d9625)