<https://leetcode.com/problems/recover-binary-search-tree/description/>

You are given the root of a binary search tree (BST), where the values of **exactly** two nodes of the tree were swapped by mistake. *Recover the tree without changing its structure*.

**Example 1:**
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**Input:** root = [1,3,null,null,2]**Output:** [3,1,null,null,2]**Explanation:** 3 cannot be a left child of 1 because 3 > 1. Swapping 1 and 3 makes the BST valid.

**Example 2:**

![stickPicture.png](data:image/png;base64,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)

**Input:** root = [3,1,4,null,null,2]**Output:** [2,1,4,null,null,3]**Explanation:** 2 cannot be in the right subtree of 3 because 2 < 3. Swapping 2 and 3 makes the BST valid.

**Constraints:**

The number of nodes in the tree is in the range [2, 1000].

-2^31 <= Node.val <= 2^31 - 1

 **Follow up:** A solution using O(n) space is pretty straight-forward. Could you devise a constant O(1) space solution?

**Attempt 1: 2025-03-25**

**Solution 1: Inorder Traversal O(N) Space Complexity Solution (30 min)**

**Style 1: Stack inorder traversal**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public void recoverTree(TreeNode root) {

        List<TreeNode> inorderList = new ArrayList<>();

        Stack<TreeNode> stack = new Stack<>();

        TreeNode curr = root;

        while(curr != null || !stack.isEmpty()) {

            while(curr != null) {

                stack.push(curr);

                curr = curr.left;

            }

            curr = stack.pop();

            inorderList.add(curr);

            curr = curr.right;

        }

        TreeNode first = null;

        TreeNode second = null;

        for(int i = 0; i < inorderList.size() - 1; i++) {

            if(inorderList.get(i).val > inorderList.get(i + 1).val) {

                // The below logic design is for inorder list like

                // [1, 4, 3, 2, 5], the swapped nodes are 4 and 2

                if(first == null) {

                    first = inorderList.get(i);

                    second = inorderList.get(i + 1);

                } else {

                    second = inorderList.get(i + 1);

                    break;

                }

            }

        }

        int tmp = first.val;

        first.val = second.val;

        second.val = tmp;

    }

}

Time Complexity: O(n)

Space Complexity: O(n)

**Refer to Deepseek**

To solve the problem of recovering a Binary Search Tree (BST) where two nodes have been swapped, we can use an in-order traversal approach with O(n) space complexity. This method is more straightforward and easier to understand compared to the Morris Traversal approach, although it uses more space.

**Approach**

In-order Traversal: Perform an in-order traversal of the BST to collect all nodes in a list. This traversal should yield a sorted list in a valid BST.

Identify Swapped Nodes: Traverse the collected nodes to find the two nodes where the sorted order is violated. The first violation gives the larger misplaced node, and the second violation gives the smaller misplaced node.

Swap Values: Once the two misplaced nodes are identified, swap their values to restore the BST properties.

**Solution Code**

class Solution {

public void recoverTree(TreeNode root) {

List<TreeNode> inOrder = new ArrayList<>();

Stack<TreeNode> stack = new Stack<>();

TreeNode curr = root;

// Perform in-order traversal using a stack

while (curr != null || !stack.isEmpty()) {

while (curr != null) {

stack.push(curr);

curr = curr.left;

}

curr = stack.pop();

inOrder.add(curr);

curr = curr.right;

}

TreeNode first = null, second = null;

// Find the two misplaced nodes

for (int i = 0; i < inOrder.size() - 1; i++) {

if (inOrder.get(i).val > inOrder.get(i + 1).val) {

if (first == null) {

first = inOrder.get(i);

second = inOrder.get(i + 1);

} else {

second = inOrder.get(i + 1);

break;

}

}

}

// Swap the values of the two nodes

int temp = first.val;

first.val = second.val;

second.val = temp;

}

}

**Explanation**

In-order Traversal: The code uses a stack to perform an in-order traversal iteratively. Each node is visited in left-root-right order, and nodes are collected into a list.

Finding Violations: The list of nodes is scanned to find where the BST property is violated. The first violation identifies the larger node, and the second violation (if any) updates the smaller node.

Swapping Values: After identifying the two nodes, their values are swapped to correct the BST. This approach ensures the tree structure remains unchanged while restoring the correct node values.

This method uses O(n) space due to the list storing all nodes and the stack used for traversal, making it suitable for cases where simplicity and readability are prioritized over space efficiency.

**Style 2: Recursion inorder traversal - Action separate than inorder traversal**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    public void recoverTree(TreeNode root) {

        List<TreeNode> inorderList = new ArrayList<>();

        helper(inorderList, root);

        TreeNode first = null;

        TreeNode second = null;

        for(int i = 0; i < inorderList.size() - 1; i++) {

            if(inorderList.get(i).val > inorderList.get(i + 1).val) {

                // The below logic design is for inorder list like

                // [1, 4, 3, 2, 5], the swapped nodes are 4 and 2

                if(first == null) {

                    first = inorderList.get(i);

                    second = inorderList.get(i + 1);

                } else {

                    second = inorderList.get(i + 1);

                    break;

                }

            }

        }

        int tmp = first.val;

        first.val = second.val;

        second.val = tmp;

    }

    private void helper(List<TreeNode> list, TreeNode node) {

        if(node == null) {

            return;

        }

        helper(list, node.left);

        list.add(node);

        helper(list, node.right);

    }

}

Time Complexity: O(n)

Space Complexity: O(n)

**Refer to Deepseek**

To solve the problem of recovering a Binary Search Tree (BST) with two swapped nodes using an O(n) space approach, we can utilize a recursive in-order traversal. This method is straightforward and leverages the inherent properties of BSTs, where an in-order traversal yields a sorted sequence. By identifying the nodes that disrupt this order, we can correct the BST.

**Approach**

Recursive In-order Traversal: Perform a recursive in-order traversal to collect all nodes into a list. This traversal visits nodes in left-root-right order, which should produce a sorted list in a valid BST.

Identify Swapped Nodes: Traverse the collected nodes to find the two nodes where the sorted order is violated. The first violation identifies the larger misplaced node, and the second violation (if present) identifies the smaller misplaced node.

Swap Values: Once the two misplaced nodes are identified, swap their values to restore the BST properties.

**Solution Code**

class Solution {

public void recoverTree(TreeNode root) {

List<TreeNode> inOrder = new ArrayList<>();

inorderTraversal(root, inOrder); // Populate the list using recursive in-order traversal

TreeNode first = null, second = null;

// Find the two misplaced nodes

for (int i = 0; i < inOrder.size() - 1; i++) {

if (inOrder.get(i).val > inOrder.get(i + 1).val) {

if (first == null) {

first = inOrder.get(i);

second = inOrder.get(i + 1);

} else {

second = inOrder.get(i + 1);

break;

}

}

}

// Swap the values of the two nodes

int temp = first.val;

first.val = second.val;

second.val = temp;

}

// Helper method for recursive in-order traversal

private void inorderTraversal(TreeNode node, List<TreeNode> list) {

if (node == null) return;

inorderTraversal(node.left, list);

list.add(node);

inorderTraversal(node.right, list);

}

}

**Explanation**

Recursive In-order Traversal: The inorderTraversal method recursively visits each node in left-root-right order, appending nodes to a list. This list captures the in-order sequence of the BST.

Identify Violations: After collecting nodes, we iterate through the list to find where the BST property is violated (i.e., a node has a value greater than its successor). The first violation marks the larger misplaced node (first), and the second violation (if any) updates the smaller misplaced node (second).

Swap Values: The values of the identified nodes are swapped to correct the BST. This ensures the tree structure remains intact while restoring the correct node values.

This approach uses O(n) space due to the list storing all nodes, making it intuitive and easy to understand, though not space-optimal. It is ideal for scenarios where simplicity and readability are prioritized over minimizing space usage.

**Style 3: Recursion inorder traversal - Action merge into inorder traversal**

/\*\*

 \* Definition for a binary tree node.

 \* public class TreeNode {

 \*     int val;

 \*     TreeNode left;

 \*     TreeNode right;

 \*     TreeNode() {}

 \*     TreeNode(int val) { this.val = val; }

 \*     TreeNode(int val, TreeNode left, TreeNode right) {

 \*         this.val = val;

 \*         this.left = left;

 \*         this.right = right;

 \*     }

 \* }

 \*/

class Solution {

    TreeNode first = null;

    TreeNode second = null;

    TreeNode prev = null;

    public void recoverTree(TreeNode root) {

        helper(root);

        int tmp = first.val;

        first.val = second.val;

        second.val = tmp;

    }

    // Becareful, the exchanged node here should be 'root',

    // not 'prev', if given inorder traverse as 6, 3, 4, 5, 2

    // corresponding to 2

    private void helper(TreeNode node) {

        if(node == null) {

            return;

        }

        helper(node.left);

        // Start of "do some business"

        // If first element has not been found, assign it to prev

        // (refer to 6 in the example)

        if(first == null && (prev == null || prev.val > node.val)) {

            first = prev;

        }

        // If first element is found, assign the second element

        // to the root (refer to 2 in the example)

        if(first != null && prev.val > node.val) {

            second = node;

        }

        prev = node;

        helper(node.right);

    }

}

Time Complexity: O(n)

Space Complexity: O(n)

**Refer to**

<https://leetcode.com/problems/recover-binary-search-tree/discuss/32535/No-Fancy-Algorithm-just-Simple-and-Powerful-In-Order-Traversal>

<https://leetcode.com/problems/recover-binary-search-tree/discuss/32535/No-Fancy-Algorithm-just-Simple-and-Powerful-In-Order-Traversal/205091>

This question appeared difficult to me but it is really just a simple in-order traversal! I got really

frustrated when other people are showing off Morris Traversal which is totally not necessary here.

Let's start by writing the in order traversal:

private void traverse (TreeNode root) {

if (root == null)

return;

traverse(root.left);

// Do some business

traverse(root.right);

}

So when we need to print the node values in order, we insert System.out.println(root.val) in the place of

"Do some business".

What is the business we are doing here?

We need to find the first and second elements that are not in order right?

How do we find these two elements? For example, we have the following tree that is printed as in order traversal:

6, 3, 4, 5, 2

We compare each node with its next one and we can find out that 6 is the first element to swap because 6 > 3 and 2

is the second element to swap because 2 < 5.

Really, what we are comparing is the current node and its previous node in the "in order traversal".

Let us define three variables, firstElement, secondElement, and prevElement. Now we just need to build the "do

some business" logic as finding the two elements.

class Solution {

TreeNode firstElement = null;

TreeNode secondElement = null;

TreeNode prev = null;

public void recoverTree(TreeNode root) {

// In order traversal to find the two elements

helper(root);

// Swap the values of the two nodes

int temp = firstElement.val;

firstElement.val = secondElement.val;

secondElement.val = temp;

}

// Becareful, the exchanged node here should be 'root',

// not 'prev', if given inorder traverse as 6, 3, 4, 5, 2

// corresponding to 2

private void helper(TreeNode node) {

if(node == null) {

return;

}

helper(node.left);

// Start of "do some business",

// If first element has not been found, assign it to prevElement (refer to 6 in the example above)

if(firstElement == null && (prev == null || prev.val >= node.val)) {

firstElement = prev;

}

// If first element is found, assign the second element to the root (refer to 2 in the example above)

if(firstElement != null && prev.val >= node.val) {

secondElement = node;

}

prev = node;

// End of "do some business"

helper(node.right);

}

}

**Refer to Deepseek**

The two solutions approach the problem differently in terms of space usage and traversal logic. Here's a comparison to determine which is better:

**1. Space Complexity**

Action separate than inorder traversal Solution (List-Based):

Action merge into inorder traversalSolution (Recursive Tracking):

Winner: The Action merge into inorder traversal solution is more space-efficient in most cases.

**2. Time Complexity**

Both solutions perform O(n) in-order traversals and have the same time complexity.

**3. Correctness**

Both solutions correctly identify the swapped nodes:

Action separate than inorder traversal Solution:

Action merge into inorder traversal Solution:

Winner: Both are correct.

**4. Readability**

Action separate than inorder traversal Solution:

Action merge into inorder traversal Solution:

Winner: Action separate than inorder traversal solution is more readable for beginners.

**5. Problem Constraints**

The problem’s follow-up asks for an O(1) space solution (Morris Traversal). Neither of these solutions meets that, but between the two:

The Action merge into inorder traversal solution’s O(h) space is closer to optimal than Action separate than inorder traversal solution’s O(n).

**Final Verdict**

The Action merge into inorder traversal solution is generally better because:

It uses less space (O(h) vs. O(n)).

It avoids storing all nodes explicitly, which is critical for large trees.

It adheres more closely to the problem’s follow-up intent (even if not fully O(1)).

However, Action separate than inorder traversal solution’s readability makes it a better choice for learning/explaining the concept initially.

**Key Takeaways**

Use the Action merge into inorder traversal solution for optimal space efficiency.

Use Action separate than inorder traversal for clarity during learning or debugging.

For strict O(1) space, implement Morris Traversal (as in Action separate than inorder traversal solution)

**Solution 2: Morris Traversal O(1) Space Complexity Solution (180 min)**

**Refer to Deepseek**

To solve this problem, we need to recover a Binary Search Tree (BST) where exactly two nodes have been swapped by mistake. The goal is to restore the BST without changing its structure.

**Approach**

The key insight here is that an in-order traversal of a BST yields a sorted list of values. If two nodes are swapped, this sorted order will be disrupted. The approach involves identifying the two nodes that are out of order during an in-order traversal and then swapping their values back.

To achieve an optimal solution with O(1) space complexity, we use Morris Traversal. Morris Traversal allows us to perform an in-order traversal without using additional stack or recursion, thus using constant space.

**Explanation**

Morris Traversal: This traversal method allows us to traverse the tree in-order without using a stack or recursion. It uses threading to navigate back up the tree.

Identify Violations: During the traversal, we keep track of the previous node (prev). If we encounter a node where prev.val > current.val, it indicates a violation of the BST property.

Track Misplaced Nodes: The first violation's prev node is stored as first, and the current node as second. If a second violation is found, update second to the current node.

Swap Values: After identifying the two misplaced nodes, swap their values to restore the BST.

This approach efficiently finds and corrects the misplaced nodes with O(1) space complexity, making it optimal for large trees.

**Morris Traversal: In-order Traversal with O(1) Space**

Morris Traversal is an algorithm to traverse a binary tree in-order (left, root, right) without recursion or a stack, achieving O(1) space complexity. It works by \*\*temporarily modifying the tree structure\*\* (creating and removing threads) to keep track of traversal progress.

**Key Idea**

Threaded Binary Tree: Morris Traversal uses "threads" (temporary pointers) to link nodes in a way that allows backtracking without recursion/stack.

Steps:

Find the in-order predecessor (rightmost node in the left subtree).

Link it to the current node (creates a temporary path back).

Traverse left, process nodes, and remove threads when done.

**Algorithm Steps**

Initialize current = root.

While current is not null:

If current.left is null:

Process current (print/store its value).

Move current = current.right (go to the right subtree).

Else (if current.left exists):

Find current's in-order predecessor (pred):

pred = current.left

While pred.right exists and pred.right != current:

pred = pred.right

If pred.right is null:

Set pred.right = current (create a thread).

Move current = current.left (explore left subtree).

Else (pred.right == current):

Remove the thread (pred.right = null).

Process current.

Move current = current.right (done with left subtree).

**Example**

Consider the tree:

4

/ \

2 6

/ \ / \

1 3 5 7

Morris Traversal Order: 1 → 2 → 3 → 4 → 5 → 6 → 7

**Time & Space Complexity**

Time: O(n) (each node is visited at most twice).

Space: O(1) (no stack/recursion, just a few pointers).

**Why Use Morris Traversal?**

When O(1) space is required (e.g., embedded systems, large trees).

Avoids recursion stack overflow for deep trees.

Efficiently solves problems like "Recover BST" where modifying the tree temporarily is acceptable.

**Recover BST Using Morris Traversal (Java)**

class Solution {

public void recoverTree(TreeNode root) {

TreeNode first = null, second = null, prev = null;

TreeNode current = root;

while (current != null) {

if (current.left == null) {

// Check for swapped nodes

if (prev != null && prev.val > current.val) {

if (first == null) first = prev;

second = current;

}

prev = current;

current = current.right;

} else {

// Find in-order predecessor

TreeNode pred = current.left;

while (pred.right != null && pred.right != current) {

pred = pred.right;

}

if (pred.right == null) {

// Create a thread

pred.right = current;

current = current.left;

} else {

// Remove thread and check for swaps

pred.right = null;

if (prev != null && prev.val > current.val) {

if (first == null) first = prev;

second = current;

}

prev = current;

current = current.right;

}

}

}

// Swap the two misplaced nodes

if (first != null && second != null) {

int temp = first.val;

first.val = second.val;

second.val = temp;

}

}

}

**Advantages Over Recursion/Stack**

|  |  |  |  |
| --- | --- | --- | --- |
| Approach | Space Complexity | Modifies Tree? | Best For |
| **Recursion** | O(h) (stack) | ❌ No | Small/balanced trees |
| **Iterative (Stack)** | O(n) (worst case) | ❌ No | General cases |
| **Morris Traversal** | **O(1)** | ✅ Temporarily | Large trees, O(1) space req. |

**Conclusion**

Morris Traversal is optimal for O(1) space but modifies the tree temporarily.

Use stack/recursion if tree modification is not allowed.

Best for problems like "Recover BST" where space efficiency is critical.

Would you like a step-by-step dry run for a specific tree? 🚀