<https://leetcode.com/problems/minimum-moves-to-make-array-complementary/description/>

You are given an integer array nums of **even** length n and an integer limit. In one move, you can replace any integer from nums with another integer between 1 and limit, inclusive.

The array nums is **complementary** if for all indices i (**0-indexed**), nums[i] + nums[n - 1 - i] equals the same number. For example, the array [1,2,3,4] is complementary because for all indices i, nums[i] + nums[n - 1 - i] = 5.

Return the ***minimum*** *number of moves required to make* nums***complementary***.

**Example 1:**

Input: nums = [1,2,4,3], limit = 4

Output: 1

Explanation: In 1 move, you can change nums to [1,2,2,3] (underlined elements are changed).

nums[0] + nums[3] = 1 + 3 = 4.

nums[1] + nums[2] = 2 + 2 = 4.

nums[2] + nums[1] = 2 + 2 = 4.

nums[3] + nums[0] = 3 + 1 = 4.

Therefore, nums[i] + nums[n-1-i] = 4 for every i, so nums is complementary.

**Example 2:**

Input: nums = [1,2,2,1], limit = 2

Output: 2

Explanation: In 2 moves, you can change nums to [2,2,2,2]. You cannot change any number to 3 since 3 > limit.

**Example 3:**

Input: nums = [1,2,1,2], limit = 2

Output: 0

Explanation: nums is already complementary.

**Constraints:**

* n == nums.length
* 2 <= n <= 10^5
* 1 <= nums[i] <= limit <= 10^5
* n is even.

**Attempt 1: 2023-12-07**

**Solution 1: Sweep Line + Presum (720 min)**

class Solution {

public int minMoves(int[] nums, int limit) {

int n = nums.length;

int[] delta = new int[2 \* limit + 2];

for(int i = 0; i < n / 2; i++) {

// Initialize all slot in delta with 2 moves

// Range [2, 2 \* limit], we need to add 2 at number = 2

// and remove those 2 at number = 2 \* limit + 1

delta[2] += 2;

delta[2 \* limit + 1] -= 2;

// (1)[~, oneMoveMin - 1] -> 2 moves

// (2)[oneMoveMin, justGood-1] -> 1 move (if initial with all 2 moves,

// 1 less move needed, in Sweep Line tech mark as -1)

// (3)[justGood] -> 0 move (if initial with all 2 moves, 2 less move

// needed, in delta array means another 1 less move needed, in

// Sweep Line tech mark as -1)

// (4)[justGood + 1, oneMoveMax] -> 1 move (in delta array after

// 'justGood' which decrease to 0 move, now it means 1 more

// move needed, in Sweep Line tech mark as +1)

// (5)[oneMoveMax + 1, ~] -> 2 moves (in delta array after 'oneMoveMax'

// which require 1 move, now it means another 1 more move needed,

// in Sweep Line tech mark as +1)

// +2 -1 -1 +1 +1 -2

// |----2----------------------------------2\*limit----|

// ^ ^ ^ ^ ^ ^ ^ ^

// oneMoveMin justGood oneMoveMax

int pair\_min = Math.min(nums[i], nums[n - 1 - i]);

int pair\_max = Math.max(nums[i], nums[n - 1 - i]);

int oneMoveMin = pair\_min + 1;

int oneMoveMax = pair\_max + limit;

int justGood = pair\_min + pair\_max;

delta[oneMoveMin] -= 1;

delta[justGood] -= 1;

delta[justGood + 1] += 1;

delta[oneMoveMax + 1] += 1;

}

int result = n;

// Sweep Line with running count

int count = 0;

for(int i = 2; i <= 2 \* limit; i++) {

count += delta[i];

result = Math.min(result, count);

}

return result;

}

}

Time Complexity: O(n + limit)

Space Complexity: O(limit)

**Wrong Solution**

**这个方法直接把题目中关于limit的定义搞错了，当成了变动nums[i]的delta的范围，比如limit = 3，nums[i] = 1要变为5需要delta = 4 > limit = 3，这个active因为limit的限制不能成立，然而实际上limit的定义是在[1, limit]这个范围中选取一个数替换nums[i]让nums[i] + nums[n - 1 - i]的和为target sum，和之前错误的理解截然不同**

class Solution {

// The core is find max freq complementary sum up

// of nums[i] + nums[n - 1 - i]

public int minMoves(int[] nums, int limit) {

int n = nums.length;

int min = 100001;

int[] sum = new int[n];

for(int i = 0; i < n; i++) {

sum[i] = nums[i] + nums[n - 1 - i];

min = Math.min(min, nums[i]);

}

Map<Integer, Integer> freq = new HashMap<>();

// n is guaranteed as even, and sum up array looks

// like palindrome pairs, only need to check half

for(int i = 0; i < n / 2; i++) {

freq.put(sum[i], freq.getOrDefault(sum[i], 0) + 1);

}

// Max freq sum at maxPQ peek

PriorityQueue<int[]> maxPQ = new PriorityQueue<int[]>((a, b) -> b[1] - a[1]);

for(Map.Entry<Integer, Integer> e : freq.entrySet()) {

maxPQ.offer(new int[]{e.getKey(), e.getValue()});

}

int target\_sum = 0;

while(!maxPQ.isEmpty()) {

target\_sum = maxPQ.poll()[0];

// Find a 'target\_sum' able to convert all unequal sum to it

if(target\_sum - min <= limit) {

break;

}

}

int count = 0;

for(int i = 0; i < n / 2; i++) {

if(sum[i] != target\_sum) {

if(nums[i] != nums[n - 1 - i]) {

count += 1;

} else {

count += 2;

}

}

}

return count;

}

}

Input

nums =

[1,3,1,1,1,2,3,2,3,1,3,2,1,3]

limit =

3

Use Testcase

Output

5

Expected

4

Potential issue 1:

May because of different target sum may have same highest frequency, the

different pick up of target sum will create different set of remain sum(s)

which sum up via two different ways:

(1) same value nums[i] == nums[n - 1 - i]

(2) different value nums[i] != nums[n - 1 - i]

for (1) it take 2 actions to update to target sum

for (2) it take 1 action to update to target sum

and because of different set of remain sum(s) will derive different

required number of actions

============================================================================================

Then change to below but still failure

class Solution {

// The core is find max freq complementary sum up

// of nums[i] + nums[n - 1 - i]

public int minMoves(int[] nums, int limit) {

int n = nums.length;

int min = 100001;

int[] sum = new int[n];

for(int i = 0; i < n; i++) {

sum[i] = nums[i] + nums[n - 1 - i];

min = Math.min(min, nums[i]);

}

Map<Integer, Integer> freq = new HashMap<>();

// n is guaranteed as even, and sum up array looks

// like palindrome pairs, only need to check half

for(int i = 0; i < n / 2; i++) {

freq.put(sum[i], freq.getOrDefault(sum[i], 0) + 1);

}

// Max freq sum at maxPQ peek

PriorityQueue<int[]> maxPQ = new PriorityQueue<int[]>((a, b) -> b[1] - a[1]);

for(Map.Entry<Integer, Integer> e : freq.entrySet()) {

maxPQ.offer(new int[]{e.getKey(), e.getValue()});

}

int result = n;

int target\_sum = 0;

while(!maxPQ.isEmpty()) {

target\_sum = maxPQ.poll()[0];

// Find a 'target\_sum' able to convert all unequal sum to it

if(target\_sum - min <= limit) {

result = Math.min(result, action\_count(target\_sum, sum, nums, n));

}

}

return result;

}

private int action\_count(int target\_sum, int[] sum, int[] nums, int n) {

int count = 0;

for(int i = 0; i < n / 2; i++) {

if(sum[i] != target\_sum) {

if(nums[i] != nums[n - 1 - i]) {

count += 1;

} else {

count += 2;

}

}

}

return count;

}

}

Input

nums =

[1,3,1,1,1,2,3,2,3,1,3,2,1,3]

limit =

3

Use Testcase

Output

5

Expected

4

Potential issue 2:

It may because even when nums[i] == nums[n - 1 - i], we still need to two actions ?

Combined with below limit condition, it will go soar

// Find a 'target\_sum' able to convert all unequal sum to it

if(target\_sum - min <= limit) {

result = Math.min(result, action\_count(target\_sum, sum, nums, n));

}

For example, we have a nums pair = [1,3], limit = 3, target sum = 8, if only update 1 to 8 or update 3 to 8 will > limit = 3, but if we separate to two actions, 1 update to 4, 3 update to 4 also, which will make sum = 8 and not exceed limit = 3, anyway, the below condition not cover all scenarios:

if(sum[i] != target\_sum) {

if(nums[i] != nums[n - 1 - i]) {

count += 1;

} else {

count += 2;

}

}

**Step by Step**

e.g nums = [1,2,4,3], limit = 4

sum = [4,6,6,4] -> only need to consider half [4,6] since palindrome

sum 4 freq = 1, sum 6 freq = 1, freq same,

try both as both are max freq

all remain sum have unequal freq should attempt to change to max freq sum

if failed to convert to max freq sum, we have to try to convert all

sum to second max freq sum

(1) Try to change 4 to 6 -> sum = [6,6]

6 - 1 = 5 > limit = 4, not able to

(2) Try to change 6 to 4 -> sum = [4,4]

4 - 1 = 3 < limit = 4, able to, need to update sum[1] from 6

to 4, which create by nums[1] and nums[2] (2 = n - 1 - i),

and since nums[1] != nums[2], we only need 1 move on nums[2]

to decrease it from 4 to 2, so nums = [1,2,4,3] update to

nums = [1,2,2,3] require 1 move to make nums complementary

e.g nums = [1,2,2,1], limit = 2

sum = [2,4,4,2] -> only need to consider half [2,4] since palindrome

try both as both are max freq

all remain sum have unequal freq should attempt to change to max freq sum

if failed to convert to max freq sum, we have to try to convert all

sum to second max freq sum

(1) Try to change 2 to 4 -> sum = [4,4]

4 - 1 = 3 > limit = 2, not able to

(2) Try to change 4 to 2 -> sum = [2,2]

2 - 1 = 1 < limit = 2, able to need to update sum[1]

from 4 to 2, which create by nums[1] and nums[2] (2 = n - 1 - i),

and since nums[1] == nums[2], we need 2 moves on both nums[1] and

nums[2] to decrease it from 2 to 1, so nums = [1,2,2,1] update to

nums = [1,1,1,1] require 2 moves to make nums complementary

**Refer to**

<https://algo.monster/liteproblems/1674>

## Problem Description

You are presented with an integer array nums with an even length n and an integer limit. You're able to perform operations where you replace any integer in the array with another integer that is within the inclusive range from 1 to limit. The goal is to make the array complementary.

An array is complementary if for every index i (0-indexed), the sum nums[i] + nums[n - 1 - i] is the same across the entire array. For instance, the array [1,2,3,4] is complementary because every pair of numbers adds up to 5.

Your task is to determine the **minimum** number of moves required to make the array nums complementary.

## Intuition

To solve this problem efficiently, we need to think in terms of pairs and how changing an element impacts the sums across the array. We also need to record the minimum operations required to achieve a target sum for each pair at various intervals. The strategy is to use a difference array d to record the number of operations required to achieve each possible sum.

Here's the process of thinking that leads to the solution approach:

* Since nums has an even length, we only need to consider the first half of the array when paired with their corresponding element from the other end because we want to make nums[i] + nums[n - 1 - i] equal for all i.
* Each pair (nums[i], nums[n - 1 - i]) can contribute to the sum in three different ways:

1. No operation is needed if the sum of this pair already equals the target complementary sum.
2. One operation is needed if we can add a number to one of the elements in the pair to achieve the target sum.
3. Two operations when neither of the elements in the pair can directly contribute to the target sum and both need to be replaced.

* We use a trick called "difference array" or "prefix sum array" to efficiently update the range of sums with the respective counts of operations. We track the changes in the required operations as we move through different sum ranges.
* We increment moves for all the sums and later decrement as per the pair values and the allowed limits.
* Finally, we iterate over the sum range from 2 to 2 \* limit and accumulate the changes recorded in our difference array. This reveals the total moves required for each sum to be the target sum.
* Our goal is to find the minimum of these accumulated moves, which represents the least number of operations needed to make the array complementary.

Understanding the optimized approach is a bit tricky, but it cleverly manages the different cases to minimize the total number of moves.

## Solution Approach

The solution implements an optimization strategy called **difference array**, which is a form of prefix sum optimization. Here's the step by step explanation of how the algorithm works by walking through the code:

1. Initialize a difference array d with a length of 2 \* limit + 2. This array will store the changes in the number of moves required to make each sum complementary. The extra indices account for all possible sums which can occur from 2 (minimum sum) to 2 \* limit (maximum sum).

d = [0] \* (limit \* 2 + 2)

1. Loop through the first half of the nums array to check pairs of numbers. Here n >> 1 is a bitwise operation equivalent to dividing n by 2. For each pair (nums[i], nums[n - 1 - i]), determine their minimum (a) and maximum (b) values.

for i in range(n >> 1):

a, b = min(nums[i], nums[n - i - 1]), max(nums[i], nums[n - i - 1])

1. Update the difference array to reflect the default case where 2 moves are needed for all sums from 2 to 2 \* limit.

d[2] += 2

d[limit \* 2 + 1] -= 2

1. Update the difference array for scenarios where only 1 move is required. This happens when adding a number to the minimum of the pair, up to the maximum of the pair with limit.

d[a + 1] -= 1

d[b + limit + 1] += 1

1. For the exact sum a + b, decrease the number of moves by 1 as this is already part of the complementary sum. For a + b + 1, revert this operation since we consider the sum a + b only.

d[a + b] -= 1

d[a + b + 1] += 1

1. Initialize ans with n, representing the maximum possible number of moves (every element needing 2 moves), and a sum s which will be used to accumulate the total moves from the difference array.

ans, s = n, 0

1. Loop through the potential sums to calculate the prefix sum (which represents the cumulative number of moves) at each value. Update ans to hold the minimum number of moves required.

for v in d[2 : limit \* 2 + 1]:

s += v

if ans > s:

ans = s

1. Finally, we return ans, which now contains the minimum number of moves required to make nums complementary.

By leveraging the difference array technique, the algorithm efficiently calculates the minimum number of operations required by reducing the problem to range updates and point queries, which can be processed in a linear time complexity relative to the limit.

### Example Walkthrough

Let's walk through an example using the above solution approach. Suppose we have the following:

Integer array nums: [1, 2, 4, 3]

Integer limit: 4

The length of the array n is 4, which is even, and the limit is 4, so any replacement operations must yield a number between 1 to 4.

* We initialize our difference array d with a size of 2 \* limit + 2 to account for all possible sums.

d = [0] \* (4 \* 2 + 2) # [0, 0, 0, 0, 0, 0, 0, 0, 0]

* There are two pairs to consider: (1, 3) and (2, 4).
* The difference array is first updated to indicate that, by default, 2 moves are needed for each sum.

d[2] += 2

d[9] -= 2 # Since our limit is 4, `limit \* 2 + 1` is 9.

* Now, we loop through each pair. For the first pair (1, 3), the minimum is a = 1 and the maximum is b = 3. We then update the difference array based on the cases where 1 move is required.

d[a + 1] -= 1 # d[2] becomes 1

d[b + limit + 1] += 1 # d[8] becomes 1

* For the exact sum a + b, which is 4, we decrease the number of moves by 1 as this is already part of the complementary sum. For the value after a + b, which is 5, we revert this operation.

d[a + b] -= 1 # d[4] becomes -1

d[a + b + 1] += 1 # d[5] becomes 1

* We repeat steps 4 and 5 for the second pair (2, 4). The minimum is a = 2 and the maximum is b = 4.

d[a + 1] -= 1 # d[3] becomes 1

d[b + limit + 1] += 1 # d[9] stays at -1 because of the earlier decrement

d[a + b] -= 1 # d[6] becomes -1

d[a + b + 1] += 1 # d[7] becomes 1

* After updating the difference array with all pairs, we initialize ans with the maximum possible number of moves and then accumulate the changes to find the total moves required for each sum.

ans, s = n, 0 # ans = 4, s = 0

* Finally, we iterate through the possible sums using the accumulated changes and find the minimum number of moves.

for v in d[2:8 + 1]:

s += v

ans = min(ans, s)

The final accumulated changes in the difference array would be something like [0, 0, 1, 1, 0, 1, -1, 0, 2, -1]. We add these to our running total s and continuously update ans to find that the minimum number of moves required to make nums complementary is 1.

Therefore, the minimum number of moves required to make the array [1, 2, 4, 3] complementary with a limit of 4 is 1, which could be accomplished by changing the 4 to a 2.

class Solution {

public int minMoves(int[] nums, int limit) {

int pairsCount = nums.length / 2;// Store the number of pairs

int[] delta = new int[limit \* 2 + 2]; // Delta array to store the cost changes

// Iterate over each pair

for (int i = 0; i < pairsCount; ++i) {

// Taking the minimum and maximum of the pair for optimization

int minOfPair = Math.min(nums[i], nums[nums.length - i - 1]);

int maxOfPair = Math.max(nums[i], nums[nums.length - i - 1]);

// Always needs 2 moves if sum is larger than max possible sum 'limit \* 2'

delta[2] += 2;

delta[limit \* 2 + 1] -= 2;

// If we make minOfPair + 1 the new sum, we would need one less move

delta[minOfPair + 1] -= 1;

// If the sum is greater than maxOfPair + limit, then we'll need an additional move

delta[maxOfPair + limit + 1] += 1;

// We need one less move for making the sum equals minOfPair + maxOfPair (to make a straight sum)

delta[minOfPair + maxOfPair] -= 1;

delta[minOfPair + maxOfPair + 1] += 1;

}

int minMoves = pairsCount \* 2; // Initialize minMoves to the maximum possible value

int currentCost = 0; // Variable to accumulate current cost

// Iterate over possible sums

for (int sum = 2; sum <= limit \* 2; ++sum) {

currentCost += delta[sum]; // Update current cost

// If current cost is less than minMoves, update minMoves

if (currentCost < minMoves) {

minMoves = currentCost;

}

}

return minMoves; // Return the minimum moves required

}

}

**Prefix sum O(n + limit) with detailed examples and pseudocode**

**Refer to**

<https://leetcode.com/problems/minimum-moves-to-make-array-complementary/solutions/953078/prefix-sum-o-n-limit-with-detailed-examples-and-pseudocode/>

## **Intuition**

For each pair of numbers (at index i and N - 1 - i) l and r:

By 2 moves we can get any number between [2, limit\*2] (including move a number to the same number)

After only one move (change one of the numbers to a number between 1 and limit)

The minimum sum we can get is (min(l, r) + 1) (let this be oneMoveMin)

The maximum sum we can get is (max(l, r) + limit) (let this be oneMoveMax)

We need no move to get (l + r) (let this be justGood)

Therefore, to get:

* [~, oneMoveMin - 1] - 2 moves
* [oneMoveMin, justGood-1] - 1 move
* [justGood] - 0 move
* [justGood + 1, oneMoveMax] - 1 move
* [oneMoveMax + 1, ~] - 2 moves

For each pair of numbers

* We start with 2 moves
* From oneMoveMin we need 1 less move
* From justGood we need another 1 less move
* From justGood + 1 we need 1 more move
* From oneMoveMax + 1 we need another 1 more move

For all numbers

* We can at most move N times
* From 2 to limit\*2, we accumulate the number of moves all pairs of numbers subtract/add
* Find the smallest

## **Examples**

Suppose we have a pair of numbers (3, 5) and limit 6

* oneMoveMin (lo) = replace bigger number with 1 = 3 + (5->1) = 3 + (1) = 4
* oneMoveMax (hi) = replace smaller number with limit = (3->6) + 5 = (6) + 5 = 11
* justGood (mi) = 3 + 5 = 8

The diagram below shows minimum (optimal) number of moves (○) we need to get each target
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No way | ○ ○ ○ |

get | ○ ○ ○ ○ ○ ○ ○ ○ ○ ○ |

here ---|---------------------------------|---

1| 2 3 4 5 6 7 8 9 10 11 12|13

↑ ↑ ↑

lo mi hi

Now, if we want to scan this range from left (2) to right (limit\*2), and we know the maximum number of moves we can make is 2 (replace both numbers). We can transfer the diagram into below:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAegAAADuCAYAAADyfpSlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAABhaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjQ4OSwieSI6MH0seyJ4Ijo0ODksInkiOjIzOX0seyJ4IjowLCJ5IjoyMzl9XX3ipQMoAAAXDElEQVR4Xu3dv28T2d7H8Q+rZ/fpIkUIkSxlUl05IJnSVKsolnJLlJJ4G6AiTYTJnwCOaEIFNOvc0qJcpETRVrjEEtjaKi4hQQhF8m7zLHuX55zxcTL+lTjJzOTYfr+kKDMT42OPZ76fOWdmzKVvhgAAgFe+c78BAIBHCGgAADzUc4j769e/9fd//9Y//3wzP/+4pQAAICltAW2D+a+vXwllAAAu2GFA/99ff+mvv74GCwEAwMUKzkETzgAA+OW7YFibcAYAwCvf2XPOAADAL99xQRgAAP7hPmgAADxEQAMA4CECGgAADxHQAAB4iIAGAMBDBDQAAB4ioAEA8BABDQCAhwhoAAA8READAOAhAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPAQAT1U6irdu6vSrpsFgKFELRsEAQ0AgIcIaAAAPERAAwAG1FC5XHfTiBsBDQAYzO6WNou/qnzg5hErAhoAMADTe369bX5XtfkbvegkXGr88ec3N40BNcobelisurlu8/mXyn6K5jFLs24mYK98fCx1LI/q9SyppPsFuwP2lso91YOrW+P7mMznYP3vuGVdUjmtr0xra2wfc13VjVVt1tyyLgvKv8hqf2wfs6QrCdaOyGvQbrg+zGn5yYoyk825QWrQILWsvY1u0e7PE27OXwT0UOmzUQNArEzvufMAJLum57dn3MxpUcsGwRA3AOB49txz5+jAVsXELOJEQAMAjtE699xpW6/LDTeNOBDQAID+evWenVpxi150jAhoAEAfdZWOudjK9qILr4jouHCR2FDhwgoAo4BaNgh60AAAeIiABgDAQwxxAwDgIXrQAAB4iIAGAMBDBDQAAB4ioAEA8BABDQCAhwhoAAA8READAOAhAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPAQAQ0AgIcIaAAAPERAD5W6SvfuqrTrZgFgKFHLBkFAAwDgIQJ6DNVf3dX9hI5eG+WNoK1n5YZbAmBYJVk7IF1q/PHnNzd9KrbwPnwrpWpV1eyCbE7LH4ratDPZNT2/PWOXGnYo47F23Jw0p+UnK8pMutnW39v+TUPljVXzXAvKv1hSa+lxBn89zY2ssOVmjPn8Sy3Nuhn3etS2zP0btT9P0Gax6uZM27mnepCZcHPGwRs9e1Rsvp7A4O+nt96vbVBH79u8jrxUKGwHy9vffzSO1o35vPNpVQrN9dC1js6ltZ242V5SOa2v3FJULWKImf2x/OWWMhFv6+Mg+tpxvlo2Ls7Xg65Na/HFS63n5qStinTnpZ7nF8z0ryof2AfYAlpR2jzmeesnP63NRxvu79aMll6saX7r8WEvq1H+5VThfOjE19Pa0Oxzt17PgnYK4SPCGaWz0s67upu36qqYjXP+Rmc4Tx89j3kPU8XVUE/RbIAmnGUC6fC9vzBBtfHGrJXk2ddb+GDCKngdZr3OLjVf05Oc9gvhzyMCu6XQujEHY7O39CCYbq6j6I6+J5S5k1PKzXUzBwd3CGc01X8zB+yvL2b/G2aJ1g60OV9Ap6Z1xfyauDrdnLcuT4cKpimgKx0hO5vVcqqqyu/h3cSEtAnKWvEXlcu2uMv0ss/Q0zzx9bigzYee22xs+Y5AnrlhQ71iHu3sVrRjjhzTh0d6dW2Z3mHb8xy+h63mvzvY0775NXU1HA/mMRfSm2uo+tas015hNWnC0x40/RY+IDmf+rvtjnXTYt6/3amjLJLm9S+az6+n7L9DIzUYa6b3/Nr2AGtFbTE8ewrJ1g60i/Ac9LSmDothVR+/uEnTm7LnLI5++gxJmqBcz0mbxW2lcj9HUFh7vJ4gNOf04+Xm0pYrU6bH/WHvKDRm05rXtipuR7aBo2z6KHBc+Nqed9t7c8M+gcnrSpsjg6PHXOCR5sF7VZTWXL91ag9iwu//XOxBUPhgpsOk+Vxqe/rsZqMw81OvXrTpPf906kM8jCjbe26VnR160YNLtHagU7wXidlwNqFlz1McDfM+NT1o9/c29kiteT63th9l+T6L8DB39/B2kz2XHn5frZ9Wz9GOHrhlpteYMgcJm4+4WCoWvXrRqWOKCsZLq/fcQi8aQyLWgG582gsu0sm29aY+62OPHvTReef289GRsr23cO/e+bxvDgyuTbcN4RwOc3cNbxt9nqcvOxRkgtoOpdfevk/+aNP25s1xcLVfD/7Lnmod7//s7MHN0ehDFzv64E5FRKmzFz2/yLlnNIV7zy3t15igr0RrBzrFGtDBueBa+MO1F42Fr+h2gouKWuedW+dyo7yYqMX1jAul0PnlUnB1YlcP2Q1zB1crhoe3AzPK5ubanydQV+mVW2Kv4G5NBxra/2B+XcjGPKG5m9Lmf3oM7dnXWdiLdDjYHtx0rxureeHcVBzhGe5Fdx0UYmx19p5bQheO4jjJ1g60i3eIu3Ve+VHrPOyqPi52DHG7YfC2887Bv7MBGP39djO3bU/WBG/ovHHvWwWaYW51D2+bzTazouf2doPW8wQ/j7U/5fqGttd8oxL626o2r7XfppUk+3rz14p6aF+LvZLc7lx22gZmPnzbWwSCz2/PrRsb1PaWCjtt1k/uaWy3VbR60fSe0dKr99xU5eKmASVaO9DmzPdB4yJEc+9g657GOO5/7tS6Hzra+5/7q5ff6EqGgIbhDv6Pk8Q+MEqiqx3R1LJRR0APFTZqAKOAWjaIeIe4AQDAmRDQAAB4iCFuAAA8RA8aAAAPEdAAAHiIgAYAwEMENAAAHiKgAQDwEAENAICHCGgAADxEQAMA4CECGgAADxHQAAB4iIAGAMBDBDQAAB4ioAEA8BABDQCAhwjooVJX6d5dlXbdLAAMJWrZIAhoAAA8RECPofqru7qf0NFro7wRtPWs3HBL4pNkWzp4o2emrfsbbxR7a6PaVqKaPbb790pmKm5JtpXs/pxkW5AuNf7485ubhvfsjv9Yyr/U0qxbdAp25yps2akF5fNSobAdLJ8/4/Mdx4blw2LVTM1pOZ9WpVBUzcylck/1IDMRPCYqSbYVBNij1vOvKf32sTabM1pfuaVIWxvFtnZLuu+2u36i3R6b+8yOncyuKa/HR/vAiyXN2MnIJNlWsvtz9G2dr5aNCwJ6qJx9ow5C7G26u9gGhbmi9JMVZSbdsvMKirB5mV1FKYadMsm2jnnOoIBpTc9vR1WGR7Ut95xBse/BBFt0bTVU3lhV5Wb3gVrf/eHMkmwr2f05nrbi2D9HD0PcY6Gh6ltp+U6PAjF5Sw/y09r8LbrBuPq7bXNk3avHMKOlJzntv45u+DTJtrRb0Y4JkF4FZeb2Uy1/+FXlA7fgvEa1LWPmp5xSbrrdnJZ/iu5AQAfvVVFOuR6jKBOZFeWvFbUV1VBtkm0luj8nWzvQjoAeB0HxSGuu31Hu5WmlPuxFFGR1VbYWlO53VDw5rananj672fNJsi13MHCjX4BMaOpaVR+/uNlzGtW2AqawL2bddFj239GN4hiN3yvSzevdweJcmZrT/qdotvok20p0f060dqATAQ0gcb160f0PEoDxRECPg8nr5hi4omq/Ycove6pdm+579H86M0pnt1XpN5x3sKf91LSuuNnzSbIt09qNBe286zec19D+hzn9eNnNntOotnWosxedyinbbyTkjCb+lZbevu/bu/u8X9XU1Wi2+iTbSnR/TrR2oBMBPRYmNHdT2vxPj/Ox9kKPwl6k5/6Cgl/odYtJXaVHRU0t9jifdUZJtqXZtOa3Hve8xaT+alWb1yIcoh3VtkLCvej5KD+nliBciir2uO3OXvhU+BDhQUGSbSW6PydbO9COq7iHyvmufDy8etbeOnNHKrrbauK9zcreYmKOwc3rtrefxHubVfxtNa9cPVpv6XehdRrhVbqBUW0rJNgmTXjF10Zzn2ltDzn9EtpWel1ceB5JtpXs/hx9W+erZeOCgB4q0WzUrZ0tjh25Uys8YwnLDkm2dRhoMQdYYFTbskx75S+3lIm9SLfCM56wbJdkW8nuz9G1RUAPgoAeKmzUAEYBtWwQnIMGAMBDBDQAAB5iiBsAAA/RgwYAwEMENAAAHiKgAQDwEAENAICHCGgAADxEQAMA4CECGgAADxHQAAB4iIAGAMBDBDQAAB4ioAEA8BABDQCAhwhoAAA8READAOAhAnqo1FW6d1elXTcLAEOJWjYIAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPDQpcYff35z0xhQo7yhh8Wqm+s2n3+p7KdoHrM062YC9srHx1LH8qhez5JKul/Ydku6pXJP9eDq1vg+JvM5WP87blmXVE7rK9PaGtvHXFd1Y1WbNbesy4LyL7LaH9vHLOlKgrXDt8cMUsu0m2ANyky4OX8R0EOlz0YNAEOFWjYIhrgBAPAQAQ0AgIcIaAAAPERAAwDgIQIaAAAPEdAAAHiIgAYAwEPcBw0AgIfoQQMA4CECGgAADxHQAAB4iIAGAMBDBDQAAB4ioAEA8BABDQCAhwhoAAA8READAOAhAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPAQ/92kF+oq3XusHTuZXdPz2zPB0m7Nxyn/UkuzbtFpHLzRs0dF1dysNKflJyvKTLrZSDVU3ljV5mFjcbYVslvS/cK2UrmnepCZcAsj1LUOm2Jrz6i/uqvClptJ5bS+cktRt9TWRof5s25vxwpt84EF5V8sqd+Wfy6dn9mx+1gE3DZo9Vt3jfKGHharbu48+8YgtWPQ+nKSE57nVPXlpFoWqh89t/kLqi8JI6AvWFdhjCugWztP+PndsqnIC7DdeX6R7oR2GFe04in2LUcFJN6AriidUDEIto8PoQJl2i/9fl1LMR0MhDVDZDqG4Gx+Tvuhz6jrfUbFbePqbEvnCap+QgHm9Nzeg31h7zBQzrqeB6kdp6sv/Z34PKeuL/1rWfvBi9EV0BdVX5LHEPeFsz2Hl3r+Yk3zbklc0mbjbdupJm9pMSvtvKu7BVGZUGalI8Bml5SPpa0jjfKvpuivaTnlFgw7U3QKW6ZncCdUnMxnlkQ42yJYfVs1tTEbfa92t2JCbE7pfx29j5mfckrVKqoeuAURafxeMT26BS2G1tnMbbOvbf2qcsRtBWxA2f05v+AWdDLh8tr0rrP/7jjA29brcsNND2qQ2hFVfTn5eaKrL9Pm4MW29bTPvnwx9eUiENAXbOZ2TMN6nczOkhmhI8su5mi9aHohi5krbsHwa3zaM72HtObaCnlCdre0WWsP0aGVmlb3VlHVxy9uMjIzWjqxd/pZH2vmJU25VxRst2beBFFt/3Nz2YAGqR1R1ZcTnyfC+jKRWeo4eBlfBPRYq6uyJc3fSOAQIegNxtWW6ZX8xw5jxtDb66mqzUd3df+e+3kVz1H75/2qdG1an1+F2rpXMp9a/OrvTC8vroOD2azpGVVV+f2ox1j/zQ6PdvYqI1LbM7HoiYM97ZtfU1ebBz72fSv3sxavmZkPe2ZLHiWjUl8uDgE9tux5nMfaya7Fd87GnoNqBcvraa2/iOn8kO3tKadcIkO/prjmnjaHMVtDfluPYwtpmeeu3Gi1ZYf8tlXYeBNzIXeFdTHi88GH7BDlS/OJ/XJ44BG8xxN7n6c38a+0Uh3Dx/VXzfPE+58uOA5tqHxIbrtN1gjVlwtEQI+p+qvVINTWYyiKhyZv6UEryO5IRbMjPTv1ebaT1FWyF4fEFiYdus4Bz2jJnm+M65xmKqfsYdExwXYnnnO1YfZc/o4WlI65sBb1szvweKn0O1toYxgdsNvgk5zZ+FZDBwPN86itXuzFsNvtXvv1BSNkdOrLxSKgx1BsV8wex+xMudycam/fx9L72ym4I+l7zVsvakFBTmY4WJenTS8tjnOaxrXpHp9RTG0FmheHKZuO7XRBcOGWOfAI9xyDC7dMT7ey6xZEKVzIzc/S5eYw84WYnNaU+bVTsL3LjiH9np/18BnF+nJRCOgx07xdYkH5JHeeWJkebKj4tq78tLdZPY/rvtpOX/ZU05x+vOzmIzJzw/TMe56XjL6tQ+7isOWfEllzXZIYdm5d2R3bCMGxrujH4Mpksw8e9i6bpxQOLxwbYqNXXy4WAT1GDnee2IOrrlLnedLgatWqUjevD/WOW3+10TGU3Rxi775tJgKzac3Xito67FU2L4arxXhld6wXhznBeeG299UaVo/jqnGzzl6FtsXWdpjYBYWdJpRZtLdgmV68245apxTCt4INI+pL9Piikotmz8fZG/zd7KGe355jNszzflGJm23Ts61z6tFenN+2dcRenLKqys242mp+BuEvo4j3fXW0F8dn1eI+s/CXesSma/uI8ZugOtqK88ssur5kw+ncRiL5JrF++3R4GxnkMYM46Xn6/d3q2dZxtax7H2sKhX+P9pKpL8kioIfKOQIaALxBLRsEQ9wAAHiIgAYAwEMENAAAHuIcNAAAHqIHDQCAhwhoAAA8READAOAhAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPAQAQ0AgIcIaAAAPERAAwDgIQIaAAAPEdAAAHiIgAYAwEMENAAAHiKgAQDwEAENAICHCGiMjt2S7t+7q9Kum4fnGipv3NX9jTdmCmfVKG+Y7X5D5QO3ACODgMZosOFc2A4mdwqEtP9sOK9qs2Yma0U9JKTPxIbzw2LVTFW1+YiQHjUENEZC/Z2Uf7Gmec1p+cma9JqC77WD9/p486nWc3NSdk3rNyva4qDqlBqq7qe1/iSnlBaUf5JW5be6+xtGAQGNkTBze0kzbtrMaWnllibcHDw0eUtLmaNPaCKzoqVZN4MBTShzO7Sdm3X64PbRXoDhR0ADAOAhAhoAAA8R0AAAeIiABgDAQ5caf/z5zU0DAABP0IMGAMBDBDQAAB4ioAEA8BABDQCAhwhoAAA8READAOAhAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPAQAQ0AgIcIaAAAPERAAwDgIQIaAAAPEdAAAHiIgAYAwEMENAC/HbzRs3t3Vdp18ziDhsobd3X/Vd3NYxgQ0Bh+uyXdNwW89UMhx8gLDlo2VD5w8xhJlxp//PnNTQPDzRatR0VN5V9qadYtA0ZRsK1XlH6yosykW4aRQw8aAAAP0YPG6DihB90ob+hhsermpFTuqR5kJtwckhJ8Dm/N+q9VVbMLsjktfyhq085k1/T89oxdevh5Bo8x5hkZOdLqQefTqhSOW0f23PNqc91a4fUL79GDxlhohrO0/OSlnr8wP09yUnFVz8oN9wgkqjatRfM5rOfmpK2KdMd8JvkFM/3r0XnVyVt64D6rlFuEsKo2X0s5u47MTz4r7RRKar8MbEKZFfv3p1pmJQ4dAhpjoKHq26rpMf98dL7OFP+cCYfa2/fmr0hcalpXzK+Jq9PNeevyNEF8SvOLt0wEN83cMAc42tM+F46NDAIaY+CzPtakqavtw9lBONT2zF9xsaY1dXihU1Ufv7hJnGBOP152kxYHOCOHgAYAwEMENMbAFf1ouhb7n9oHsxuf9g6HWgHANwQ0RsfkdaV7BLG9UGbu5pxqxV+OLkA6eKNisarUzeuH5/AAwCcENEbIhDJ3mldnN79V7OibliYyK1o3f9p85L5x7FFR4jYrj7mvpnSflb1LaKfg5u91XqmMfuzdC8115m612nrs5vnGvWHAfdAAAHiIHjQAAB4ioAEA8BABDQCAhwhoAAA8READAOAhAhoAAA8R0AAAeIiABgDAQwQ0AAAeIqABAPAQAQ0AgIcIaAAAPERAAwDgIQIaAAAPEdAAAHjoO8NNAgAAX3z3w/ffu0kAAOCL777//n/0ww+ENAAAPgnGt//3hx8IaQAAPHLpm+Gm9fXr3/rr61f9888/bgkAALgIbQHdYoP67//+bYL6G2ENAEDipP8HaHNrsv/vF6EAAAAASUVORK5CYII=)

---|-------------------------------▲-|---

max moves | ○ ○ ▼ ▲ ○ |

| ○ ○ ○ ○ ○ ○ ▼ ○ ○ ○ ○ |

---|---------------------------------|---

1| 2 3 4 5 6 7 8 9 10 11 12|13

↑ ↑ ↑

lo mi hi

**The black arrows ▼(-1) and ▲(+1) are what we need to take care.**

Now we can further simplify the diagram as:
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| ▼ ▼ ▲ ▲ |

---|---------------------------------|---

1| 2 3 4 5 6 7 8 9 10 11 12|13

↑ ↑ ↑ ↑ ↑

lo mi mi+1 hi hi+1

OK. Now let's look at another pair of numbers (2, 3) and limit is still 6

oneMoveMin (l2) = 2 + (1) = 3

oneMoveMax (h2) = (6) + 3 = 9

justGood (m2) = 2 + 3 = 5

We can make the diagram
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---|-------------------------▲-------|---

max moves | ○ ▼ ▲ ○ ○ ○ |

| ○ ○ ○ ▼ ○ ○ ○ ○ ○ ○ ○ |

---|---------------------------------|---

1| 2 3 4 5 6 7 8 9 10 11 12|13

↑ ↑ ↑

l2 m2 h2

⇓ ⇓ ⇓

| ▼ ▼ ▲ ▲ |

---|---------------------------------|---

1| 2 3 4 5 6 7 8 9 10 11 12|13

↑ ↑ ↑ ↑ ↑

l2 m2 m2+1 h2 h2+1

Finally, let's look at the array [3, 2, 1, 2, 3, 5] and limit 6.

This is essentially the combination of pairs [3, 5] [2, 3] [1, 2] (the first 2 pairs are just examples above)

We simply combine the diagrams we got from previous steps:
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[3,5] | ▼ ▼ ▲ ▲ |

[2,3] | ▼ ▼ ▲ ▲ |

[1,2] | ▼ ▼ ▲ ▲ |

---|---------------------------------------------|---

[3,2,1,2,3,5] | ▼ ▼▼ ▼▲ ▼ ▲ ▼ ▲▲ ▲ ▲ |

---|---------------------------------------------|---

prefix-sum(0) | -1 -3 -3 -4 -3 -3 -4 -2 -1 -1 0 | (starts with 0)

prefix-sum(6) | 5 3 3 2 3 3 2 4 5 5 6 | (starts with 6)

---|---------------------------------------------|---

1| 2 3 4 5 6 7 8 9 10 11 12 |13

We know the maximum number of moves we can do is 6 (all numbers)**Result: the minimum moves required to get 5 or 8 is:** (you can do either)

6 + (-4) = 2 (starts with 0)

2 (starts with limit)

## **Implementation**

### **Step 1 - build the array**

array memo(size=(limit\*2 + 2), initialValue=(0))

for (i from 0 to size(nums)/2-1) do

l = ith number of nums

r = ith number from the right hand side of nums

memo[min(l, r) + 1] -= 1

memo[l + r] -= 1

memo[l + r + 1] += 1

memo[max(l, r) + limit + 1] += 1

end for

Note: size of the array memo is limit\*2 + 2. Slot 0 is placeholder, and 1 cannot be reached. We use slot 2~limit\*2, and we use an extra slot to keep the calculation smooth. Because it is possible that max(l, r) + limit + 1 and/or l + r + 1 goes beyond the limit\*2 boundary. It's not a must though since we don't care about the value.

### **Step 2 - calculate the result**

ans = MAX

curr = 0

for (i from 2 to limit\*2) do

curr += memo[i]

ans = min(ans, size(nums) + curr)

end for

Or, below works the same

ans = MAX

curr = size(nums)

for (i from 2 to limit\*2) do

curr += memo[i]

ans = min(ans, curr)

end for

### **Sample code in C++**

int minMoves(vector<int>& nums, int limit) {

int N = nums.size();

vector<int> memo(limit\*2 + 2, 0);

for (int i = 0; i < N/2; ++i) {

int l = nums[i], r = nums[N-1-i];

--memo[min(l, r) + 1];

--memo[l + r];

++memo[l + r + 1];

++memo[max(l, r) + limit + 1];

}

int ans = N, curr = N;

for (int i = 2; i <= limit\*2; ++i) {

curr += memo[i];

ans = min(ans, curr);

}

return ans;

}

## **Complexity**

Time: O(n + limit)

Space: O(limit)