## 第2章 C++简单程序设计

**例2-1 一个简单的C++程序**

#include <iostream>

using namespace std;

int main()

{

cout << "Hello, World!" << endl;

return 0;

}

**例2-2 输入一个年份，判断是否闰年**

#include <iostream>

using namespace std;

int main()

{

bool IsLeapYear(int y);

int year;

cout << "Please enter the year: ";

cin >> year;

if (IsLeapYear(year))

cout << year << " is leap year.";

else

cout << year << " is not leap year.";

cout << endl;

return 0;

}

bool IsLeapYear(int y)

{

return ((y % 4 == 0 && y % 100 != 0) || y % 400 == 0);

}

**例2-3 比较两个数的大小。**

#include <iostream>

using namespace std;

int main()

{

int x, y;

cout << "Enter x and y separated by spaces: ";

cin >> x >> y;

if (x > y)

cout << x << ">" << y << endl;

else if (x < y)

cout << x << "<" << y << endl;

else

cout << x << "=" << y << endl;

return 0;

}

**例2-4 输入一个0~6之间的整数，转换成星期输出。**

#include <iostream>

using namespace std;

int main()

{

int day;

cout<<"Please enter an integer(0 - 6): ";

cin >> day;

switch (day) {

case 0:

cout << "Sunday!" << endl;

break;

case 1:

cout << "Monday!" << endl;

break;

case 2:

cout << "Tuesday!" << endl;

break;

case 3:

cout << "Wednesday!" << endl;

break;

case 4:

cout << "Thursday!" << endl;

break;

case 5:

cout << "Friday!" << endl;

break;

case 6:

cout << "Saturday!" << endl;

break;

default:

break;

}

return 0;

}

**例2-5 求自然数1~10之和。**

#include <iostream>

using namespace std;

int main()

{

int i;

int sum = 0;

for (i = 1; i <= 10; i++)

sum += i;

cout << "sum = " << sum << endl;

return 0;

}

**例2-6 输入一个整数，将各位数字反转后输出。**

#include <iostream>

using namespace std;

int main()

{

int num;

cout<< "Please enter an integer: ";

cin >> num;

while (num / 10 != 0)

{

cout << num % 10 << " ";

num = num / 10;

}

cout << num << endl;

return 0;

}

**例2-7 用do…while语句编程，求自然数1~10之和。**

#include <iostream>

using namespace std;

int main()

{

int i = 1;

int sum = 0;

do {

sum += i;

i++;

} while (i <= 10);

cout << "sum = " << sum << endl;

return 0;

}

**例2-8 输入一个整数，求出它的所有因子。**

#include <iostream>

using namespace std;

int main()

{

int m, n;

int i;

cout<< "Please enter an integer: ";

cin >> n;

m = n / 2;

for (i = 1; i <= m; i++)

if (n % i == 0)

cout << i << " ";

return 0;

}

**例2-9 编写程序输出图案**

#include <iostream>

using namespace std;

int main()

{

const int N = 4;

int i, j;

for (i = 1; i <= N; i++) {

for (j = 1; j <= 30; j++)

cout << ' ';

for (j = 1; j <= 8 - 2 \* i; j++)

cout << ' ';

for (j = 1; j <= 2 \* i - 1; j++)

cout << '\*';

cout << endl;

}

for (i = 1; i <= N - 1; i++)

{

for (j = 1; j <= 30; j++)

cout << ' ';

for (j = 1; j <= 7 - 2 \* i; j++)

cout << '\*';

cout << endl;

}

return 0;

}

**例2-10 读入一系列整数，统计出正整数个数i和负整数个数，读入0则结束**

#include <iostream>

using namespace std;

int main()

{

int i = 0, j = 0, n;

cout << "Enter some integers please (enter 0 to quit):";

cin >> n;

while (n != 0)

{

if (n > 0)

i += 1;

if (n < 0)

j += 1;

cout << "next num (enter 0 to quit): ";

cin >> n;

}

cout << endl;

cout << "Count of positive integers:" << i << endl;

cout << "Count of negative integers:" << j << endl;

return 0;

}

**例2-11 设某次体育比赛的结果有4种可能：胜(WIN)、负(LOSE)、平局(TIE)、比赛取消(CANCEL)，编写程序顺序输出这4种情况**

#include <iostream>

using namespace std;

int main()

{

enum GameResult { WIN, LOSE, TIE, CANCEL };

enum GameResult res;

enum GameResult omit = CANCEL;

int count;

for (count = WIN; count <= CANCEL; count++)

{

res = GameResult(count);

if (res == omit)

cout << "The game was cancelled" << endl;

else

{

cout << "The game was played";

if (res == WIN)

cout << "and we won!";

if (res == LOSE)

cout << "and we lost.";

cout << endl;

}

}

return 0;

}

## 第3章 函数

**例3-1 求x的n次方**

#include <iostream>

using namespace std;

int main()

{

double power(double x, int n);

cout << "5 to the power 2 is " << power(5, 2) << endl;

return 0;

}

double power(double x, int n)

{

double val = 1.0;

while (n--)

val \*= x;

return val;

}

**例3-2 输入一个8位二进制数，将其转换为十进制数输出**

#include <iostream>

using namespace std;

int main()

{

double power(double x, int n);

int value = 0;

int i;

char ch;

cout << "Enter an 8 bit binary number:";

for (i = 7; i >= 0; i--)

{

cin >> ch;

if (ch == '1')

value += static\_cast<int>(power(2, i));

}

cout << "Decimal value is " << value << endl;

return 0;

}

double power(double x, int n)

{

double val = 1.0;

while (n--)

val \*= x;

return val;

}

**例3-3 编写程序求π的值**

#include <iostream>

using namespace std;

int main()

{

double arctan(double x);

double a = 16.0 \* arctan(1 / 5.0);

double b = 4.0 \* arctan(1 / 239.0);

cout << "PI = " << a - b << endl;

return 0;

}

double arctan(double x)

{

double sqr = x\*x;

double e = x;

double r = 0;

int i = 1;

double f;

while (e / i > 1e-15)

{

f = e / i;

r = (i % 4 == 1) ? r + f : r - f;

e = e \* sqr;

i += 2;

}

return r;

}

**例3-4 寻找并输出11~999之间的数m，它满足m，m2，和m3均为回文数。**

#include <iostream>

using namespace std;

int main()

{

bool symm(unsigned n);

for(unsigned m=11;m<1000;m++)

if (symm(m) && symm(m \* m) && symm(m \* m \* m))

{

cout << "m=" << m;

cout << " m\*m=" << m \* m;

cout << " m\*m\*m=" << m \* m \* m << endl;

}

return 0;

}

bool symm(unsigned n)

{

unsigned i = n;

unsigned m = 0;

while (i > 0)

{

m = m \* 10 + i % 10;

i /= 10;

}

return m == n;

}

**例3-5 计算如下公式，并输出结果。**
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**其中r，s的值由键盘输入。sinx的近似值按如下公式计算：**
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**计算精度为10-6，当某项的绝对值小于计算精度时，停止累加，累加和即为该精度下的sinx近似值。**

#include <iostream>

#include <cmath>

using namespace std;

const double TINY\_VALUE = 1e-10;

int main()

{

double tsin(double x);

double k, r, s;

cout << "r=";

cin >> r;

cout << "s=";

cin >> s;

if (r \* r <= s \* s)

k = sqrt(tsin(r) \* tsin(r) + tsin(s) \* tsin(s));

else

k = tsin(r \* s) / 2;

cout << k << endl;

return 0;

}

double tsin(double x)

{

double g = 0;

double t = x;

int n = 1;

do {

g += t;

n++;

t = -t \* x \* x / (2 \* n - 1) / (2 \* n - 2);

} while (fabs(t) >= TINY\_VALUE);

return g;

}

**例3-6 投骰子的随机游戏。**

**游戏规则是：每个骰子有6面，点数分别为1，2，3，4，5，6。游戏者在程序开始时输入一个无符号整数，作为产生随机数的种子。**

**每轮投两次骰子，第一轮如果和数为7或11则为胜，游戏结束；和数为2，3或12则为负，游戏结束；和数为其他值则将此值作为自己的点数，继续第二轮、第三轮…直到某轮的和数等于点数则取胜，若在此前出现和数为7则负。**

**由rollDice函数负责模拟投骰子、计算和数并输出和数。**

#include <iostream>

#include <cstdlib>

using namespace std;

enum GameStatus{WIN, LOSE, PLAYING};

int main()

{

int rollDice();

int sum, myPoint;

GameStatus status;

unsigned seed;

cout << "Please enter an unsigned integer:";

cin >> seed;

srand(seed);

sum = rollDice();

switch (sum)

{

case 7:

case 11:

status = WIN;

break;

case 2:

case 3:

case 12:

status = LOSE;

break;

default:

status = PLAYING;

myPoint = sum;

cout << "point is " << myPoint << endl;

break;

}

while (status==PLAYING)

{

sum = rollDice();

if (sum == myPoint)

status = WIN;

else if (sum == 7)

status = LOSE;

}

if (status == WIN)

cout << "player wins" << endl;

else

cout << "player loses" << endl;

return 0;

}

int rollDice()

{

int die1 = 1 + rand() % 6;

int die2 = 1 + rand() % 6;

int sum = die1 + die2;

cout << "player rolled " << die1 << "+" << die2 << "=" << sum << endl;

return sum;

}

**例3-7 输入两个整数，求它们的平方和。**

#include <iostream>

using namespace std;

int fun2(int m);

int fun1(int x, int y);

int main()

{

int a, b;

cout << "Please enter two integers(a and b):";

cin >> a >> b;

cout << "The sum of square of a and b: " << fun1(a, b) << endl;

return 0;

}

int fun2(int m)

{

return m \* m;

}

int fun1(int x, int y)

{

return fun2(x) + fun2(y);

}

**例3-8 求n!。**

#include <iostream>

using namespace std;

int main()

{

unsigned fac(unsigned n);

unsigned n;

cout << "Enter a positive integer:";

cin >> n;

unsigned y = fac(n);

cout << n << "!=" << y << endl;

return 0;

}

unsigned fac(unsigned n)

{

unsigned f;

if (n == 0)

f = 1;

else

f = fac(n - 1) \* n;

return f;

}

**例3-9 用递归法计算从n个人中选择k个人组成一个委员会的不同组合数。**

#include <iostream>

using namespace std;

int main()

{

int comm(int n, int k);

int n, k;

cout << "Please enter two integers n and k:";

cin >> n >> k;

cout << "C(n,k)=" << comm(n, k) << endl;

return 0;

}

int comm(int n, int k)

{

if (k > n)

return 0;

else if (n == k || k == 0)

return 1;

else

return comm(n - 1, k) + comm(n - 1, k - 1);

}

**例3-10 汉诺塔问题。**

#include <iostream>

using namespace std;

void move(char src, char dest);

void hanoi(int n, char src, char medium, char dest);

int main()

{

int m;

cout << "Enter the number of diskes:";

cin >> m;

cout << "the steps to moving " << m << " diskes:" << endl;

hanoi(m, 'A', 'B', 'C');

return 0;

}

void move(char src, char dest)

{

cout << src << "-->" << dest << endl;

}

void hanoi(int n, char src, char medium, char dest)

{

if (n == 1)

move(src, dest);

else

{

hanoi(n - 1, src, dest, medium);

move(src, dest);

hanoi(n - 1, medium, src, dest);

}

}

**例3-11 将两个整数交换次序后输出。**

#include <iostream>

using namespace std;

int main()

{

void swap(int a, int b);

int x = 5, y = 10;

cout << "x=" << x << " y=" << y << endl;

swap(x, y);

cout << "x=" << x << " y=" << y << endl;

return 0;

}

void swap(int a, int b)

{

int t = a;

a = b;

b = t;

}

**例3-12 使用引用传递改写例3-11的程序，使两整数成功地进行交换。**

#include <iostream>

using namespace std;

int main()

{

void swap(int &a, int &b);

int x = 5, y = 10;

cout << "x=" << x << " y=" << y << endl;

swap(x, y);

cout << "x=" << x << " y=" << y << endl;

return 0;

}

void swap(int &a, int &b)

{

int t = a;

a = b;

b = t;

}

**例3-13 值传递与引用传递的比较。**

#include <iostream>

#include <iomanip>

using namespace std;

int main()

{

void fiddle(int in1, int& in2);

int v1 = 7, v2 = 12;

cout << "The values are ";

cout << setw(5) << v1;

cout << setw(5) << v2 << endl;

fiddle(v1, v2);

cout << "The values are ";

cout << setw(5) << v1;

cout << setw(5) << v2 << endl;

return 0;

}

void fiddle(int in1, int& in2)

{

in1 = in1 + 100;

in2 = in2 + 100;

cout << "The values are ";

cout << setw(5) << in1;

cout << setw(5) << in2 << endl;

}

**例3-14 内联函数应用举例。**

#include <iostream>

using namespace std;

const double PI = 3.141592665358979;

inline double calArea(double radius)

{

return PI \* radius \* radius;

}

int main()

{

double r = 3.0;

double area = calArea(r);

cout << area << endl;

return 0;

}

**例3-15 带默认形参值的函数举例。**

#include <iostream>

#include <iomanip>

using namespace std;

int getVolume(int length, int width = 2, int height = 3);

int main()

{

const int X = 10, Y = 12, Z = 15;

cout << "Some box data is ";

cout << getVolume(X, Y, Z) << endl;

cout << "Some box data is ";

cout << getVolume(X, Y) << endl;

cout << "Some box data is ";

cout << getVolume(X) << endl;

return 0;

}

int getVolume(int length, int width /\*= 2\*/, int height /\*= 3\*/)

{

cout << setw(5) << length << setw(5) << width << setw(5) << height << '\t';

return length \* width \* height;

}

**例3-16 重载函数应用举例。**

#include <iostream>

#include <iomanip>

using namespace std;

int sumOfSquare(int a, int b)

{

return a \* a + b \* b;

}

double sumOfSquare(double a, double b)

{

return a \* a + b \* b;

}

int main()

{

int m, n;

cout << "Enter two integer: ";

cin >> m >> n;

cout << "Their sum of square: " << sumOfSquare(m, n) << endl;

double x, y;

cout << "Enter two real number: ";

cin >> x >> y;

cout << "Their sum of square: " << sumOfSquare(x, y) << endl;

return 0;

}

**例3-17系统函数应用举例。**

#include <iostream>

#include <cmath>

using namespace std;

const double PI = 3.141592665358979;

int main()

{

double angle;

cout << "Please enter an angle: ";

cin >> angle;

double radian = angle \* PI / 180;

cout << "sin(" << angle << ")=" << sin(radian) << endl;

cout << "cos(" << angle << ")=" << cos(radian) << endl;

cout << "tan(" << angle << ")=" << tan(radian) << endl;

return 0;

}

## 第4章 类与对象

**例4-1 时钟程序。**

class Clock

{

int hour;

int minute;

int second;

public:

void setTime(int newH=0, int newM = 0, int newS = 0);

void showTime();

};

#include "Clock.h"

#include <iostream>

void Clock::setTime(int newH, int newM, int newS)

{

// TODO: 在此处添加实现代码.

hour = newH;

minute = newM;

second = newS;

}

void Clock::showTime()

{

// TODO: 在此处添加实现代码.

std::cout << hour << ": " << minute << ": " << second << std::endl;

}

#include <iostream>

#include "Clock.h"

int main()

{

Clock myClock;

std::cout << "First time set and output: " << std::endl;

myClock.setTime();

myClock.showTime();

std::cout << "Second time set and output: " << std::endl;

myClock.setTime(8, 30, 30);

myClock.showTime();

return 0;

}

**例4-2 Point类程序。**

class Point

{

int x;

int y;

public:

Point(int xx = 0, int yy = 0);

Point(Point &p);

int getX();

int getY();

};

#include "Point.h"

#include <iostream>

Point::Point(int xx, int yy)

{

x = xx;

y = yy;

}

Point::Point(Point &p)

{

x = p.x;

y = p.y;

std::cout << "Calling the copy constructor" << std::endl;

}

int Point::getX()

{

// TODO: 在此处添加实现代码.

return x;

}

int Point::getY()

{

// TODO: 在此处添加实现代码.

return y;

}

#include <iostream>

#include "Point.h"

void fun1(Point p);

Point fun2();

int main()

{

Point a(4, 5);

Point b = a;

std::cout << b.getX() << std::endl;

fun1(b);

b = fun2();

std::cout << b.getX() << std::endl;

return 0;

}

void fun1(Point p)

{

std::cout << p.getX() << std::endl;

}

Point fun2()

{

Point a(1, 2);

return a;

}

**例4-3 游泳池改造。一圆形游泳池如图所示，现在需在其周围建一圆形过道，并在其四周围上栅栏。栅栏价格为35元/米，过道造价为20元/平方米。过道宽度为3米，游泳池半径由键盘输入。要求编程计算并输出过道和栅栏的造价。**

![](data:image/png;base64,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)

const float PI = 3.1415926;

const float FENCE\_PRICE = 35;

const float CONCRETE\_PRICE = 20;

class Circle

{

private:

float radius;

public:

Circle(float r);

float circumference();

float area();

};

#include "Circle.h"

Circle::Circle(float r)

:radius(r)

{

}

float Circle::circumference()

{

return 2 \* PI \* radius;

}

float Circle::area()

{

return PI \* radius \* radius;

}

#include <iostream>

#include "circle.h"

int main()

{

float radius;

std::cout << "输入游泳池的半径：";

std::cin >> radius;

Circle pool(radius);

Circle poolRim(radius + 3);

float fenceCost = poolRim.circumference() \* FENCE\_PRICE;

std::cout << "栅栏的造价为￥" << fenceCost<<std::endl;

float concreteCost = (poolRim.area() - pool.area()) \* CONCRETE\_PRICE;

std::cout << "过道的造价为￥" << concreteCost << std::endl;

return 0;

}

**例4-4 类的组合，线段类。**

class Point

{

int x;

int y;

public:

Point(int x1, int y1);

Point(Point& obj);

int getx();

int gety();

};

#include "Point.h"

#include <iostream>

Point::Point(int x1, int y1)

:x(x1), y(y1)

{

}

Point::Point(Point& obj)

: x(obj.x), y(obj.y)

{

std::cout << "Calling the copy constructor of point" << std::endl;

}

int Point::getx()

{

// TODO: 在此处添加实现代码.

return x;

}

int Point::gety()

{

// TODO: 在此处添加实现代码.

return y;

}

#include "Point.h"

class Line

{

Point p0;

Point p1;

double len;

public:

Line(Point xp0, Point xp1);

Line(Line& obj);

int getLen();

};

#include "Line.h"

#include <iostream>

#include <cmath>

Line::Line(Point xp0, Point xp1)

:p0(xp0), p1(xp1)

{

std::cout << "Calling constructor of Line" << std::endl;

double x = static\_cast<double>(p0.getx() - p1.getx());

double y = static\_cast<double>(p0.gety() - p1.gety());

len = sqrt(x \* x + y \* y);

}

Line::Line(Line& obj)

:p0(obj.p0), p1(obj.p1)

{

std::cout << "Calling the copy constructor of Line" << std::endl;

len = obj.len;

}

int Line::getLen()

{

// TODO: 在此处添加实现代码.

return len;

}

#include <iostream>

#include "line.h"

int main(int argc, char\* argv[])

{

Point myp0(1, 1);

Point myp1(4, 5);

Line line1(myp0, myp1);

Line line2(line1);

std::cout << "The length of the line1 is:";

std::cout << line1.getLen() << std::endl;

std::cout << "The length of the line2 is:";

std::cout << line2.getLen() << std::endl;

return 0;

}

**例4-9 银行账户管理。**

class SavingsAccount

{

int id; // 账号

double balance; // 余额

double rate; // 利率

int lastDate; // 上次变更余额的日期

double accumulation; // 余额按日累加和

public:

SavingsAccount();

SavingsAccount(int id1, double rate1, int date);

int getId();

double getBalance();

double getRate();

void deposit(int date, double amount); // 存入现金

void withdraw(int date, double amount); // 取出现金

// 结算利息，每年1月1日调用一次该函数

void settle(int date);

void show(); // 显示账户信息

private:

// 记录一笔账，data为日期，amount为金额，desc为说明

void record(int date, double amount);

// 获得到指定日期为止的存款金额按日累积值

double accumulate(int date) const;

};

#include "SavingsAccount.h"

#include <iostream>

SavingsAccount::SavingsAccount()

{

}

SavingsAccount::SavingsAccount(int id1, double rate1, int date)

:id(id1), balance(0), rate(rate1), lastDate(date), accumulation(0)

{

std::cout << date << "\t#" << id << "is created" << std::endl;

}

int SavingsAccount::getId()

{

return id;

}

double SavingsAccount::getBalance()

{

return balance;

}

double SavingsAccount::getRate()

{

return rate;

}

void SavingsAccount::deposit(int date, double amount)

{

record(date, amount);

}

void SavingsAccount::withdraw(int date, double amount)

{

if (amount > balance)

std::cout << "Error: not enough money" << std::endl;

else

record(date, -amount);

}

void SavingsAccount::settle(int date)

{

double interest = accumulate(date) \* rate / 365;

if (interest != 0)

record(date, interest);

accumulation = 0;

}

void SavingsAccount::show()

{

std::cout << "#" << id << "\tBalance: " << balance;

}

void SavingsAccount::record(int date, double amount)

{

accumulation = accumulate(date);

lastDate = date;

amount = floor(amount \* 100 + 0.5) / 100;

balance += amount;

std::cout << date << "\t#" << id << "\t" << amount << "\t" << balance << std::endl;

}

double SavingsAccount::accumulate(int date) const

{

return accumulation + balance \* (date - lastDate);

}

#include <iostream>

#include "savingsaccount.h"

int main(int argc, char\* argv[])

{

SavingsAccount sa0(21325302, 0.015, 1);

SavingsAccount sa1(58320212, 0.015, 1);

sa0.deposit(5, 5000);

sa1.deposit(25, 10000);

sa0.deposit(45, 5500);

sa1.withdraw(60, 4000);

sa0.settle(90);

sa1.settle(90);

sa0.show();

std::cout << std::endl;

sa1.show();

std::cout << std::endl;

return 0;

}

## 第5章 数据的共享与保护

**例5-1 作用域实例。**

#include <iostream>

using namespace std;

int i;

namespace Ns {

    int j;

}

int main()

{

    i = 5;                  //为全局变量i赋值

    Ns::j = 6;              //为全局变量j赋值

    {

        using namespace Ns; //使得在当前模块中可以直接引用Ns命名空间的标识符

        int i;              //局部变量，局部作用域

        i = 7;

        cout << "i=" << i << endl;//输出7

        cout << "j=" << j << endl;//输出6

    }

    cout << "i=" << i << endl;    //输出5

    return 0;

}

**例5-2 变量的生命期。**

#include <iostream>

using namespace std;

int i = 1;

int main()

{

    void other();

    //a为静态局部变量，具有全局寿命，局部可见

    static int a;

    //b, c为局部变量，具有动态生存期

    int b = -10;

    int c = 90;

    cout << "---MAIN---" << endl;

    cout << "i=" << i << ", a=" << a << ", b=" << b << ", c=" << c << endl;

    c += 8;

    other();

    cout << "---MAIN---" << endl;

    cout << "i=" << i << ", a=" << a << ", b=" << b << ", c=" << c << endl;

    i += 10;

    other();

    return 0;

}

void other()

{

    //a, b为静态局部变量，具有全局寿命，局部可见，只第一次进入函数时被初始化

    static int a = 2;

    static int b;

    //c为局部变量，具有动态生存期，每次进入函数都初始化

    int c = 10;

    a += 2;

    i += 32;

    c += 5;

    cout << "---OTHER---" << endl;

    cout << "i=" << i << ", a=" << a << ", b=" << b << ",c=" << c << endl;

    b = a;

}

**例5-3 具有静态和动态生命期的时钟程序。**

#include<iostream>

using namespace std;

class Clock

{

public:

    Clock();

    void setTime(int newH, int newM, int newS);//函数原型作用域

    void showTime();

private:

    int hour;

    int minute;

    int second;

};

Clock::Clock()

:hour(0), minute(0), second(0)

{

}

void Clock::setTime(int newH, int newM, int newS)//局部作用域

{

    hour = newH;

    minute = newM;

    second = newS;

}

void Clock::showTime()

{

    cout << hour << ": " << minute << ": " << second << endl;

}

//具有静态生存期，全局变量，由默认构造函数初始化为0，0，0

Clock globClock;

int main()

{

    cout << "First time output:" << endl;

    //引用具有命名空间作用域的对象

    globClock.showTime();//显示0: 0: 0

    globClock.setTime(8, 30, 30);

    Clock myClock(globClock);//调用复制构造函数

    cout << "Second time output:" << endl;

    myClock.showTime();

    return 0;

}

**例5-4 静态数据成员Point。**

#include <iostream>

using namespace std;

class Point

{

private:

    int x;

    int y;

    static int count;//静态数据成员，用于记录点的个数

public:

    Point();

    Point(int x1, int y1);

    Point(Point& obj);

    ~Point();

    int getx();

    int gety();

    void showCount();

};

Point::Point()

:x(0), y(0)

{

    count++;

}

Point::Point(int x1, int y1)

:x(x1), y(y1)

{

    count++;

}

Point::Point(Point& obj)

:x(obj.x), y(obj.y)

{

    count++;

}

Point::~Point()

{

    count--;

}

int Point::getx()

{

    return x;

}

int Point::gety()

{

    return y;

}

void Point::showCount()

{

    cout << " Object count=" << count << endl;

}

int Point::count = 0;//静态数据成员定义和初始化，使用类名限定

int main(int argc, char\* argv[])

{

    Point a(4, 5);

    cout << "Point A:" << a.getx() << "," << a.gety() << endl;

    a.showCount();

    Point b(a);

    cout << "Point B:" << b.getx() << "," << b.gety() << endl;

    b.showCount();

    return 0;

}

**例5-5 静态数据成员和静态成员函数Point。**

#include <iostream>

using namespace std;

class Point

{

private:

    int x;

    int y;

    static int count;//静态数据成员，用于记录点的个数

public:

    Point();

    Point(int x1, int y1);

    Point(Point& obj);

    ~Point();

    int getx();

    int gety();

    static void showCount();

};

Point::Point()

:x(0), y(0)

{

    count++;

}

Point::Point(int x1, int y1)

:x(x1), y(y1)

{

    count++;

}

Point::Point(Point& obj)

:x(obj.x), y(obj.y)

{

    count++;

}

Point::~Point()

{

    count--;

}

int Point::getx()

{

    return x;

}

int Point::gety()

{

    return y;

}

void Point::showCount()

{

    cout << " Object count=" << count << endl;

}

int Point::count = 0;//静态数据成员定义和初始化，使用类名限定

int main(int argc, char\* argv[])

{

    Point a(4, 5);

    cout << "Point A:" << a.getx() << "," << a.gety() << endl;

    a.showCount();

    Point b(a);

    cout << "Point B:" << b.getx() << "," << b.gety() << endl;

    cout<<"Total object points are ";

    Point::showCount();

    return 0;

}

**例5-6 使用友元函数计算两点距离**

#include <iostream>

#include <cmath>

using namespace std;

class Point

{

public:

    Point();

    Point(int x1, int y1);

    int getx();

    int gety();

    friend float dist(Point& p1, Point& p2);

private:

    int x;

    int y;

};

Point::Point()

:x(0), y(0)

{

}

Point::Point(int x1, int y1)

:x(x1), y(y1)

{

}

int Point::getx()

{

    return x;

}

int Point::gety()

{

    return y;

}

float dist(Point& p1, Point& p2)

{

    int xt = p1.x - p2.x;

    int yt = p1.y - p2.y;

    return static\_cast<float>(sqrt(xt \* xt + yt \* yt));

}

int main()

{

    Point myp1(1, 1);

    Point myp2(4, 5);

    cout << "The distance is:";

    cout << dist(myp1, myp2) << endl;

    return 0;

}

**例5-7 常成员函数。**

#include <iostream>

using namespace std;

class R

{

private:

    int r1, r2;

public:

    R();

    R(int r11, int r21);

    void print();

    void print() const;

};

R::R()

{

}

R::R(int r11, int r21)

:r1(r11), r2(r21)

{

}

void R::print()

{

    cout << r1 << ":" << r2 << endl;

}

void R::print() const

{

    cout << r1 << ":" << r2 << endl;

}

int main()

{

    R a(5, 4);

    a.print();          //调用void print()

    const R b(20, 52);

    b.print();          //调用void print() const

    return 0;

}

**例5-8 常数据成员。**

#include <iostream>

using namespace std;

class A

{

public:

    A(int i);

    void print();

private:

    const int a;

    static const int b; //静态常数据成员

};

const int A::b = 10;    //静态常数据成员在类外说明和初始化

A::A(int i)

    :a(i)

{

}

void A::print()

{

    cout << a << ":" << b << endl;

}

int main()

{

    //建立对象a和b，并以100和0作为初值，分别调用构造函数

    //通过构造函数的初始化表列给对象的常数据成员赋初值

    A a1(100), a2(0);

    a1.print();

    a2.print();

    return 0;

}

**例5-9 常引用作形参**

#include <iostream>

#include <cmath>

using namespace std;

class Point

{

private:

    int x, y;

public:

    Point();

    Point(int x1, int y1);

    friend float dist(const Point& p1, const Point& p2);

};

Point::Point()

:x(0), y(0)

{

}

Point::Point(int x1, int y1)

:x(x1), y(y1)

{

}

float dist(const Point& p1, const Point& p2)

{

    int xp = p1.x - p2.x;

    int yp = p1.y - p2.y;

    return static\_cast<float>(sqrt(xp \* xp + yp \* yp));

}

int main()

{

    const Point myp1(1, 1), myp2(4, 5);

    cout << "The distance is:";

    cout << dist(myp1, myp2) << endl;

    return 0;

}

**例5-11 个人银行账户管理程序**

#include <cmath>

#include <iostream>

using namespace std;

class Account

{

private:

int id; // 账号

double balance; // 余额

double rate; // 存款的年利率

int lastDate; // 上次变更余额的日期

double accumulation;// 余额按日累加之和

static double total;// 所有账户的总金额

// 记录一笔账

void record(int date, double amount);

double accumulate(int date) const;

public:

Account(int date, int id1, double rate1);

int getId() const;

double getBalance() const;

double getRate() const;

static double getTotal();

// 存入现金

void deposit(int date, double amount);

// 去除现金

void withdraw(int date, double amount);

// 结算利息，每年1月1日调用一次该函数

void settle(int date);

// 显示账户信息

void show() const;

};

#include "Account.h"

double Account::total = 0;

Account::Account(int date, int id1, double rate1)

:id(id1), balance(0), rate(rate1), lastDate(date), accumulation(0)

{

cout << date << "\t#" << id << " is created" << endl;

}

int Account::getId() const

{

return id;

}

double Account::getBalance() const

{

return balance;

}

double Account::getRate() const

{

return rate;

}

double Account::getTotal()

{

return total;

}

void Account::deposit(int date, double amount)

{

record(date, amount);

}

void Account::withdraw(int date, double amount)

{

if (amount > getBalance())

cout << "Error: not enough money"<<endl;

else

record(date, -amount);

}

void Account::settle(int date)

{

double interest = accumulate(date) \* rate / 365; //计算年息

if (interest != 0)

record(date, interest);

accumulation = 0;

}

void Account::show() const

{

cout << "#" << id << "\tBalance:" << balance<<endl;

}

void Account::record(int date, double amount)

{

accumulation = accumulate(date);

lastDate = date;

amount = floor(amount \* 100 + 0.5) / 100;

balance += amount;

total += amount;

cout << date << "\t#" << id << "\t" << amount << "\t" << balance<<endl;

}

double Account::accumulate(int date) const

{

return accumulation + balance \* (date - lastDate);

}

#include "account.h"

int main(int argc, char\* argv[])

{

//建立几个账户

Account sa0(1, 21325302, 0.015);

Account sa1(1, 58320212, 0.015);

//几笔账目

sa0.deposit(5, 5000);

sa1.deposit(25, 10000);

sa0.deposit(45, 5500);;

sa1.withdraw(60, 4000);

//开户后第90天到了银行的计息日，结算所有账户的年息

sa0.settle(90);

sa1.settle(90);

//输出各个账户信息

sa0.show();

sa1.show();

cout << "Total:" << Account::getTotal()<<endl;

return 0;

}

## 第6章 数组指针与字符串

**例6-1 数组的声明与使用**

#include<iostream>

using namespace std;

int main()

{

const int N = 10;

int a[N], b[N];

int i;

for (i = 0; i < N; i++)

{

a[i] = i \* 2 + 1;

b[N - i - 1] = a[i];

}

for (i = 0; i < N; i++)

{

cout << "a[" << i << "]=" << a[i] << " " << "b[" << i << "]=" << b[i] << endl;

}

return 0;

}

**例6-2 使用数组名作为函数参数**

#include<iostream>

using namespace std;

int main()

{

void rowSum(int a[][4], int nRow);

int table[3][4] = { {1,2,3,4}, {2,3,4,5}, {3,4,5,6} };

int i, j;

for (i = 0; i < 3; i++)

{

for (j = 0; j < 4; j++)

cout << table[i][j] << " ";

cout << endl;

}

rowSum(table, 3);

for (i = 0; i < 3; i++)

cout << "Sum of row " << i << " is " << table[i][0] << endl;

return 0;

}

void rowSum(int a[][4], int nRow)

{

int i, j;

for (i = 0; i < nRow; i++)

for (j = 1; j < 4; j++)

a[i][0] += a[i][j];

}

**例6-3 对象数组应用**

#include <iostream>

using namespace std;

class Point

{

private:

int x, y;

public:

Point();

Point(int x1, int y1);

~Point();

void move(int newx, int newy);

int getx() const;

int gety() const;

};

Point::Point()

:x(0), y(0)

{

cout << "Default Constructor called."<<endl;

}

Point::Point(int x1, int y1)

: x(x1), y(y1)

{

cout << "Constructor called." << endl;

}

Point::~Point()

{

cout << "Destructor called." << endl;

}

void Point::move(int newx, int newy)

{

cout << "Moving the point to (" << newx << ", " << newy << ")" << endl;

x = newx;

y = newy;

}

int Point::getx() const

{

return x;

}

int Point::gety() const

{

return y;

}

int main()

{

cout << "Entering main..."<<endl;

Point a[2];

int i;

for (i = 0; i < 2; i++)

a[i].move(i + 10, i + 20);

cout << "Exiting main..."<<endl;

return 0;

}

**例6-4 利用Point类进行点的线性拟合**
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#include <iostream>

using namespace std;

class Point

{

private:

float x, y;

public:

Point();

Point(float x1, float y1);

float getx() const;

float gety() const;

};

Point::Point()

:x(0), y(0)

{

}

Point::Point(float x1, float y1)

: x(x1), y(y1)

{

}

float Point::getx() const

{

return x;

}

float Point::gety() const

{

return y;

}

#include "Point.h"

#include <cmath>

int main()

{

float lineFit(const Point p[], int n);

Point pt[10] = {

Point(6,10),Point(14,20),Point(26,30),Point(33,40),Point(46,50),

Point(54,60),Point(67,70),Point(75,80),Point(84,90),Point(100,100)

};

float r = lineFit(pt, 10);

cout << "LIne coefficient r= " << r << endl;

return 0;

}

float lineFit(const Point p[], int n)

{

float avgx = 0;

float avgy = 0;

float lxx = 0;

float lyy = 0;

float lxy = 0;

int i;

for (i = 0; i < n; i++) {

avgx += p[i].getx() / n;

avgy += p[i].gety() / n;

}

for (i = 0; i < n; i++) {

lxx += (p[i].getx() - avgx) \* (p[i].getx() - avgx);

lyy += (p[i].gety() - avgy) \* (p[i].gety() - avgy);

lxy += (p[i].getx() - avgx) \* (p[i].gety() - avgy);

}

cout << "This line can be fitted by y=ax+b." << endl;

cout << "a= " << lxy / lxx << endl;

cout << "b= " << avgy - lxy \* avgx / lxx << endl;

return static\_cast<float>(lxy / sqrt(lxx \* lyy));

}

**例6-5 指针的定义、赋值与使用**

#include <iostream>

using namespace std;

int main()

{

int i;

int\* ptr = &i;

i = 10;

cout << "i=" << i << endl;

cout << "\*ptr=" << \*ptr << endl;

return 0;

}

**例6-6 void类型指针的使用**

#include <iostream>

using namespace std;

int main()

{

void\* pv;

int i = 5;

pv = &i;

int\* pint = static\_cast<int\*>(pv);

cout << "\*pint=" << \*pint << endl;

return 0;

}

**例6-7 设有一个int型数组，有10个元素，用3种方法输出各元素。**

#include <iostream>

using namespace std;

int main()

{

int a[10] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 0 };

int i;

int\* p;

//使用数组名和下标

for (i = 0; i < 10; i++)

cout << a[i] << " ";

cout << endl;

//使用数组名和指针运算

for (i = 0; i < 10; i++)

cout << \*(a + i) << " ";

cout << endl;

//使用指针变量

for (p = a; p < (a + 10); p++)

cout << \*p << " ";

cout << endl;

return 0;

}

**例6-8 利用指针数组输出单位矩阵**

#include <iostream>

using namespace std;

int main()

{

int line1[] = { 1, 0, 0 };

int line2[] = { 0, 1, 0 };

int line3[] = { 0, 0, 1 };

//定义整型指针数组并初始化

int\* pLine[3] = { line1, line2, line3 };

cout << "Matrix test:" << endl;

int i, j;

for (i = 0; i < 3; i++) {

for (j = 0; j < 3; j++)

cout << pLine[i][j] << " ";

cout << endl;

}

return 0;

}

**例6-9 二维数组举例**

#include <iostream>

using namespace std;

int main()

{

int array2[3][3] = {

{11, 12, 13},

{21, 22, 23},

{31, 32, 33}

};

int i, j;

for (i = 0; i < 3; i++)

{

for (j = 0; j < 3; j++)

cout << \*(\*(array2 + i) + j) << " ";

cout << endl;

}

return 0;

}

**例6-10 读入三个浮点数，将整数部分和小数部分分别输出**

#include <iostream>

using namespace std;

int main()

{

void splitfloat(float x, int\* intpart, float\* fracpart);

int i, n;

float x, f;

cout << "Enter three(3) floating point numbers" << endl;

for (i = 0; i < 3; i++)

{

cin >> x;

splitfloat(x, &n, &f); //变量地址做实参

cout << "Integer Part is " << n << " Fraction Part is " << f << endl;

}

return 0;

}

void splitfloat(float x, int\* intpart, float\* fracpart)

{

\*intpart = int(x); // 取x的整数部分

\*fracpart = x - \*intpart; //取x的小数部分

}

**例6-11 函数指针**

#include <iostream>

using namespace std;

int main()

{

void print\_stuff(float data\_to\_ignore);

void print\_message(float list\_this\_data);

void print\_float(float data\_to\_print);

void (\*function\_pointer)(float);

float pi = (float)3.14159;

float two\_pi = (float)2.0 \* pi;

print\_stuff(pi);

function\_pointer = print\_stuff;

function\_pointer(pi);

function\_pointer = print\_message;

function\_pointer(two\_pi);

function\_pointer(13.0);

function\_pointer = print\_float;

function\_pointer(pi);

print\_float(pi);

return 0;

}

void print\_stuff(float data\_to\_ignore)

{

cout << "This is the print stuff function." << endl;

}

void print\_message(float list\_this\_data)

{

cout << "The data to be listed is " << list\_this\_data << endl;

}

void print\_float(float data\_to\_print)

{

cout << "The data to be printed is " << data\_to\_print << endl;

}

**例6-12 使用指针访问类的成员**

#include <iostream>

using namespace std;

class Point

{

private:

int x, y;

public:

Point();

Point(int x1, int y1);

int getx() const;

int gety() const;

};

Point::Point()

{

}

Point::Point(int x1, int y1)

:x(x1), y(y1)

{

}

int Point::getx() const

{

return x;

}

int Point::gety() const

{

return y;

}

int main()

{

Point a(4, 5);

Point\* p1 = &a;

cout << p1->getx() << endl;

cout << a.getx() << endl;

return 0;

}

**例6-13 访问对象的公有成员函数的不同方式**

#include "point.h"

int main()

{

Point a(4, 5);

Point\* p1 = &a;

int (Point:: \* funcPtr)() const = &Point::getx;

cout << (a.\*funcPtr)() << endl;

cout << (p1->\*funcPtr)() << endl;

cout << a.getx() << endl;

cout << p1->getx() << endl;

return 0;

}

**例6-14 通过指针访问类的静态数据成员**

#include <iostream>

using namespace std;

class Point

{

private:

int x, y;

public:

Point();

Point(int x1, int y1);

~Point();

int getx() const;

int gety() const;

static int count;

};

Point::Point()

:x(0), y(0)

{

count++;

}

Point::Point(int x1, int y1)

: x(x1), y(y1)

{

count++;

}

Point::~Point()

{

count--;

}

int Point::getx() const

{

return x;

}

int Point::gety() const

{

return y;

}

int Point::count = 0;

int main()

{

int\* ptr = &Point::count;

Point a(4, 5);

cout << "Point A:" << a.getx() << "," << a.gety();

cout << " Objec count=" << \*ptr << endl;

Point b(a);

cout << "Point B:" << b.getx() << "," << b.gety();

cout << " Object count=" << \*ptr << endl;

return 0;

}

**例6-15 通过指针访问类的静态函数成员**

#include <iostream>

using namespace std;

class Point

{

private:

int x, y;

static int count;

public:

Point();

Point(int x1, int y1);

~Point();

int getx() const;

int gety() const;

static void showCount();

};

Point::Point()

:x(0), y(0)

{

count++;

}

Point::Point(int x1, int y1)

: x(x1), y(y1)

{

count++;

}

Point::~Point()

{

count--;

}

int Point::getx() const

{

return x;

}

int Point::gety() const

{

return y;

}

void Point::showCount()

{

cout << " Object count=" << count << endl;

}

int Point::count = 0;

int main()

{

void (\*funcPtr)() = Point::showCount;

Point a(4, 5);

cout << "Point A:" << a.getx() << "," << a.gety();

funcPtr();

Point b(a);

cout << "Point B:" << b.getx() << "," << b.gety();

funcPtr();

return 0;

}

**例6-16 动态创建对象**

#include <iostream>

using namespace std;

class Point

{

private:

int x, y;

public:

Point();

Point(int x1, int y1);

~Point();

int getx() const;

int gety() const;

void move(int x1, int y1);

};

Point::Point()

:x(0), y(0)

{

cout << "Default Constructor Called." << endl;

}

Point::Point(int x1, int y1)

: x(x1), y(y1)

{

cout << "Constructor Called." << endl;

}

Point::~Point()

{

cout << "Destructor Called." << endl;

}

int Point::getx() const

{

return x;

}

int Point::gety() const

{

return y;

}

void Point::move(int x1, int y1)

{

x = x1;

y = y1;

}

int main()

{

cout << "Step one:" <<endl;

Point\* ptr1 = new Point;

delete ptr1;

cout << "Step two:" <<endl;

ptr1 = new Point(1, 2);

delete ptr1;

return 0;

}

**例6-17 动态创建对象数组**

#include "point.h"

int main()

{

Point\* ptr = new Point[2];

ptr[0].move(5, 10);

ptr[1].move(15, 20);

cout << "Deleting..." <<endl;

delete[]ptr;

return 0;

}

**例6-18 动态数组类**

#include <iostream>

#include <cassert>

using namespace std;

//点类的定义

class Point

{

    int x, y;

public:

    Point();

    Point(int x1, int y1);

    ~Point();

    int getx() const;

    int gety() const;

    void move(int x1, int y1);

};

Point::Point()

    :x(0), y(0)

{

    cout << "Default Constructor Called." <<endl;

}

Point::Point(int x1, int y1)

    : x(x1), y(y1)

{

    cout << "Constructor Called." << endl;

}

Point::~Point()

{

    cout << "Destructor Called." << endl;

}

int Point::getx() const

{

    return x;

}

int Point::gety() const

{

    return y;

}

void Point::move(int x1, int y1)

{

    x = x1;

    y = y1;

}

//动态数组类定义

class ArrayPoints

{

private:

    int size;//数组当前长度

    Point\* ptr;//数组首地址

public:

    ArrayPoints(int s);

    ~ArrayPoints();

    Point& element(int index);

};

ArrayPoints::ArrayPoints(int s)

:size(s)

{

    ptr = new Point[size];

}

ArrayPoints::~ArrayPoints()

{

    delete[] ptr;

}

Point& ArrayPoints::element(int index)

{

    assert(index >= 0 && index < size);

    return ptr[index];

}

int main()

{

    int count;

    cout << "Please enter the count of points:" <<endl;

    cin >> count;

    ArrayPoints points(count);

    points.element(0).move(5, 0);

    points.element(1).move(15, 20);

    cout<<"The first point is ("<<points.element(0).getx()<<", "<<points.element(0).gety()<<")"<<endl;

    cout<<"The second point is ("<<points.element(1).getx()<<", "<<points.element(1).gety()<<")"<<endl;

    return 0;

}

**例6-19 动态创建多维数组**
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#include <iostream>

using namespace std;

int main()

{

float (\*cp)[9][8] = new float[8][9][8];

int i, j, k;

for (i = 0; i < 8; i++)

for (j = 0; j < 9; j++)

for (k = 0; k < 8; k++)

\*(\*(\*(cp + i) + j) + k) = static\_cast<float>(i \* 100 + j \* 10 + k);

for (i = 0; i < 8; i++)

{

for (j = 0; j < 9; j++)

{

for (k = 0; k < 8; k++)

cout << cp[i][j][k] << " ";

cout << endl;

}

cout << endl;

}

delete[]cp;

return 0;

}

**例6-20 vector应用**

#include <vector>

#include <iostream>

using namespace std;

double average(const vector<double>& arr);

int main()

{

int n;

cout << "n=";

cin >> n;

vector<double>arr(n);

cout << "Please input " << n << " real numbers:" << endl;

int i;

for (i = 0; i < n; i++)

cin >> arr[i];

cout << "Average=" << average(arr) << endl;

return 0;

}

double average(const vector<double>& arr)

{

double sum = 0;

int i;

for (i = 0; i < arr.size(); i++)

sum += arr[i];

return sum / arr.size();

}

**例6-21 对象的浅复制**

#include "arraypoints.h"

int main()

{

int count;

cout << "Please enter the count of points:";

cin >> count;

ArrayPoints pointsArray1(count);

pointsArray1.element(0).move(5, 10);

pointsArray1.element(1).move(15, 20);

ArrayPoints pointsArray2 = pointsArray1;

cout << "Copy of pointsArray1:" << endl;

cout << "Point\_0 of array2:" << pointsArray2.element(0).getx() << "," << pointsArray2.element(0).gety() << endl;

cout << "Point\_1 of array2:" << pointsArray2.element(1).getx() << "," << pointsArray2.element(1).gety() << endl;

pointsArray1.element(0).move(25, 30);

pointsArray1.element(1).move(35, 40);

cout << "After the moving of pointsArray1:" << endl;

cout << "Point\_0 of array2:" << pointsArray2.element(0).getx() << "," << pointsArray2.element(0).gety() << endl;

cout << "Point\_1 of array2:" << pointsArray2.element(1).getx() << "," << pointsArray2.element(1).gety() << endl;

return 0;

}

**例6-22 对象的深复制**

#include "point.h"

#include <cassert>

class ArrayPoints

{

private:

int size;

Point\* ptr;

public:

ArrayPoints(int s);

ArrayPoints(const ArrayPoints& obj);

~ArrayPoints();

Point& element(int index);

};

#include "ArrayPoints.h"

ArrayPoints::ArrayPoints(int s)

:size(s)

{

ptr = new Point[size];

}

ArrayPoints::ArrayPoints(const ArrayPoints& obj)

{

size = obj.size;

ptr = new Point[size];

for (int i = 0; i < size; i++)

ptr[i] = obj.ptr[i];

}

ArrayPoints::~ArrayPoints()

{

cout << "Deleting..." <<endl;

delete[]ptr;

}

Point& ArrayPoints::element(int index)

{

assert(index >= 0 && index < size);

return ptr[index];

}

#include "arraypoints.h"

int main()

{

int count;

cout << "Please enter the count of points:";

cin >> count;

ArrayPoints pointsArray1(count);

pointsArray1.element(0).move(5, 10);

pointsArray1.element(1).move(15, 20);

ArrayPoints pointsArray2 = pointsArray1;

cout << "Copy of pointsArray1:" << endl;

cout << "Point\_0 of array2:" << pointsArray2.element(0).getx() << "," << pointsArray2.element(0).gety() << endl;

cout << "Point\_1 of array2:" << pointsArray2.element(1).getx() << "," << pointsArray2.element(1).gety() << endl;

pointsArray1.element(0).move(25, 30);

pointsArray1.element(1).move(35, 40);

cout << "After the moving of pointsArray1:" << endl;

cout << "Point\_0 of array2:" << pointsArray2.element(0).getx() << "," << pointsArray2.element(0).gety() << endl;

cout << "Point\_1 of array2:" << pointsArray2.element(1).getx() << "," << pointsArray2.element(1).gety() << endl;

return 0;

}

**例6-23 string类应用举例**

#include <string>

#include <iostream>

using namespace std;

int main()

{

void test(const char\* title, bool value);

string s1 = "EDF";

cout << "s1 is " << s1 << endl;

string s2;

cout << "Please enter s2:";

cin >> s2;

cout << "length of s2:" << s2.length() << endl;

test("s1<=\"ABC\"", s1 <= "ABC");

test("\"def\"<=s1", "DEF" <= s1);

s2 += s1;

cout << "s2=s2+s1:" << s2 << endl;

cout << "length of s2:" << s2.length() << endl;

return 0;

}

void test(const char\* title, bool value)

{

cout << title << " returns " << (value ? "true" : "false") << endl;

}

**例6-24 用getline输入字符串**

#include <string>

#include <iostream>

using namespace std;

int main()

{

int i;

for (i = 0; i < 2; i++)

{

string city, state;

getline(cin, city, ',');

getline(cin, state);

cout << "City:" << city << " State:" << state << endl;

}

return 0;

}

**例6-25 个人银行账户管理程序改进**

改进1：将账户改用字符串表示，这样可以表达诸如002378166374这样开始编号为0的账户。

改进2：将日期用类表示，其属性为（y, m, d）。这样表示直观，方便，但计算两个日期之间的天数复杂一些。可以通过统一基准日期的办法来计算。

* 假设某天对公元1年1月1日的天数为f(y/m/d, 1/1/1)，则其可以分开来计算
* f(y/m/d, 1/1/1) = f(y/1/1, 1/1/1) + f(y/m/1, y/1/1) + f(y/m/d, y/d/1)
* f(y/1/1, 1/1/1)为y年的1月1号和公元1年1月1号之间的总天数。每年365天，闰年多一天，所以总天数为(y-1)\*365 + 闰年数。由于4年一闰，100的倍数免闰，400的倍数再闰，所以
* f(y/1/1, 1/1/1) = (y-1)\*365 + (y-1)/4 – (y-1)/100 + (y-1)/400
* 注意这里的/为整除
* f(y/m/1, y/1/1)为当年的某月1号与当年的1月1号的天数，这个有两种情况，一种是平年，一种是闰年，需要分别计算。比较简单的办法是查表。
* f(y/m/d, y/d/1) = d - 1

#include <iostream>

#include <cstdlib>

using namespace std;

class Date

{

private:

int year;

int month;

int day;

int totalDays;//从公元1/1/1开始的总天数

public:

Date(int y, int m, int d);

int getYear() const;

int getMonth() const;

int getDay() const;

int getTheMonthDays() const;// 获得当月的天数

bool isLeapYear() const;// 判断当年是否闰年

void show() const;// 输出当前日期

// 计算两个日期之间的天数

int distances(const Date& date) const;

};

#include "Date.h"

namespace { // namespace使下面的定义只在当前文件中有效

// 存储平年中的某个月1日之前有多少天，

// 为便于getTheMonthDays函数的实现，该数组多出一项

const int DAYS\_BEFORE\_MONTH[] = {

0,31,59,90,120,151,181,212,243,273,304,334,365

};

}

Date::Date(int year, int month, int day)

:year(year), month(month), day(day)

{

if (day <= 0 || day > getTheMonthDays())

{

cout<<"Invalid date: ";

show();

cout << endl;

exit(1);

}

int years = year - 1;

totalDays = years \* 365 + years / 100 + years / 400

+ DAYS\_BEFORE\_MONTH[month - 1] + day;

if (isLeapYear() && month > 2)

totalDays++;

}

int Date::getYear() const

{

return year;

}

int Date::getMonth() const

{

return month;

}

int Date::getDay() const

{

return day;

}

// 获得当月的天数

int Date::getTheMonthDays() const

{

if (isLeapYear() && month == 2)

return 29;

else

return DAYS\_BEFORE\_MONTH[month] - DAYS\_BEFORE\_MONTH[month - 1];

}

// 判断当年是否闰年

bool Date::isLeapYear() const

{

return year % 4 == 0 && year % 100 != 0 || year % 400 == 0;

}

// 输出当前日期

void Date::show() const

{

cout << getYear() << "-" << getMonth() << "-" << getDay();

}

// 计算两个日期之间的天数

int Date::distances(const Date& date) const

{

return totalDays - date.totalDays;

}

#include "Date.h"

#include <string>

#include <cmath>

using namespace std;

class Account

{

private:

string id; // 账号

double balance; // 余额

double rate; // 存款的年利率

Date lastDate; // 上次变更余额的日期

double accumulation; // 余额按日累加之和

static double total; // 所有账户的总金额

// 记录一笔账，date为日期，amount为金额，desc为说明

void record(const Date& date, double amount, const string& desc);

// 报告错误信息

void error(const string& msg) const;

// 获得到指定日期为止的存款金额按日累积值

double accumulate(const Date& date) const;

public:

Account(const Date& date, const string& id, double rate);

const string& getId() const;

double getBalance() const;

double getRate() const;

static double getTotal();

// 存入现金

void deposit(const Date& date, double amount, const string& desc);

// 取出现金

void withdraw(const Date& date, double amount, const string& desc);

// 结算利息，每年1月1日调用一次该函数

void settle(const Date& date);

// 显示账户信息

void show() const;

};

#include "Account.h"

double Account::total = 0;

Account::Account(const Date& date, const string& id, double rate)

:id(id), balance(0), rate(rate), lastDate(date), accumulation(0)

{

date.show();

cout << "\t#" << id << " created" << endl;

}

// 记录一笔账，date为日期，amount为金额，desc为说明

void Account::record(const Date& date, double amount, const string& desc)

{

accumulation = accumulate(date);

lastDate = date;

amount = floor(amount \* 100 + 0.5) / 100;

balance += amount;

total += amount;

date.show();

cout << "\t#" << id << "\t" << amount << "\t" << balance << "\t" << desc << endl;

}

// 报告错误信息

void Account::error(const string& msg) const

{

cout << "Error(#" << id << "):" << msg << endl;

}

// 获得到指定日期为止的存款金额按日累积值

double Account::accumulate(const Date& date) const

{

return accumulation + balance \* (date.distances(lastDate));

}

const string& Account::getId() const

{

return id;

}

double Account::getBalance() const

{

return balance;

}

double Account::getRate() const

{

return rate;

}

double Account::getTotal()

{

return total;

}

// 存入现金

void Account::deposit(const Date& date, double amount, const string& desc)

{

record(date, amount, desc);

}

// 取出现金

void Account::withdraw(const Date& date, double amount, const string& desc)

{

if (amount > getBalance())

error("not enouth money");

else

record(date, -amount, desc);

}

// 结算利息，每年1月1日调用一次该函数

void Account::settle(const Date& date)

{

double interest = accumulate(date) \* rate //计算年息

/ date.distances(Date(date.getYear() - 1, 1, 1));

if (interest != 0)

record(date, interest, "interest");

accumulation = 0;

}

// 显示账户信息

void Account::show() const

{

cout << id << "\tBalance:" << balance;

}

#include "Account.h"

int main(int argc, char\* argv[])

{

Date date(2008, 11, 1);

//建立几个账户

Account accounts[] = {

Account(date, "S3755217", 0.015),

Account(date, "02342342", 0.015)

};

const int n = sizeof(accounts) / sizeof(Account); // 账户总数

// 11月份的几笔账目

accounts[0].deposit(Date(2008, 11, 5), 5000, "salary");

accounts[1].deposit(Date(2008, 11, 25), 10000, "sell stock 0323");

// 12月份的几笔账目

accounts[0].deposit(Date(2008, 12, 5), 5500, "salary");

accounts[1].withdraw(Date(2008, 12, 20), 4000, "buy a laptop");

// 结算所有账户并输出各个账户信息

cout << endl;

for (int i = 0; i < n; i++)

{

accounts[i].settle(Date(2009, 1, 1));

accounts[i].show();

cout << endl;

}

cout << "Total: " << Account::getTotal() << endl;

return 0;

}

## 第7章 继承与派生

**例7-1 Point类公有继承举例**

#include <iostream>

using namespace std;

class Point

{

private:

    float x;

    float y;

public:

    Point();

    Point(float x1, float y1);

    Point(const Point& obj);

    ~Point();

    void move(float offX, float offY);

    float getX() const;

    float getY() const;

};

Point::Point()

:x(0), y(0)

{

}

Point::Point(float x1, float y1)

:x(x1), y(y1)

{

}

Point::Point(const Point& obj)

:x(obj.x), y(obj.y)

{

}

Point::~Point()

{

}

void Point::move(float offX, float offY)

{

    x += offX;

    y += offY;

}

float Point::getX() const

{

    return x;

}

float Point::getY() const

{

    return y;

}

class Rectangle : public Point

{

private:

    float w;

    float h;

public:

    Rectangle();

    Rectangle(float x1, float y1, float w1, float h1);

    Rectangle(const Rectangle& obj);

    ~Rectangle();

    float getH() const;

    float getW() const;

};

Rectangle::Rectangle()

:w(0), h(0)

{

}

Rectangle::Rectangle(float x1, float y1, float w1, float h1)

: Point(x1, y1), w(w1), h(h1)

{

}

Rectangle::Rectangle(const Rectangle& obj)

:Point(obj.getX(), obj.getY()),

w(obj.w), h(obj.h)

{

}

Rectangle::~Rectangle()

{

}

float Rectangle::getH() const

{

    return h;

}

float Rectangle::getW() const

{

    return w;

}

int main(int argc, char\* argv[])

{

    Rectangle rect(2, 3, 20, 10);

    cout << "The data of rect(x,y,w,h):" <<endl;

    cout << rect.getX() << ", "

        << rect.getY() << ", "

        << rect.getW() << ", "

        << rect.getH() << endl;

    cout<<endl;

    rect.move(3, 2);

    Rectangle rect1(rect);

    cout << "The data of rect1(x,y,w,h):" <<endl;

    cout << rect1.getX() << ", "

        << rect1.getY() << ", "

        << rect1.getW() << ", "

        << rect1.getH() << endl;

    return 0;

}

**例7-2 Point私有继承举例**

#include <iostream>

using namespace std;

class Point

{

private:

    float x;

    float y;

public:

    Point();

    Point(float x1, float y1);

    Point(const Point& obj);

    ~Point();

    void move(float offX, float offY);

    float getX() const;

    float getY() const;

};

Point::Point()

:x(0), y(0)

{

}

Point::Point(float x1, float y1)

:x(x1), y(y1)

{

}

Point::Point(const Point& obj)

:x(obj.x), y(obj.y)

{

}

Point::~Point()

{

}

void Point::move(float offX, float offY)

{

    x += offX;

    y += offY;

}

float Point::getX() const

{

    return x;

}

float Point::getY() const

{

    return y;

}

class Rectangle : private Point

{

private:

    float w;

    float h;

public:

    Rectangle();

    Rectangle(float x1, float y1, float w1, float h1);

    Rectangle(const Rectangle& obj);

    ~Rectangle();

    void move(float offX, float offY);

    float getX() const;

    float getY() const;

    float getH() const;

    float getW() const;

};

Rectangle::Rectangle()

:w(0), h(0)

{

}

Rectangle::Rectangle(float x1, float y1, float w1, float h1)

:Point(x1, y1), w(w1), h(h1)

{

}

Rectangle::Rectangle(const Rectangle& obj)

:Point(obj.getX(),obj.getY()),

w(obj.w), h(obj.h)

{

}

Rectangle::~Rectangle()

{

}

void Rectangle::move(float offX, float offY)

{

    Point::move(offX, offY);

}

float Rectangle::getX() const

{

    return Point::getX();

}

float Rectangle::getY() const

{

    return Point::getY();

}

float Rectangle::getH() const

{

    return h;

}

float Rectangle::getW() const

{

    return w;

}

int main(int argc, char\* argv[])

{

    Rectangle rect(2, 3, 20, 10);

    cout << "The data of rect(x,y,w,h):" <<endl;

    cout << rect.getX() << ", "

        << rect.getY() << ", "

        << rect.getW() << ", "

        << rect.getH() << endl;

    cout<<endl;

    rect.move(3, 2);

    Rectangle rect1(rect);

    cout << "The data of rect1(x,y,w,h):" <<endl;

    cout << rect1.getX() << ", "

        << rect1.getY() << ", "

        << rect1.getW() << ", "

        << rect1.getH() << endl;

    return 0;

}

**例7-3 类型兼容规则实例**

#include <iostream>

using namespace std;

class Base1

{

public:

Base1();

void display() const;

};

Base1::Base1()

{

}

void Base1::display() const

{

cout << "Base1::display()" << endl;

}

class Base2 : public Base1

{

public:

Base2();

void display() const;

};

Base2::Base2()

{

}

void Base2::display() const

{

cout << "Base2::display()" << endl;

}

class Derived : public Base2

{

public:

Derived();

void display() const;

};

Derived::Derived()

{

}

void Derived::display() const

{

cout << "Derived::display()" << endl;

}

int main(int argc, char\* argv[])

{

void fun(Base1 \* ptr);//参数为指向基类对象的指针

Base1 base1;//声明Base1类对象

Base2 base2;//声明Base2类对象

Derived derived;// 声明Derived类对象

fun(&base1);//用Base1对象的指针调用fun函数

fun(&base2);//用Base2对象的指针调用fun函数

fun(&derived);//用Derived对象的指针调用fun函数

return 0;

}

void fun(Base1\* ptr)

{

ptr->display();//对象指针->成员名

}

**例7-4 派生类构造函数**

#include <iostream>

using namespace std;

class Base1

{

public:

    Base1();

    Base1(int i);

};

Base1::Base1()

{

}

Base1::Base1(int i)

{

    cout << "Constructing Base1 " << i << endl;

}

class Base2

{

public:

    Base2();

    Base2(int j);

};

Base2::Base2()

{

}

Base2::Base2(int j)

{

    cout << "Constructing Base2 " << j << endl;

}

class Base3

{

public:

    Base3();

};

Base3::Base3()

{

    cout << "Constructing Base3 \*" << endl;

}

class Derived : public Base2, public Base1, public Base3

{

private:

    Base1 member1;

    Base2 member2;

    Base3 member3;

public:

    Derived();

    Derived(int a, int b, int c, int d);

};

Derived::Derived()

{

}

Derived::Derived(int a, int b, int c, int d)

:Base1(a), member2(d), member1(c), Base2(b)

{

}

int main()

{

    Derived obj(1, 2, 3, 4);

    return 0;

}

**例7-5 派生类析构函数举例（多继承、含有嵌入对象）。**

#include <iostream>

using namespace std;

class Base1

{

public:

    Base1(int i);

    ~Base1();

};

Base1::Base1(int i)

{

    cout << "Constructing Base1 " << i << endl;

}

Base1::~Base1()

{

    cout << "Destructing Base1" << endl;

}

class Base2

{

public:

    Base2(int j);

    ~Base2();

};

Base2::Base2(int j)

{

    cout << "Constructing Base2 " << j << endl;

}

Base2::~Base2()

{

    cout << "Destructing Base2" << endl;

}

class Base3

{

public:

    Base3();

    ~Base3();

};

Base3::Base3()

{

    cout << "Constructing Base3 \*" << endl;

}

Base3::~Base3()

{

    cout << "Destructing Base3" << endl;

}

class Derived : public Base2, public Base1, public Base3

{

private:

    Base1 member1;

    Base2 member2;

    Base3 member3;

public:

    Derived(int a, int b, int c, int d);

};

Derived::Derived(int a, int b, int c, int d)

:Base1(a), member2(d), member1(c), Base2(b)

{

}

int main()

{

    Derived obj(1, 2, 3, 4);

    return 0;

}

**例7-6 多继承同名隐藏举例1**

#include <iostream>

using namespace std;

class Base1

{

public:

int var;

void fun();

};

void Base1::fun()

{

cout << "Member of Base1" << endl;

}

class Base2

{

public:

int var;

void fun();

};

void Base2::fun()

{

cout << "Member of Base2" << endl;

}

class Derived : public Base1, public Base2

{

public:

int var;

void fun();

};

void Derived::fun()

{

cout << "Member of Derived" << endl;

}

int main(int argc, char\* argv[])

{

Derived d;

Derived\* p = &d;

d.var = 1;

d.fun();

d.Base1::var = 2;

d.Base1::fun();

p->Base2::var = 3;

p->Base2::fun();

return 0;

}

**例7-7 多继承同名隐藏举例2**

#include <iostream>

using namespace std;

class Base0

{

public:

int var0;

void fun0();

};

void Base0::fun0()

{

cout << "Member of Base0" << endl;

}

class Base1 : public Base0

{

public:

int var1;

};

class Base2 : public Base0

{

public:

int var2;

};

class Derived : public Base1, public Base2

{

public:

int var;

void fun();

};

void Derived::fun()

{

cout << "Member of Derived" << endl;

}

int main(int argc, char\* argv[])

{

Derived d;

d.Base1::var0 = 2;

d.Base1::fun0();

d.Base2::var0 = 3;

d.Base2::fun0();

return 0;

}

**例7-8 虚基类**

#include <iostream>

using namespace std;

class Base0

{

public:

int var0;

void fun0();

};

void Base0::fun0()

{

cout << "Member of Base0" << endl;

}

class Base1 : virtual public Base0

{

public:

int var1;

};

class Base2 : virtual public Base0

{

public:

int var2;

};

class Derived : public Base1, public Base2

{

public:

int var;

void fun();

};

void Derived::fun()

{

cout << "Member of Derived" << endl;

}

int main(int argc, char\* argv[])

{

Derived d;

d.var0 = 2;

d.fun0();

return 0;

}

## 第8章 多态性

**例8-1 复数类运算符重载**

#include <iostream>

using namespace std;

class Complex

{

private:

double real;

double image;

public:

Complex();

Complex(double r, double i);

Complex(const Complex& obj);

Complex operator +(const Complex& c2) const;

Complex operator -(const Complex& c2) const;

void display() const;

};

#include "Complex.h"

Complex::Complex()

:real(0), image(0)

{

}

Complex::Complex(double r, double i)

: real(r), image(i)

{

}

Complex::Complex(const Complex& obj)

: real(obj.real), image(obj.image)

{

}

Complex Complex::operator +(const Complex& c2) const

{

return Complex(real + c2.real, image + c2.real);

}

Complex Complex::operator -(const Complex& c2) const

{

return Complex(real - c2.real, image - c2.real);

}

void Complex::display() const

{

cout << "(" << real << "," << image << ")" << endl;

}

#include "Complex.h"

int main()

{

Complex c1(5, 4), c2(2, 10), c3;

cout << "c1=";

c1.display();

cout << "c2=";

c2.display();

c3 = c1 - c2;

cout << "c3=c1-c2=";

c3.display();

c3 = c1 + c2;

cout << "c3=c1+c2=";

c3.display();

return 0;

}

**例8-2 单目运算符重载**

#include <iostream>

using namespace std;

class Clock

{

private:

int hour;

int minute;

int second;

public:

Clock();

Clock(int h, int m, int s);

Clock& operator ++();//前置增量运算

Clock operator ++(int);//后置增量运算

void show() const;

};

#include "Clock.h"

Clock::Clock()

:hour(0), minute(0), second(0)

{

}

Clock::Clock(int h, int m, int s)

: hour(h), minute(m), second(s)

{

}

Clock& Clock::operator ++()//前置增量运算

{

second++;

if (second >= 60)

{

second -= 60;

minute++;

if (minute >= 60)

{

minute -= 60;

hour = (hour + 1) % 24;

}

}

return \*this;

}

Clock Clock::operator ++(int)//后置增量运算

{

Clock old = \*this;

++(\*this);

return old;

}

void Clock::show() const

{

cout << hour << ":" << minute << ":" << second << endl;

}

#include "Clock.h"

int main()

{

Clock myClock(23, 59, 59);

cout << "First time output:";

myClock.show();

cout << "Show myClock++: ";

(myClock++).show();

cout << "Show ++myClock: ";

(++myClock).show();

return 0;

}

**例8-3 非成员函数重载**

#include <iostream>

using namespace std;

class Complex

{

private:

double real;

double image;

public:

Complex();

Complex(double r, double i);

friend Complex operator+(const Complex& c1, const Complex& c2);

friend Complex operator-(const Complex& c1, const Complex& c2);

friend ostream& operator<<(ostream& out, const Complex& c);

};

#include "Complex.h"

Complex::Complex()

{

}

Complex::Complex(double r, double i)

:real(r), image(i)

{

}

Complex operator+(const Complex& c1, const Complex& c2)

{

return Complex(c1.real + c2.real, c1.image + c2.image);

}

Complex operator-(const Complex& c1, const Complex& c2)

{

return Complex(c1.real - c2.real, c1.image - c2.image);

}

ostream& operator<<(ostream& out, const Complex& c)

{

out << "(" << c.real << "," << c.image << ")";

return out;

}

#include "Complex.h"

int main(int argc, char\* argv[])

{

Complex c1(5, 4), c2(2, 10), c3;

cout << "c1=" << c1 << endl;

cout << "c2=" << c2 << endl;

c3 = c1 - c2;

cout << "c3=c1-c2=" << c3 << endl;

c3 = c1 + c2;

cout << "c3=c1+c2=" << c3 << endl;

return 0;

}

**例8-4 虚函数成员**

#include <iostream>

using namespace std;

class Base1

{

public:

virtual void display() const;

};

void Base1::display() const

{

cout << "Base1: display()" << endl;

}

class Base2 : public Base1

{

public:

void display() const;

};

void Base2::display() const

{

cout << "Base2: display()" << endl;

}

class Derived : public Base2

{

public:

void display() const;

};

void Derived::display() const

{

cout << "Derived: display()" << endl;

}

int main()

{

void fun(Base1 \* ptr);

Base1 base1;

Base2 base2;

Derived derived;

fun(&base1);

fun(&base2);

fun(&derived);

return 0;

}

void fun(Base1\* ptr)

{

ptr->display();

}

**例8-5 虚析构函数**

#include <iostream>

using namespace std;

class Base

{

public:

virtual ~Base();

};

Base::~Base()

{

cout << "Base destructor" << endl;

}

class Derived : public Base

{

private:

int\* p;

public:

Derived();

~Derived();

};

Derived::Derived()

{

p = new int(0);

}

Derived::~Derived()

{

cout << "Derived destructor" << endl;

delete p;

}

int main(int argc, char\* argv[])

{

void fun(Base \* b);

Base\* b = new Derived();

fun(b);

return 0;

}

void fun(Base\* b)

{

delete b;

}

**例8-6 抽象类**

#include <iostream>

using namespace std;

class Base1

{

public:

virtual void display() const = 0;

};

class Base2 : public Base1

{

public:

void display() const;

};

void Base2::display() const

{

cout << "Base2: display()" << endl;

}

class Derived : public Base2

{

public:

void display() const;

};

void Derived::display() const

{

cout << "Derived: display()" << endl;

}

int main()

{

void fun(Base1 \* ptr);

Base2 base2;

Derived derived;

fun(&base2);

fun(&derived);

return 0;

}

void fun(Base1\* ptr)

{

ptr->display();

}

## 第9章 群体类和群体数据的组织

**例9-1 函数模板**

#include <iostream>

using namespace std;

template<typename T>

void outputArray(const T\* array, int count);

int main(int argc, char\* argv[])

{

const int A\_COUNT = 8;

const int B\_COUNT = 8;

const int C\_COUNT = 20;

int a[A\_COUNT] = { 1,2,3,4,5,6,7,8 };

double b[B\_COUNT] = { 1.1, 2.2, 3.3, 4.4, 5.5, 6.6, 7.7, 8.8 };

char c[C\_COUNT] = "Welcome to see you!";

cout << "a array contains:" << endl;

outputArray(a, A\_COUNT);

cout << "b array contains:" << endl;

outputArray(b, B\_COUNT);

cout << "c array contains:" << endl;

outputArray(c, C\_COUNT);

return 0;

}

template<typename T>

void outputArray(const T\* array, int count)

{

int i;

for (i = 0; i < count; i++)

cout << array[i] << " ";

cout << endl;

}

**例9-2 类模板应用（类模板要求声明和实现文件放在一起）**

// student.h

class Student

{

private:

    int id;

    float gpa;//平均分

public:

    Student();

    Student(int id, float gpa);

    int getId();

    float getGpa();

};

Student::Student()

{

}

Student::Student(int id, float gpa)

    :id(id), gpa(gpa)

{

}

int Student::getId()

{

    return id;

}

float Student::getGpa()

{

    return gpa;

}

//store.h

#include "student.h"

template <class T>

class Store

{

private:

    T item;//存放任意类型数据

    bool haveValue;//数据存放标志

public:

    Store();

    Store(T item);

    T& getElem();

};

template<class T>

Store<T>::Store()

    :haveValue(false)

{

}

template<class T>

Store<T>::Store(T item)

    :item(item), haveValue(true)

{

}

template<class T>

T& Store<T>::getElem()

{

    return item;

}

//9-3.cpp

#include <iostream>

using namespace std;

#include "Store.h"

int main(int argc, char\* argv[])

{

    Store<int> s1(3);

    Store<int> s2(-7);

    cout << s1.getElem() << " " << s2.getElem() << endl;

    Student g(1000, 23);

    Store<Student> s3(g);

    cout << "The student id is " << s3.getElem().getId() << endl;

    return 0;

}

**例9-3 Array类**

// array.h

#include <cassert>

template<class T>

class Array

{

private:

    T\* list;

    int size;

public:

    Array();

    Array(int sz);

    Array(const Array<T>& a);

    ~Array();

    Array<T>& operator=(const Array<T>& rhs);

    T& operator[](int i);

    const T& operator[](int i) const;

    operator T\* ();

    operator const T\* () const;

    int getSize() const;

    void resize(int sz);

};

template<class T>

Array<T>::Array()

{

    list = NULL;

    size = 0;

}

template<class T>

Array<T>::Array(int sz)

{

    assert(sz >= 0);

    size = sz;

    list = new T[size];

}

template<class T>

Array<T>::~Array()

{

    if (list)

        delete[]list;

}

template<class T>

Array<T>::Array(const Array<T>& a)

{

    size = a.size;

    list = new T[size];

    int i;

    for (i = 0; i < size; i++)

        list[i] = a.list[i];

}

template<class T>

Array<T>& Array<T>::operator=(const Array<T>& rhs)

{

    int i;

    if (&rhs != this)

    {

        if (size != rhs.size)

        {

            delete[]list;

            size = rhs.size;

            list = new T[size];

        }

        for (i = 0; i < size; i++)

            list[i] = rhs.list[i];

    }

    return \*this;

}

template<class T>

T& Array<T>::operator[](int n)

{

    assert(n >= 0 && n < size);

    return list[n];

}

template<class T>

const T& Array<T>::operator[](int n) const

{

    assert(n >= 0 && n < size);

    return list[n];

}

template<class T>

Array<T>::operator T\* ()

{

    return list;

}

template<class T>

Array<T>::operator const T\* () const

{

    return list;

}

template<class T>

int Array<T>::getSize() const

{

    return size;

}

template<class T>

void Array<T>::resize(int sz)

{

    assert(sz >= 0);

    if (sz == size)

        return;

    T\* newList = new T[sz];

    int n = (sz < size) ? sz : size;

    int i;

    for (i = 0; i < n; i++)

        newList[i] = list[i];

    delete[]list;

    list = newList;

    size = sz;

}

**例9-4 Array类的应用**

#include <iostream>

#include <iomanip>

using namespace std;

#include "array.h"

int main(int argc, char\* argv[])

{

    Array<int> b(10);

    int count = 0;

    int n;

    cout << "Enter a value>=2 as upper limit for prime numbers:";

    cin >> n;

    int i, j;

    bool isPrime;

    for (i = 2; i <= n; i++)

    {

        isPrime = true;

        for (j = 0; j < count; j++)

        {

            if (i % b[j] == 0)

            {

                isPrime = false;

                break;

            }

        }

        if (isPrime)

        {

            if (count == b.getSize())

                b.resize(count \* 2);

            b[count++] = i;

        }

    }

    for (i = 0; i < count; i++)

        cout << setw(8) << b[i];

    cout << endl;

    return 0;

}

**例9-5 节点类模板**

// node.h

template<class T>

class Node {

private:

    Node<T>\* next;

public:

    T data;

public:

    Node(const T& data, Node<T>\* next = 0);

    void insertAfter(Node<T>\* p);//在本节点后插入一个节点

    Node<T>\* deleteAfter();//删除本节点的后继节点，并返回其地址

    Node<T>\* nextNode();//返回后继节点的地址

    const Node<T>\* nextNode() const;

};

template<class T>

Node<T>::Node(const T& data, Node<T>\* next)

    :data(data), next(next)

{

}

template<class T>

void Node<T>::insertAfter(Node<T>\* p)

{

    p->next = next;

    next = p;

}

template<class T>

Node<T>\* Node<T>::deleteAfter()

{

    Node<T>\* tempPtr = next;

    if (!next)

        return 0;

    next = tempPtr->next;

    return tempPtr;

}

template<class T>

Node<T>\* Node<T>::nextNode()

{

    return next;

}

template<class T>

const Node<T>\* Node<T>::nextNode() const

{

    return next;

}

**例9-6 链表类模板**

//linkedlist.h

#include <cassert>

#include "Node.h"

template<class T>

class LinkedList {

private:

    Node<T>\* front;     //表头指针

    Node<T>\* rear;      //表尾指针

    Node<T>\* prevPtr;   //前驱指针

    Node<T>\* currPtr;   //当前指针

    int size;           //元素个数

    int position;       //元素序号

    Node<T>\* newNode(const T& item, Node<T>\* ptrNext = nullptr);

    void freeNode(Node<T>\* p);

    void copy(const LinkedList<T>& L);

public:

    LinkedList();

    LinkedList(const LinkedList<T>& L);

    ~LinkedList();

    LinkedList<T>& operator=(const LinkedList<T>& L);

    int getSize();

    bool isEmpty() const;

    void reset(int pos = 0);

    void next();

    bool endOfList() const;

    int currentPosition() const;

    void insertFront(const T& item);//在表头插入节点

    void insertRear(const T& item);//在表尾插入节点

    void insertAt(const T& item);//插入前驱节点

    void insertAfter(const T& item);//插入后继节点

    T deleteFront();//删除头节点

    void deleteCurrent();//删除当前节点

    T& data();//返回当前节点的数据引用

    const T& data() const;

    void clear();//清空链表

};

template<class T>

Node<T>\* LinkedList<T>::newNode(const T& item, Node<T>\* ptrNext)

{

    Node<T>\* p;

    p = new Node<T>(item, ptrNext);

    assert(p);

    return p;

}

template<class T>

void LinkedList<T>::freeNode(Node<T>\* p)

{

    delete p;

}

template<class T>

void LinkedList<T>::copy(const LinkedList<T>& L)

{

    if (L.size == 0)

        return;

    front = rear = newNode(L.front->data);

    for (Node<T>\* srcNode = L.front->nextNode(); srcNode != nullptr; srcNode = srcNode->nextNode()) {

        Node<T>\* p = newNode(srcNode->data);

        rear->insertAfter(p);

        rear = p;

    }

    size = L.size;

    reset(position = L.currentPosition());

}

template<class T>

LinkedList<T>::LinkedList()

    :front(nullptr)

    , rear(nullptr)

    , prevPtr(nullptr)

    , currPtr(nullptr)

    , size(0)

    , position(0)

{

}

template<class T>

LinkedList<T>::LinkedList(const LinkedList<T>& L)

    :front(nullptr)

    , rear(nullptr)

    , prevPtr(nullptr)

    , currPtr(nullptr)

    , size(0)

    , position(0)

{

    copy(L);

}

template<class T>

LinkedList<T>::~LinkedList()

{

    clear();

}

template<class T>

LinkedList<T>& LinkedList<T>::operator=(const LinkedList<T>& L)

{

    clear();

    copy();

    return \*this;

}

template<class T>

int LinkedList<T>::getSize()

{

    return size;

}

template<class T>

bool LinkedList<T>::isEmpty() const

{

    return size == 0;

}

template<class T>

void LinkedList<T>::reset(int pos)

{

    if (pos >= 0 && pos <= size)

    {

        position = 0;

        prevPtr = nullptr;

        currPtr = front;

        while (pos--)

            next();

    }

    else

    {

        position = pos;

        prevPtr = nullptr;

        currPtr = nullptr;

    }

}

template<class T>

void LinkedList<T>::next()

{

    position++;

    prevPtr = currPtr;

    if (currPtr)

        currPtr = currPtr->nextNode();

}

template<class T>

bool LinkedList<T>::endOfList() const

{

    return currPtr == nullptr;

}

template<class T>

int LinkedList<T>::currentPosition() const

{

    return position;

}

template<class T>

void LinkedList<T>::insertFront(const T& item)

{

    front = newNode(item, front);

    if (isEmpty())

        rear = front;

    size++;

    reset(++position);

}

template<class T>

void LinkedList<T>::insertRear(const T& item)

{

    Node<T>\* p = newNode(item);

    if (isEmpty())

    {

        front = rear = p;

    }

    else

    {

        rear->insertAfter(p);

        rear = p;

    }

    size++;

    reset(position);

}

template<class T>

void LinkedList<T>::insertAt(const T& item)

{

    if (currPtr)

    {

        Node<T>\* p = newNode(item, currPtr);

        if (prevPtr)

            prevPtr->insertAfter(p);

        else

        {

            front = prevPtr = p;

        }

        size++;

        reset(++position);

    }

}

template<class T>

void LinkedList<T>::insertAfter(const T& item)

{

    if (currPtr)

    {

        Node<T>\* p = newNode(item, currPtr->nextNode());

        currPtr->insertAfter(p);

        if (rear == currPtr)

            rear = p;

        size++;

    }

}

template<class T>

T LinkedList<T>::deleteFront()

{

    assert(!isEmpty());

    Node<T>\* p = front;

    front = front->nextNode();

    if (--size == 0)

        rear = nullptr;

    reset(--position);

    T item = p->data;

    freeNode(p);

    return item;

}

template<class T>

void LinkedList<T>::deleteCurrent()

{

    if (currPtr)

    {

        if (front == currPtr)

            front = currPtr->nextNode();

        if (rear == currPtr)

            rear = prevPtr;

        if (prevPtr)

            prevPtr->deleteAfter();

        freeNode(currPtr);

        size--;

        reset(position);

    }

}

template<class T>

T& LinkedList<T>::data()

{

    if (!currPtr)

    {

        cerr << "Current node is invalid!" << endl;

        exit(1);

    }

    return currPtr->data;

}

template<class T>

const T& LinkedList<T>::data() const

{

    if (!currPtr)

    {

        cerr << "Current node is invalid!" << endl;

        exit(1);

    }

    return currPtr->data;

}

template<class T>

void LinkedList<T>::clear()

{

    while (isEmpty())

        deleteFront();

}

**例9-7 链表类应用举例**

#include <iostream>

using namespace std;

#include "LinkedList.h"

int main(int argc, char\* argv[])

{

    LinkedList<int> list;

    int i;

    int item;

    cout << "Please enter some integer separated by spaces:";

    for (i = 0; i < 10; i++)

    {

        cin >> item;

        list.insertFront(item);

    }

    cout << "List:";

    list.reset();

    while (!list.endOfList())

    {

        cout << list.data() << " ";

        list.next();

    }

    cout << endl;

    // 输入需要删除的整数

    int key;

    cout << "Please enter some integer needed to be deleted: ";

    cin >> key;

    // 查找并删除节点

    list.reset();

    while (!list.endOfList())

    {

        if (list.data() == key)

            list.deleteCurrent();

        list.next();

    }

    // 输出链表

    cout << "List: ";

    list.reset();

    // 输出各结点数据，直到链表尾

    while (!list.endOfList())

    {

        cout << list.data() << " ";

        list.next();

    }

    cout << endl;

    return 0;

}

**例9-8 栈类模板**

// stack.h

#include <cassert>

template<class T, int SIZE = 50>

class Stack {

private:

    T list[SIZE];

    int top;

public:

    Stack();

    void push(const T& item);

    T pop();

    void clear();

    const T& peek() const;//访问栈顶元素

    bool isEmpty() const;

    bool isFull() const;

};

template<class T, int SIZE>

Stack<T, SIZE>::Stack()

    :top(-1)

{

}

template<class T, int SIZE>

void Stack<T, SIZE>::push(const T& item)

{

    assert(!isFull());

    list[++top] = item;

}

template<class T, int SIZE>

T Stack<T, SIZE>::pop()

{

    assert(!isEmpty());

    return list[top--];

}

template<class T, int SIZE>

void Stack<T, SIZE>::clear()

{

    top = -1;

}

template<class T, int SIZE>

const T& Stack<T, SIZE>::peek() const

{

    assert(!isEmpty());

    return list[top];

}

template<class T, int SIZE>

bool Stack<T, SIZE>::isEmpty() const

{

    return top == -1;

}

template<class T, int SIZE>

bool Stack<T, SIZE>::isFull() const

{

    return top == SIZE - 1;

}

**例9-9 栈的应用。一个简单的整数计算器**

// calculator.h

#include <iostream>

#include <sstream>

#include <cmath>

using namespace std;

#include "stack.h"

class Calculator {

private:

    Stack<double> s;

    void enter(double num);//操作数压栈

    //连续将两个操作数退栈，放在opnd1和opnd2中

    bool getTwoOperands(double& opnd1, double& opnd2);

    void compute(char op);//知行由操作符op指定的运算

public:

    void run();

    void clear();

};

void Calculator::enter(double num)

{

    s.push(num);

}

bool Calculator::getTwoOperands(double& opnd1, double& opnd2)

{

    if (s.isEmpty()) {

        cerr << "Missing operand!" << endl;

        return false;

    }

    opnd1 = s.pop();

    if (s.isEmpty()) {

        cerr << "Missing operand!" << endl;

        return false;

    }

    opnd2 = s.pop();

    return true;

}

void Calculator::compute(char op)

{

    double operand1, operand2;

    bool result = getTwoOperands(operand1, operand2);

    if (result) {

        switch (op) {

        case '+':

            s.push(operand2 + operand1);

            break;

        case '-':

            s.push(operand2 - operand1);

            break;

        case '\*':

            s.push(operand2 \* operand1);

            break;

        case '/':

            if (operand1 == 0) {

                cerr << "Divided by 0!" << endl;

                s.clear();

            }

            else

                s.push(operand2 / operand1);

            break;

        case '^':

            s.push(pow(operand2, operand1));

            break;

        default:

            cerr << "Unrecognized operator!" << endl;

            break;

        }

        cout << "=" << s.peek() << " ";

    }

    else

        s.clear();

}

inline double stringTodouble(const string& str)

{

    istringstream stream(str);

    double result;

    stream >> result;

    return result;

}

void Calculator::run()

{

    string str;

    while (cin >> str, str != "q") {

        switch (str[0]) {

        case 'c':

            s.clear();

            break;

        case '-':

            if (str.size() > 1)

                enter(stringTodouble(str));

            else

                compute(str[0]);

            break;

        case '+':

        case '\*':

        case '/':

        case '^':

            compute(str[0]);

            break;

        default:

            enter(stringTodouble(str));

            break;

        }

    }

}

void Calculator::clear()

{

    s.clear();

}

// 9-9.cpp

#include "Calculator.h"

int main(int argc, char\* argv[])

{

    Calculator c;

    c.run();

    return 0;

}

**例9-10 队列类模板**

#include <cassert>

template<class T, int SIZE = 50>

class Queue

{

private:

int front;

int rear;

int count;

T list[SIZE];

public:

Queue();

void insert(const T& item);

T remove();

void clear();

const T& getFront() const;

int getLength() const;

bool isEmpty() const;

bool isFull() const;

};

template<class T, int SIZE>

Queue<T, SIZE>::Queue()

:front(0), rear(0), conut(0)

{

}

template<class T, int SIZE>

void Queue<T, SIZE>::insert(const T& item)

{

assert(count != SIZE);

count++;

list[rear] = item;

rear = (rear + 1) % SIZE;

}

template<class T, int SIZE>

T Queue<T, SIZE>::remove()

{

assert(count != 0);

int temp = front;

count--;

front = (front + 1) % SIZE;

return list[temp];

}

template<class T, int SIZE>

void Queue<T, SIZE>::clear()

{

count = 0;

front = 0;

rear = 0;

}

template<class T, int SIZE>

const T& Queue<T, SIZE>::getFront() const

{

return list[front];

}

template<class T, int SIZE>

int Queue<T, SIZE>::getLength() const

{

return count;

}

template<class T, int SIZE>

bool Queue<T, SIZE>::isEmpty() const

{

return count == 0;

}

template<class T, int SIZE>

bool Queue<T, SIZE>::isFull() const

{

return count == SIZE;

}

**例9-11 排序与查找算法**

template<class T>

void insertionSort(T a[], int n)

{

int i, j;

T temp;

//将下标为1~n-1的元素逐个插入到已排序序列中适当的位置

for (i = 1; i < n; i++) {

//从a[i-1]开始向a[0]方向扫描各元素，寻找适当位置插入a[i]

j = i;

temp = a[i];

while (j > 0 && temp < a[j - 1]) {

//逐个比较，直到temp>=a[j-1]时，j便是应插入的位置

//若达到j==0，则0是应插入位置

a[j] = a[j - 1];

j--;

}

//插入位置已找到，立即插入

a[j] = temp;

}

}

**例9-12 直接选择排序函数模板**

template<class T>

void mySwap(T& x, T& y)

{

T temp = x;

x = y;

y = temp;

}

template<class T>

void selectionSort(T a[], int n)

{

int i, j;

int leastIndex;

for (i = 0; i < n - 1; i++) {

leastIndex = i;

//在元素a[i+1..a[n-1]中逐个比较，找出最小值

for (j = i + 1; j < n; j++)

if (a[j] < a[leastIndex])//leastIndex始终记录当前找到的最小值的下标

leastIndex = j;

mySwap(a[i], a[leastIndex]);//将这一趟找到的最小元素与a[i]交换

}

}

**例9-13 起泡排序函数模板**

template<class T>

void bubbleSort(T a[], int n)

{

int i, j;

int lastExchangeIndex;

i = n - 1;

while (i > 0) {

lastExchangeIndex = 0;

for (j = 0; j < i; j++)

if (a[j + 1] < a[j]) {

mySwap(a[j], a[j + 1]);

lastExchangeIndex = j;

}

i = lastExchangeIndex;

}

}

**例9-14 顺序查找函数模板**

template<class T>

int seqSearch(const T list[], int n, const T& key)

{

int i;

for (i = 0; i < n; i++)

if (list[i] == key)

return i;

return -1;

}

**例9-15 折半查找函数模板**

template<class T>

int binSearch(const T list[], int n, const T& key)

{

int low = 0;

int high = n - 1;

int mid;

while (low <= high) {

mid = (low + high) / 2;

if (key == list[mid])

return mid;

else if (key < list[mid])

high = mid - 1;

else

low = mid + 1;

}

return -1;

}

## 第10章 泛型程序设计与标准模板库

**例10-1 从标准输入读入几个整数，存入向量容器，用STL输出它们的相反数**

#include <iostream>

#include <vector>

#include <iterator>

#include <algorithm>

#include <functional>

using namespace std;

int main(int argc, char\* argv[])

{

const int N = 5;

vector<int> s(N);

int i;

for (i = 0; i < N; i++)

cin >> s[i];

transform(s.begin(), s.end(), ostream\_iterator<int>(cout, " "), negate<int>());

cout << endl;

return 0;

}

**例10-2 从标准输入读入几个实数，分别将它们的平方输出**

#include <iostream>

#include <iterator>

#include <algorithm>

using namespace std;

int main(int argc, char\* argv[])

{

double square(double x);

transform(istream\_iterator<double>(cin), istream\_iterator<double>(),

ostream\_iterator<double>(cout, "\t"), square);

cout << endl;

return 0;

}

double square(double x)

{

return x \* x;

}

**例10-3 综合迭代器示例（输入结束需按下Ctrl+Z）**

#include <algorithm>

#include <iterator>

#include <vector>

#include <iostream>

using namespace std;

template<class T, class InputIterator, class OutputIterator>

void mySort(InputIterator first, InputIterator last, OutputIterator result)

{

    vector<T> s;

    for (; first != last; ++first)

        s.push\_back(\*first);

    sort(s.begin(), s.end());

    copy(s.begin(), s.end(), result);

}

int main(int argc, char\* argv[])

{

    double b[5] = { 1.2, 2.4, 0.8, 3.3, 3.2 };

    mySort<double>(b, b + 5, ostream\_iterator<double>(cout, " "));

    cout << endl;

    cout<<"Please enter some integers separated by space:";

    mySort<int>(istream\_iterator<int>(cin), istream\_iterator<int>(),

        ostream\_iterator<int>(cout, " "));

    cout << endl;

    return 0;

}

**例10-4 顺序容器的基本操作**

#include <list>

#include <deque>

#include <iterator>

#include <iostream>

using namespace std;

template<class T>

void printContainer(const char\* msg, const T& s)

{

    cout << msg << ": ";

    copy(s.begin(), s.end(), ostream\_iterator<int>(cout, " "));

    cout << endl;

}

int main(int argc, char\* argv[])

{

    deque<int> s;

    int i;

    int x;

    for (i = 0; i < 10; i++) {

        cout<<"Please enter "<<i+1<<"th integer:";

        cin >> x;

        s.push\_front(x);

    }

    printContainer("deque at first", s);

    // 用s容器的内容的逆序构造列表容器l

    list<int> l(s.rbegin(), s.rend());

    printContainer("list at first", l);

    // 将列表容器l的每相邻两个元素顺序颠倒

    list<int>::iterator iter = l.begin();

    int v;

    while (iter != l.end()) {

        v = \*iter;

        iter = l.erase(iter);

        l.insert(++iter, v);

    }

    printContainer("list at last", l);

    // 用列表容器l的内容给s赋值，将s输出

    s.assign(l.begin(), l.end());

    printContainer("deque at last", s);

    return 0;

}

**例10-5 奇偶排序**

#include <vector>

#include <deque>

#include <algorithm>

#include <iterator>

#include<iostream>

using namespace std;

int main()

{

    cout<<"Please enter some integers:";

    istream\_iterator<int>i1(cin), i2; // 建立一对输入流迭代器

    vector<int>s1(i1, i2); // 通过输入流迭代器从标准输入流中输入数据

    sort(s1.begin(), s1.end()); // 将输入的整数排序

    copy(s1.begin(), s1.end(), ostream\_iterator<int>(cout, " "));

    cout<<endl;

    deque<int>s2;

    // 以下循环遍历s1

    for (vector<int>::iterator iter = s1.begin(); iter != s1.end(); ++iter)

    {

        if (\*iter % 2 == 0) // 偶数放到s2尾部

            s2.push\_back(\*iter);

        else

            s2.push\_front(\*iter);

    }

    // 将s2的结果输出

    copy(s2.begin(), s2.end(), ostream\_iterator<int>(cout, " "));

    cout << endl;

    return 0;

}

**例10-6 列表容器的接合(splice)操作**

#include <list>

#include <iterator>

#include <string>

#include<iostream>

using namespace std;

int main()

{

string names1[] = { "Alice","Helen","Lucy","Suan" };

string names2[] = { "Bob","David","Levin","Mike" };

list<string>s1(names1, names1 + 4); // 用names1数组的内容构造列表s1

list<string>s2(names2, names2 + 4); // 用names2数组的内容构造列表s2

// 将s1的第一个元素放到s2的最后

s2.splice(s2.end(), s1, s1.begin());

list<string>::iterator iter1 = s1.begin(); // iter1指向s1首

advance(iter1, 2); // iter1前进2个元素，它将指向s1第3个元素

list<string>::iterator iter2 = s2.begin(); // iter2指向s2首

++iter2; // iter2前进1个元素，它将指向s2第2个元素

list<string>::iterator iter3 = iter2; // 用iter2初始化iter3

advance(iter3, 2); // iter3前进2个元素，它将指向s2第4个元素

// 将[iter2, iter3)范围内的结点接到s1中iter1指向的结点前

s1.splice(iter1, s2, iter2, iter3);

//分别将s1和s2输出

copy(s1.begin(), s1.end(), ostream\_iterator<string>(cout, " "));

cout << endl;

copy(s2.begin(), s2.end(), ostream\_iterator<string>(cout, " "));

cout << endl;

return 0;

}

**例10-7 利用栈反向输出单词**

#include <stack>

#include <string>

#include<iostream>

using namespace std;

int main()

{

stack<char>s;

string str;

cin >> str; // 从键盘输入一个字符串

// 将字符串的每个元素顺序压入栈中

for (string::iterator iter = str.begin(); iter != str.end(); ++iter)

s.push(\*iter);

// 将栈中的元素顺序弹出并输出

while (!s.empty())

{

cout << s.top();

s.pop();

}

cout << endl;

return 0;

}

**例10-8 细胞分裂模拟**

#include<iostream>

#include<queue>

#include<ctime>

#include<cstdlib>

using namespace std;

const int TIME\_MIN = 500;

const int TIME\_MAX = 2000;

class Cell;

priority\_queue<Cell> cellQueue;

class Cell

{

private:

    static int cnt;

    int time;

    int id;

public:

    Cell(int birth)

    :id(cnt++)

    {

        time = birth + (rand() % (TIME\_MAX - TIME\_MIN)) + TIME\_MIN;

    }

    int getID() const

    {

        return id;

    }

    int gettime() const

    {

        return time;

    }

    bool operator<(const Cell& s) const

    {

        return time > s.time;

    }

    void split() const

    {

        Cell s1(time), s2(time);

        cout << time << "s:Cell #" << id << " splits to #" << s1.getID() << " and #" << s2.getID() << endl;

        cellQueue.push(s1);

        cellQueue.push(s2);

    }

};

int Cell::cnt = 0;

int main()

{

    srand(static\_cast<unsigned>(time(0)));

    int t;

    cout<<"Please enter the simlation time: ";

    cin >> t;

    cellQueue.push(Cell(0));

    while (cellQueue.top().gettime() < t)

    {

        cellQueue.top().split();

        cellQueue.pop();

    }

    return 0;

}

**例10-9 输入一串实数，将重复的去掉，取最大和最小者的中值，分别输出小于或等于此中值和大于等于此中值的实数.**

#include <set>

#include <iterator>

#include <utility>//定义了pair

#include<iostream>

using namespace std;

int main()

{

    set<double>s;

    double v;

    while (true)

    {

        cout<<"Please enter a real(0 exit):";

        cin >> v;

        if (v == 0)

            break; // 输入0表示结束

        // 尝试将v插入。如果v已存在，输出提示信息

        pair<set<double>::iterator, bool>r = s.insert(v);

        if (!r.second)

            cout << v << " is duplicated" << endl;

    }

    set<double>::iterator iter1 = s.begin(); // 得到第一个元素的迭代器

    set<double>::iterator iter2 = s.end(); // 得到末尾元素的迭代器

    double medium = (\*iter1 + \*(--iter2)) / 2; // 得到最小和最大元素的中值

    // 输出小于或等于中值的元素

    cout << "<=medium: ";

    copy(s.begin(), s.upper\_bound(medium), ostream\_iterator<double>(cout, " "));

    cout << endl;

    // 输出大于或等于中值的元素

    cout << ">=medium: ";

    copy(s.lower\_bound(medium), s.end(), ostream\_iterator<double>(cout, " "));

    cout << endl;

    return 0;

}

**例10-10 有5门课程，每门都有相应学分，从中选择3门，输出学分总和。**

#include <map>

#include <string>

#include <utility>

#include <iostream>

using namespace std;

int main()

{

    map<string, int>courses;

    // 将课程信息插入courses映射中

    courses.insert(make\_pair("CSAPP", 3));

    courses.insert(make\_pair("C++", 2));

    courses.insert(make\_pair("CSARCH", 4));

    courses.insert(make\_pair("COMPILER", 4));

    courses.insert(make\_pair("OS", 5));

    int n = 3; // 剩下的可选次数

    int sum = 0;  // 学分总和

    string name; // 课程名称

    while (n > 0)

    {

        cout<<"Please the course name:";

        cin >> name;

        map<string, int>::iterator iter = courses.find(name); // 查找课程

        if (iter == courses.end()) // 判断是否找到

            cout << name << " is not available" << endl;

        else

        {

            sum += iter->second; // 累加学分

            courses.erase(iter); // 将刚选过的课程从映射中删除

            n--;

        }

    }

    cout << "Total credit: " << sum << endl;

    return 0;

}

**例10-11 统计一句话中每个字母出现的次数。**

#include <map>

#include <cctype>

#include <iostream>

using namespace std;

int main()

{

    map<char, int>s; // 用来存储字母出现次数的映射

    char c; // 存储输入字符

    do {

        cin >> c;

        if (isalpha(c)) {  // 判断是否字母

            c = tolower(c); // 将字母转换为小写

            s[c]++; // 将该字母的出现频率加1

        }

    } while (c != '.');

    // 输出每个字母出现的次数

    for (map<char, int>::iterator iter = s.begin(); iter != s.end(); ++iter)

        cout << iter->first << " " << iter->second << " ";

    cout << endl;

    return 0;

}

**例10-12 上课时间查询。**

#include <map>

#include <utility>

#include <string>

#include<iostream>

using namespace std;

int main()

{

    multimap<string, string>courses;

    typedef multimap<string, string>::iterator CourseIter;

    // 将课程上课时间插入courses映射中

    courses.insert(make\_pair("C++", "2-6"));

    courses.insert(make\_pair("COMPILER", "3-1"));

    courses.insert(make\_pair("COMPILER", "5-2"));

    courses.insert(make\_pair("OS", "1-2"));

    courses.insert(make\_pair("OS", "4-1"));

    courses.insert(make\_pair("OS", "5-5"));

    // 输入一个课程名，直到找到该课程为止，记下每周上课次数

    string name;

    int count;

    do {

        cout<<"Please the course name:";

        cin >> name;

        count = courses.count(name);

        if (count == 0)

            cout << "Cannot find this courses!" << endl;

    } while (count == 0);

    // 输出每周上课次数和上课时间

    cout << count << " lesson(s) per week: ";

    pair<CourseIter, CourseIter>range = courses.equal\_range(name);

    for (CourseIter iter = range.first; iter != range.second; ++iter)

        cout << iter->second << " ";

    cout << endl;

    return 0;

}

**例10-13 利用普通函数来定义函数对象。**

#include <numeric>

#include <iostream>

using namespace std;

int mult(int x, int y);

int main()

{

int a[] = { 1,2,3,4,5 };

const int N = sizeof(a) / sizeof(int);

// 将普通函数mult传递给通用算法

cout << "The result by multipling all elements in a is "

<< accumulate(a, a + N, 1, mult) << endl;

return 0;

}

int mult(int x, int y)

{

return x \* y;

}

**例10-14 利用类来定义函数对象。**

#include <numeric>

#include <iostream>

using namespace std;

class MultClass

{

public:

int operator() (int x, int y) const

{

return x \* y;

}

};

int main()

{

int a[] = { 1,2,3,4,5 };

const int N = sizeof(a) / sizeof(int);

// 将类MultClass传递给通用算法

cout << "The result by multipling all elements in a is "

<< accumulate(a, a + N, 1, MultClass()) << endl;

return 0;

}

**例10-15 利用STL标准函数对象**

#include<numeric>

#include<functional> // 标准函数对象头文件

#include<iostream>

using namespace std;

int main()

{

int a[] = { 1,2,3,4,5 };

const int N = sizeof(a) / sizeof(int);

// 将类MultClass传递给通用算法

cout << "The result by multipling all elements in a is "

<< accumulate(a, a + N, 1, multiplies<int>()) << endl;

return 0;

}

**例10-16 利用STL中的二元谓词函数对象**

#include<numeric>

#include<vector>

#include<iterator>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

int main()

{

    int intArr[] = { 30,90,10,40,70,50,20,80 };

    const int N = sizeof(intArr) / sizeof(int);

    vector<int>a(intArr, intArr + N);

    cout << "before sorting: " << endl;

    copy(a.begin(), a.end(), ostream\_iterator<int>(cout, "\t"));

    cout << endl;

    sort(a.begin(), a.end(), greater<int>());

    cout << "after sorting:" << endl;

    copy(a.begin(), a.end(), ostream\_iterator<int>(cout, "\t"));

    cout << endl;

    return 0;

}

**例10-17 bind2dn产生binder2nd函数适配器实例。**

#include<vector>

#include<iterator>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

int main()

{

int intArr[] = { 30,90,10,40,70,50,20,80 };

const int N = sizeof(intArr) / sizeof(int);

vector<int>a(intArr, intArr + N);

vector<int>::iterator p = find\_if(a.begin(), a.end(), bind2nd(greater<int>(), 40));

if (p == a.end())

cout << "no element greater than 40" << endl;

else

cout << "first element greater than 40 is:" << \*p << endl;

return 0;

}

**例10-18 ptr\_fun，not1和not2产生函数适配器实例。**

#include<vector>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

bool g(int x, int y)

{

return x > y;

}

int main()

{

int intArr[] = { 30,90,10,40,70,50,20,80 };

const int N = sizeof(intArr) / sizeof(int);

vector<int>a(intArr, intArr + N);

vector<int>::iterator p;

p = find\_if(a.begin(), a.end(), bind2nd(ptr\_fun(g), 40));

if (p == a.end())

cout << "no element greater than 40" << endl;

else

cout << "first element greater than 40 is: " << \*p << endl;

p = find\_if(a.begin(), a.end(), not1(bind2nd(greater<int>(), 15)));

if (p == a.end())

cout << "no element is not greater than 15" << endl;

else

cout << "first element that is not greater 15 is: " << \*p << endl;

p = find\_if(a.begin(), a.end(), bind2nd(not2(greater<int>()), 15));

if(p==a.end())

cout << "no element is not greater than 15" << endl;

else

cout << "first element that is not greater 15 is: " << \*p << endl;

return 0;

}

**例10-19 成员函数适配器实例。**

#include<vector>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

struct Car {

int id;

Car(int id) { this->id = id; }

void display() const { cout << "Car " << id << endl; }

};

int main()

{

vector<Car\*>pcars;

vector<Car>cars;

int i;

for (i = 0; i < 5; i++)

pcars.push\_back(new Car(i));

for (i = 5; i < 10; i++)

cars.push\_back(Car(i));

cout << "elements in pcars: " << endl;

for\_each(pcars.begin(), pcars.end(), mem\_fun(&Car::display));

cout << endl;

cout << "elements in cars: " << endl;

for\_each(cars.begin(), cars.end(), mem\_fun\_ref(&Car::display));

cout << endl;

for (size\_t i = 0; i < pcars.size(); ++i)

delete pcars[i];

return 0;

}

**例10-20 不可变序列算法应用实例。**

#include<vector>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

int main()

{

int iarray[] = { 0,1,2,3,4,5,6,6,6,7,8 };

vector<int> ivector(iarray, iarray + sizeof(iarray) / sizeof(int));

int iarray1[] = { 6,6 };

vector<int> ivector1(iarray1, iarray1 + sizeof(iarray1) / sizeof(int));

int iarray2[] = { 5,6 };

vector<int> ivector2(iarray2, iarray2 + sizeof(iarray2) / sizeof(int));

int iarray3[] = { 0,1,2,3,4,5,7,7,7,9,7 };

vector<int> ivector3(iarray3, iarray3 + sizeof(iarray3) / sizeof(int));

// 找出ivector之中相邻元素值相等的第一个元素

cout << \*adjacent\_find(ivector.begin(), ivector.end()) << endl;

// 找出ivector之中小于7的元素的个数

cout << count\_if(ivector.begin(), ivector.end(), bind2nd(less<int>(), 7))<<endl;

// 找出ivector之中大于2的第一个元素所在位置的元素

cout << \*find\_if(ivector.begin(), ivector.end(), bind2nd(greater<int>(), 2))<<endl;

// 子序列ivector2在ivector中出现的起点位置元素

cout << \*search(ivector.begin(), ivector.end(), ivector2.begin(), ivector2.end()) << endl;

// 查找连续出现3个6的起点位置元素

cout << \*search\_n(ivector.begin(), ivector.end(), 3, 6, equal\_to<int>()) << endl;

// 判断两个区间ivector和ivector3相等否(0为假，1为真)

cout << equal(ivector.begin(), ivector.end(), ivector3.begin()) << endl;

// 查找区间ivector3在ivector中不匹配点的位置

pair<vector<int>::iterator, vector<int>::iterator> result =

mismatch(ivector.begin(), ivector.end(), ivector3.begin());

cout << result.first - ivector.begin() << endl;

return 0;

}

**例10-21 以可变序列算法对数据序列进行复制、生成、删除、替换、倒序、旋转等可变性操作。**

#include<vector>

#include<iterator>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

class evenByTwo {

private:

int x;

public:

evenByTwo() :x(0) {}

int operator()() { return x += 2; }

};

int main()

{

int iarray1[] = { 0,1,2,3,4,4,5,5,6,6,6,6,6,7,8 };

int iarray2[] = { 0,1,2,3,4,5,6,6,6,7,8 };

vector<int> ivector1(iarray1, iarray1 + sizeof(iarray1) / sizeof(int));

vector<int> ivector2(iarray2, iarray2 + sizeof(iarray2) / sizeof(int));

vector<int> ivector3(2);

ostream\_iterator<int> output(cout, " "); // 定义输出流迭代器用于输出数据

// 迭代遍历ivector3区间，每个元素填上-1

fill(ivector3.begin(), ivector3.end(), -1);

copy(ivector3.begin(), ivector3.end(), output); // 使用copy进行输出

cout << endl;

// 迭代遍历ivector3区间，对每一个元素进行evenByTwo操作

generate(ivector3.begin(), ivector3.end(), evenByTwo());

copy(ivector3.begin(), ivector3.end(), output);

cout << endl;

// 将删除元素6后的ivector2序列置于另一个容器ivector4之中

vector<int> ivector4;

remove\_copy(ivector2.begin(), ivector2.end(), back\_inserter(ivector4), 6);

copy(ivector4.begin(), ivector4.end(), output);

cout << endl;

// 删除小于6的元素

ivector2.erase(remove\_if(ivector2.begin(), ivector2.end(), bind2nd(less<int>(), 6)), ivector2.end());

copy(ivector2.begin(), ivector2.end(), output);

cout << endl;

// 将所有的元素值6，改为元素值3

replace(ivector2.begin(), ivector2.end(), 6, 3);

copy(ivector2.begin(), ivector2.end(), output);

cout << endl;

// 逆向重排每一个元素

reverse(ivector2.begin(), ivector2.end());

copy(ivector2.begin(), ivector2.end(), output);

cout << endl;

// 将[ivector2.begin(), ivector2.begin()+3)

// 和[ivector2.begin()+3, ivector2.end())

// 两个区间的元素互换结果直接输出

rotate\_copy(ivector2.begin(), ivector2.begin() + 3, ivector2.end(), output);

cout << endl;

return 0;

}

**例10-22 排序与搜索算法示例。**

#include<vector>

#include<iterator>

#include<functional>

#include<algorithm>

#include<iostream>

using namespace std;

int main()

{

int iarray[] = { 26,17,15,22,23,33,32,40 };

vector<int> ivector(iarray, iarray + sizeof(iarray) / sizeof(int));

// 查找并输出第一个最大值元素及其位置

vector<int>::iterator p = max\_element(ivector.begin(), ivector.end());

int n = p - ivector.begin();

cout << "max element: " << \*p << " found at " << n << endl;

// 局部排序并复制到别处

vector<int> ivector1(5);

partial\_sort\_copy(ivector.begin(), ivector.end(), ivector1.begin(), ivector1.end());

copy(ivector1.begin(),ivector1.end(),ostream\_iterator<int>(cout," "));

cout << endl;

// 排序，默认为递增

sort(ivector.begin(), ivector.end());

copy(ivector.begin(), ivector.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

// 返回小于等于24和大于等于24的元素的位置

cout << \*lower\_bound(ivector.begin(), ivector.end(), 24) << endl;

cout << \*upper\_bound(ivector.begin(), ivector.end(), 24) << endl;

// 对于有序区间，可以用二分查找方法寻找某个元素

cout << binary\_search(ivector.begin(), ivector.end(), 33) << endl;

// 合并两个序列ivector和ivector1，并将结果放到ivector2中

vector<int> ivector2(13);

merge(ivector.begin(), ivector.end(), ivector1.begin(), ivector1.end(), ivector2.begin());

copy(ivector2.begin(), ivector2.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

// 将小于\*(ivector.begin()+5)的元素放置在该元素之左

// 其余置于该元素之右。不保证维持原有的相对位置

nth\_element(ivector2.begin(), ivector2.begin() + 5, ivector2.end());

copy(ivector2.begin(), ivector2.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

// 排序，并保持原来相对位置

stable\_sort(ivector2.begin(), ivector2.end());

copy(ivector2.begin(), ivector2.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

// 合并两个有序序列，然后将结果保存到原区间内

int iarray3[] = { 1,3,5,7,2,4,6,8 };

vector<int> ivector3(iarray3, iarray3 + sizeof(iarray3) / sizeof(int));

inplace\_merge(ivector3.begin(), ivector3.begin() + 4, ivector3.end());

copy(ivector3.begin(), ivector3.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

// 以字典顺序比较序列ivector3和ivector4

int iarray4[] = { 1,3,5,7,1,5,9,3 };

vector<int> ivector4(iarray4, iarray4 + sizeof(iarray4) / sizeof(int));

cout << lexicographical\_compare(ivector3.begin(), ivector3.end(), ivector4.begin(), ivector4.end());

cout << endl;

return 0;

}

**例10-23 数值算法示例。**

#include<iostream>

#include<numeric>

#include<vector>

#include<iterator>

using namespace std;

int main()

{

    int iarray[] = { 1, 2, 3, 4, 5 };

    vector<int> ivector(iarray, iarray + sizeof(iarray) / sizeof(int));

    //元素的累计

    cout<<accumulate(ivector.begin(), ivector.end(), 0)<<endl;

    //向量的内积

    cout<<inner\_product(ivector.begin(), ivector.end(), ivector.begin(), 10)<<endl;

    //向量容器中元素局部求和

    partial\_sum(ivector.begin(), ivector.end(), ostream\_iterator<int>(cout," "));

    cout<<endl;

    //向量容器中相邻元素的差值

    adjacent\_difference(ivector.begin(), ivector.end(), ostream\_iterator<int>(cout, " "));

    cout<<endl;

    return 0;

}

## 第11章 流类库与输入输出

**例11-1 使用width函数控制输出宽度**

#include<iostream>

using namespace std;

int main()

{

    double values[] = {1.23, 3.36, 63.7, 4538.24};

    for(int i = 0; i<4; i++){

        cout.width(10);

        cout<<values[i]<<endl;

    }

    return 0;

}

**例11-2 使用setw操作符指定宽度**

#include<iostream>

#include<iomanip>

#include<string>

using namespace std;

int main()

{

    double values[] = {1.23, 3.36, 63.7, 4538.24};

    string names[] = {"Zoot", "Jimmy", "Al", "Stan"};

    for(int i=0; i<4; i++)

        cout<<setw(6)<<names[i]<<setw(10)<<values[i]<<endl;

    return 0;

}

**例11-3 设置对齐方式**

#include<iostream>

#include<iomanip>

using namespace std;

int main()

{

    double values[] = {1.23, 3.36, 63.7, 4538.24};

    string names[] = {"Zoot", "Jimmy", "Al", "Stan"};

    for(int i=0; i<4; i++)

        cout<<setiosflags(ios\_base::left)<<setw(6)<<names[i]

            <<resetiosflags(ios\_base::left)<<setw(10)<<values[i]<<endl;

    return 0;

}

**例11-4 控制输出精度**

#include<iomanip>

#include<iostream>

#include<string>

using namespace std;

int main()

{

    double values[] = {1.23, 3.36, 63.7, 4538.24};

    string names[] = {"Zoot", "Jimmy", "Al", "Stan"};

    for(int i=0; i<4; i++)

        cout<<setiosflags(ios\_base::left)

            <<setw(6)<<names[i]

            <<resetiosflags(ios\_base::left)

            <<setw(10)<<setprecision(1)<<values[i]<<endl;

    return 0;

}

**例11-5 向文件输出**

#include<fstream>

using namespace std;

struct Date{

    int mondy, day, year;

};

int main()

{

    Date dt = {6, 10, 92};

    ofstream file("date.dat", ios\_base::binary);

    file.write(reinterpret\_cast<char\*>(&dt), sizeof(dt));

    file.close();

    return 0;

}

**例11-6 用ostringstream将数值转换为字符串**

#include<iostream>

#include<sstream>

#include<string>

using namespace std;

template<class T>

inline string toString(const T &v){

    ostringstream os;//创建字符串输出流

    os<<v;          //将变量v的值写入字符串流

    return os.str();//返回输出流生成的字符串

}

int main()

{

    string str1 = toString(5);

    cout<<str1<<endl;

    string str2 = toString(1.2);

    cout<<str2<<endl;

    return 0;

}

**例11-7 get函数应用举例**

#include<iostream>

using namespace std;

int main()

{

    char ch;

    while ((ch=cin.get())!=EOF)

        cout.put(ch);

    return 0;

}

**例11-8 为输入流指定一个终止字符**

#include<iostream>

#include<string>

using namespace std;

int main()

{

    string line;

    cout<<"Type a line terminated by 't' "<<endl;

    getline(cin, line, 't');

    cout<<line<<endl;

    return 0;

}

**例11-9 从一个payroll文件读一个二进制记录到一个结构中**

#include<iostream>

#include<fstream>

#include<cstring>

using namespace std;

struct SalaryInfo

{

    unsigned id;

    double salary;

};

int main()

{

    SalaryInfo employee1 = {600001, 8000};

    ofstream os("payroll", ios\_base::out|ios\_base::binary);

    os.write(reinterpret\_cast<char\*>(&employee1), sizeof(employee1));

    os.close();

    ifstream is("payroll", ios\_base::in|ios\_base::binary);

    if(is){

        SalaryInfo employee2;

        is.read(reinterpret\_cast<char\*>(&employee2), sizeof(employee2));

        cout<<employee2.id<<" "<<employee2.salary<<endl;

    }

    else{

        cout<<"ERROR: Cannot open file 'payroll'."<<endl;

    }

    is.close();

    return 0;

}

**例11-10 用seekg函数设置位置指针**

#include<iostream>

#include<fstream>

using namespace std;

int main()

{

    int values[] = {3, 7, 0, 5, 4};

    ofstream os("integers", ios\_base::out|ios\_base::binary);

    os.write(reinterpret\_cast<char\*>(values), sizeof(values));

    os.close();

    ifstream is("integers", ios\_base::in|ios\_base::binary);

    if(is){

        is.seekg(3\*sizeof(int));

        int v;

        is.read(reinterpret\_cast<char\*>(&v), sizeof(int));

        cout<<"The 4th integers in the file 'integers' is "<<v<<endl;

    }

    else{

        cout<<"ERROR: Cannot open file 'integers'."<<endl;

    }

    return 0;

}

**例11-11 读一个文件并显示出其中0元素的位置**

#include<iostream>

#include<fstream>

using namespace std;

int main()

{

    ifstream file("integers", ios\_base::in|ios\_base::binary);

    int v;

    if(file){

        while (file)

        {

            streampos here = file.tellg();

            file.read(reinterpret\_cast<char\*>(&v), sizeof(int));

            if(file && v == 0)

                cout<<"Position "<<here<<" is 0"<<endl;

        }

    }

    else{

        cout<<"ERROR: Cannot open file 'integers'."<<endl;

    }

    file.close();

    return 0;

}

**例11-12 用ostringstream将字符串转换为数值**

#include<iostream>

#include<sstream>

#include<string>

using namespace std;

template<class T>

inline T fromString(const string &str)

{

    istringstream is(str);

    T v;

    is>>v;

    return v;

}

int main()

{

    int v1 = fromString<int>("5");

    cout<<v1<<endl;

    double v2 = fromString<double>("1.2");

    cout<<v2;

    return 0;

}

## 第12章 异常处理

**例12-1 处理除零异常**

#include<iostream>

using namespace std;

int divide(int x, int y)

{

    if(y==0)

        throw x;

    return x/y;

}

int main()

{

    try{

        cout<<"5/2="<<divide(5,2)<<endl;

        cout<<"8/0="<<divide(8,0)<<endl;

        cout<<"7/1="<<divide(7,1)<<endl;

    }

    catch(int e){

        cout<<e<<" is divideed by zero!"<<endl;

    }

    cout<<"That is ok!"<<endl;

    return 0;

}

**例12-2 使用带析构语义类的C++异常处理**

#include<iostream>

#include<string>

using namespace std;

class MyException

{

private:

    string message;

public:

    MyException(const string &message)

    : message(message)

    {

    }

    ~MyException()

    {

    }

    const string &getMessage() const

    {

        return message;

    }

};

class Demo

{

public:

    Demo()

    {

        cout<<"Constructor of Demo"<<endl;

    }

    ~Demo()

    {

        cout<<"Destructor of Demo"<<endl;

    }

};

void func()

{

    Demo d;

    cout<<"Throw MyException in func()"<<endl;

    throw MyException("exception thrown by func()");

}

int main()

{

    cout<<"In main function"<<endl;

    try{

        func();

    }

    catch(MyException& e){

        cout<<"Caught an excepton: "<<e.getMessage()<<endl;

    }

    cout<<"Resume the execution of main()"<<endl;

    return 0;

}

**例12-3 三角形面积计算**

#include<iostream>

#include<cmath>

#include<stdexcept>

using namespace std;

//输出三角形三边长，计算三角形面积

double area(double a, double b, double c) //throw (invalid\_argument)

{

    //判断三角形边长是否为正

    if(a<=0 || b<=0 || c<=0)

        throw invalid\_argument("the side length should be positive");

    //判断三边长是否满足三角不等式

    if(a+b<=c || b+c<=a || c+a<=b)

        throw invalid\_argument("the side length should fit the triangle inequation");

    //由Heron公式计算三角形面积

    double s = (a+b+c)/2;

    return sqrt(s\*(s-a)\*(s-b)\*(s-c));

}

int main()

{

    double a, b, c;

    cout<<"Please input the side lengths of a triangle:";

    cin>>a>>b>>c;

    try{

        double s=area(a, b, c);

        cout<<"Area: "<<s<<endl;

    }

    catch (exception &e){

        cout<<"Error: "<<e.what()<<endl;

    }

    return 0;

}