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ЗВІТ

**Варіант 7**

**Мета:** Розробити та впровадити сервіс аутентифікації (Auth сервіс) для забезпечення безпечного доступу користувачів до системи. Реалізувати функціонал генерації та верифікації JWT токенів, repository layer, service layer та transport layer з rest та grpc для коректної взаємодії з іншими мікросервісами.

**ХІД РОБОТИ**

**Завдання №1.** Підготовка проекту

Ініціалізація Go-проекту за допомогою go mod init.

Налаштування структури проекту за шаблоном cmd, internal, pkg, розділення на відповідні папки для Auth сервісу.
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Рисунок 1 — Структура проекту
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Рисунок 2 — Структура папки cmd
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Рисунок 3 — Структура папки internal
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Рисунок 4 — Структура папки pkg

Додавання необхідних залежностей для роботи з базою даних, аутентифікації та транспортування даних через REST і gRPC (наприклад, github.com/golang-jwt/jwt, gorm.io/gorm, та інші).

**Завдання №2.** Реалізація repository layer

Створення моделей структур ActivationToken, RefreshToken, User
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Рисунок 5 — Моделі структур ActivationToken, RefreshToken, User

Код env.go для парсингу env:

|  |
| --- |
| package model  import (  "github.com/joho/godotenv"  "log"  "os"  "strconv" )  type Env struct {  DB string  DiscoveryAddr string  ExternalRestPort int  ExternalGrpcPort int  HashSalt string  JWTSecret string  JWTRefreshSecret string }  const (  *envDB* = "DB"  *envDiscoveryAddr* = "DISCOVERY\_ADDR"  *envExternalRestPort* = "EXTERNAL\_REST\_PORT"  *envExternalGrpcPort* = "EXTERNAL\_GRPC\_PORT"  *envHashSalt* = "HASH\_SALT"  *envJWTSecret* = "JWT\_SECRET"  *envJWTRefreshSecret* = "JWT\_REFRESH" )  func ParseEnv() (\*Env, error) {  var err error  err = godotenv.Load()  if err != nil {  log.Printf("Error loading .env file, proceeding without it: %v", err)  }   restPort, err := strconv.Atoi(os.Getenv(*envExternalRestPort*))  if err != nil {  return nil, err  }   grpcPort, err := strconv.Atoi(os.Getenv(*envExternalGrpcPort*))  if err != nil {  return nil, err  }   return &Env{  DB: os.Getenv(*envDB*),  DiscoveryAddr: os.Getenv(*envDiscoveryAddr*),  ExternalRestPort: restPort,  ExternalGrpcPort: grpcPort,  HashSalt: os.Getenv(*envHashSalt*),  JWTSecret: os.Getenv(*envJWTSecret*),  JWTRefreshSecret: os.Getenv(*envJWTRefreshSecret*),  }, nil } |

Створення repository layer для взаємодії з базою даних (MySQL).
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Рисунок 6 — Структура папки repository

Код user.go:

|  |
| --- |
| package mysql  import (  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "gorm.io/gorm" )  type UserStorage struct {  db \*gorm.DB }  func NewUserStorage(db \*gorm.DB) \*UserStorage {  return &UserStorage{  db: db,  } }  func (us \*UserStorage) ExistsByLogin(login string) (bool, error) {  exists, err := us.ExistsByEmail(login)  if err != nil {  return false, err  }  if exists {  return true, nil  }   exists, err = us.ExistsByUsername(login)  if err != nil {  return false, err  }  return exists, nil }  func (us \*UserStorage) ExistsByEmail(email string) (bool, error) {  var count int64  err := us.db.Model(&model.User{}).Where("email = ?", email).Count(&count).Error  if err != nil {  return false, ErrDatabase  }  return count > 0, nil }  func (us \*UserStorage) ExistsByUsername(username string) (bool, error) {  var count int64  err := us.db.Model(&model.User{}).Where("username = ?", username).Count(&count).Error  if err != nil {  return false, ErrDatabase  }  return count > 0, nil }  func (us \*UserStorage) FindByLogin(login string) (\*model.User, error) {  user, err := us.FindByEmail(login)  if err == nil {  return user, nil  }   user, err = us.FindByUsername(login)  if err == nil {  return user, nil  }   return nil, err }  func (us \*UserStorage) Find(id uint) (\*model.User, error) {  user := &model.User{}  if err := us.db.Where("id = ?", id).First(user).Error; err != nil {  return nil, ErrUserNotFound  }  return user, nil }  func (us \*UserStorage) FindByUsername(username string) (\*model.User, error) {  user := &model.User{}  if err := us.db.Where("username = ?", username).First(user).Error; err != nil {  return nil, ErrUserNotFound  }  return user, nil }  func (us \*UserStorage) FindByEmail(email string) (\*model.User, error) {  user := &model.User{}  if err := us.db.Where("email = ?", email).First(user).Error; err != nil {  return nil, ErrUserNotFound  }  return user, nil }  func (us \*UserStorage) Add(user \*model.User) error {  if err := us.db.Create(user).Error; err != nil {  return ErrUserCreate  }  return nil }  func (us \*UserStorage) Save(user \*model.User) error {  if err := us.db.Save(user).Error; err != nil {  return ErrUserSave  }  return nil }  func (us \*UserStorage) Delete(user \*model.User) error {  if err := us.db.Delete(user).Error; err != nil {  return ErrUserDelete  }  return nil } |

Код activationToken.go:

|  |
| --- |
| package mysql  import (  "errors"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "gorm.io/gorm" )  type ActivationTokenStorage struct {  db \*gorm.DB }  func NewActivationTokenStorage(db \*gorm.DB) \*ActivationTokenStorage {  return &ActivationTokenStorage{  db: db,  } }  func (ats \*ActivationTokenStorage) Set(userID uint, activationToken string) error {  var existingToken model.ActivationToken  err := ats.db.Where("user\_id = ?", userID).First(&existingToken).Error  if err != nil && !errors.Is(err, gorm.ErrRecordNotFound) {  return ErrActivationTokenSet  }   if errors.Is(err, gorm.ErrRecordNotFound) {  newToken := model.ActivationToken{  UserID: userID,  Token: activationToken,  }   if err := ats.db.Create(&newToken).Error; err != nil {  return ErrActivationTokenCreate  }  return nil  }   existingToken.Token = activationToken  if err := ats.db.Save(&existingToken).Error; err != nil {  return ErrActivationTokenSave  }  return nil }  func (ats \*ActivationTokenStorage) Get(userID uint) (\*model.ActivationToken, error) {  existingToken := &model.ActivationToken{}  err := ats.db.Where("user\_id = ?", userID).First(existingToken).Error  if err != nil {  return nil, err  }  return existingToken, nil }  func (ats \*ActivationTokenStorage) GetByToken(activationToken string) (\*model.ActivationToken, error) {  existingToken := &model.ActivationToken{}  err := ats.db.Where("token = ?", activationToken).First(existingToken).Error  if err != nil {  return nil, ErrActivationTokenNotFound  }  return existingToken, nil }  func (ats \*ActivationTokenStorage) Delete(userID uint) error {  err := ats.db.Where("user\_id = ?", userID).Delete(&model.ActivationToken{}).Error  if err != nil {  return ErrActivationTokenNotFound  }  return nil } |

Код refreshToken.go:

|  |
| --- |
| package mysql  import (  "errors"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "gorm.io/gorm" )  type (  RefreshTokenStorage struct {  db \*gorm.DB  } )  func NewRefreshTokenStorage(db \*gorm.DB) \*RefreshTokenStorage {  return &RefreshTokenStorage{  db: db,  } }  func (us \*RefreshTokenStorage) Set(userID uint, refreshToken string) error {  var existingToken model.RefreshToken  err := us.db.Where("user\_id = ?", userID).First(&existingToken).Error  if err != nil && !errors.Is(err, gorm.ErrRecordNotFound) {  return ErrRefreshTokenSet  }   if errors.Is(err, gorm.ErrRecordNotFound) {  newToken := model.RefreshToken{  UserID: userID,  Token: refreshToken,  }   if err := us.db.Create(&newToken).Error; err != nil {  return ErrRefreshTokenCreate  }  return nil  }   existingToken.Token = refreshToken  if err := us.db.Save(&existingToken).Error; err != nil {  return ErrRefreshTokenSave  }  return nil }  func (us \*RefreshTokenStorage) Get(userID uint) (string, error) {  existingToken := &model.RefreshToken{}  err := us.db.Where("user\_id = ?", userID).First(existingToken).Error  if err != nil {  return "", ErrRefreshTokenNotFound  }  return existingToken.Token, nil } |

Код errors.go:

|  |
| --- |
| package mysql  import (  "errors" )  var (  ErrDatabase = errors.New("database error")  ErrBDConnect = errors.New("error connecting to the database")  ErrBDPing = errors.New("error pinging the database")   ErrActivationTokenSet = errors.New("error setting activation token")  ErrActivationTokenCreate = errors.New("error creating activation token")  ErrActivationTokenSave = errors.New("error saving activation token")  ErrActivationTokenNotFound = errors.New("activation token not found")   ErrRefreshTokenSet = errors.New("error setting refresh token")  ErrRefreshTokenCreate = errors.New("error creating refresh token")  ErrRefreshTokenSave = errors.New("error saving refresh token")  ErrRefreshTokenNotFound = errors.New("refresh token not found")   ErrUserNotFound = errors.New("user not found")  ErrUserExists = errors.New("user already exists")  ErrUserCreate = errors.New("error creating user")  ErrUserSave = errors.New("error saving user")  ErrUserDelete = errors.New("error deleting user") ) |

Код storage.go:

|  |
| --- |
| package mysql  import (  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "gorm.io/driver/mysql"  "gorm.io/gorm"  "gorm.io/gorm/logger"  "log" )  type Storage struct {  User \*UserStorage  RefreshToken \*RefreshTokenStorage  ActivationToken \*ActivationTokenStorage }  func New(dsn string) (\*Storage, error) {  log.Println("Connecting mysql...")  db, err := gorm.Open(mysql.Open(dsn), &gorm.Config{  Logger: logger.Default.LogMode(logger.*Silent*),  })  if err != nil {  return nil, err  }  log.Println("Connected mysql")   log.Println("Starting AutoMigrating...")  if err := db.AutoMigrate(&model.User{}, &model.ActivationToken{}, &model.RefreshToken{}); err != nil {  return nil, err  }  log.Println("AutoMigrating completed")   return &Storage{  User: NewUserStorage(db),  RefreshToken: NewRefreshTokenStorage(db),  ActivationToken: NewActivationTokenStorage(db),  }, nil } |

**Завдання №3.** Реалізація service layer

Реалізація функції генерації JWT токену після успішної аутентифікації користувача, налаштування секретного ключа та часу дії токену.

Код pkg/jwt/manager.go:

|  |
| --- |
| package jwt  import (  "github.com/golang-jwt/jwt/v4"  "time" )  type (  Config struct {  TokenDuration time.Duration  RefreshDuration time.Duration  }   Manager struct {  secretKey string  tokenDuration time.Duration  refreshSecretKey string  refreshDuration time.Duration  } )  func NewManager(cfg Config, secret, refreshSecret string) \*Manager {  return &Manager{  secretKey: secret,  tokenDuration: cfg.TokenDuration,  refreshSecretKey: refreshSecret,  refreshDuration: cfg.RefreshDuration,  } }  type UserClaims struct {  jwt.RegisteredClaims  UserID uint `json:"user\_id"` }  func (manager \*Manager) Generate(userID uint) (accessToken string, refreshToken string, err error) {  // Generate access token  accessToken, err = manager.generateToken(userID, manager.secretKey, manager.tokenDuration)  if err != nil {  return "", "", ErrGenerateAccessToken  }   // Generate refresh token  refreshToken, err = manager.generateToken(userID, manager.refreshSecretKey, manager.refreshDuration)  if err != nil {  return "", "", ErrGenerateRefreshToken  }   return accessToken, refreshToken, nil }  func (manager \*Manager) generateToken(userID uint, secretKey string, duration time.Duration) (string, error) {  claims := &UserClaims{  RegisteredClaims: jwt.RegisteredClaims{  ExpiresAt: jwt.NewNumericDate(time.Now().Add(duration)),  },  UserID: userID,  }   token := jwt.NewWithClaims(jwt.SigningMethodHS256, claims)  return token.SignedString([]byte(secretKey)) }  func (manager \*Manager) Verify(accessToken string) (userID uint, err error) {  return manager.verifyToken(accessToken, manager.secretKey) }  func (manager \*Manager) VerifyRefreshToken(refreshToken string) (userID uint, err error) {  return manager.verifyToken(refreshToken, manager.refreshSecretKey) }  func (manager \*Manager) verifyToken(tokenString, secretKey string) (userID uint, err error) {  token, err := jwt.ParseWithClaims(  tokenString,  &UserClaims{},  func(token \*jwt.Token) (interface{}, error) {  if \_, ok := token.Method.(\*jwt.SigningMethodHMAC); !ok {  return nil, ErrUnexpectedSigningMethod  }  return []byte(secretKey), nil  },  )  if err != nil {  return 0, err  }   claims, ok := token.Claims.(\*UserClaims)  if !ok || !token.Valid {  return 0, ErrInvalidToken  }   return claims.UserID, nil } |

Реалізація логіки хешування паролів перед зберіганням у базі даних.

Код pkg/hash/hash.go:

|  |
| --- |
| package hash  import (  "crypto/sha1"  "encoding/hex" )  type (  SHA1Hasher struct {  salt string  } )  func NewSHA1Hasher(salt string) \*SHA1Hasher {  return &SHA1Hasher{  salt: salt,  } }  func (h \*SHA1Hasher) Hash(password string) string {  hash := sha1.New()  hash.Write([]byte(password))   return hex.EncodeToString(hash.Sum([]byte(h.salt))) }  func (h \*SHA1Hasher) Verify(hash string, password string) bool {  return h.Hash(password) == hash } |

Реалізація service layer з використанням repository layer та пакетів з pkg в стилі dependency injection.

![](data:image/png;base64,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)

Рисунок 7 — Структура папки service

Код activationToken.go:

|  |
| --- |
| package service  import (  "crypto/rand"  "encoding/hex"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model" )  type (  ActivationTokenStorage interface {  Set(userID uint, activationToken string) error  Get(userID uint) (\*model.ActivationToken, error)  GetByToken(activationToken string) (\*model.ActivationToken, error)  Delete(userID uint) error  } )  type ActivationTokenService struct {  storage ActivationTokenStorage }  func NewActivationTokenService(storage ActivationTokenStorage) \*ActivationTokenService {  return &ActivationTokenService{  storage: storage,  } }  func (ts \*ActivationTokenService) Generate(userID uint) (string, error) {  // generate activation token  tokenBytes := make([]byte, 32)  if \_, err := rand.Read(tokenBytes); err != nil {  return "", ErrActivationTokenGeneration  }  activationToken := hex.EncodeToString(tokenBytes)   if err := ts.storage.Set(userID, activationToken); err != nil {  return "", err  }   return activationToken, nil }  func (ts \*ActivationTokenService) Get(userID uint) (\*model.ActivationToken, error) {  return ts.storage.Get(userID) }  func (ts \*ActivationTokenService) GetByToken(activationToken string) (\*model.ActivationToken, error) {  return ts.storage.GetByToken(activationToken) }  func (ts \*ActivationTokenService) Delete(userID uint) error {  return ts.storage.Delete(userID) } |

Код authentication.go:

|  |
| --- |
| package service  import (  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "strings" )  type (  authSchemeHandler func(token string) (\*model.User, error)   AuthenticationUserService interface {  Find(id uint) (\*model.User, error)  }  AuthenticationTokenService interface {  Verify(accessToken string) (userID uint, err error)  }   AuthenticationService struct {  userService AuthenticationUserService  tokenService AuthenticationTokenService  authHandlers map[string]authSchemeHandler  } )  func NewAuthenticationService(us AuthenticationUserService, ts AuthenticationTokenService) \*AuthenticationService {  authService := &AuthenticationService{  userService: us,  tokenService: ts,  }   authService.authHandlers = map[string]authSchemeHandler{  "bearer": authService.bearerHandler,  }   return authService }  func (as \*AuthenticationService) Auth(auth string) (\*model.User, error) {  authHeaderParts := strings.Split(auth, " ")  if len(authHeaderParts) != 2 {  return nil, ErrAuthenticationInvalidAuthString  }   scheme := strings.ToLower(authHeaderParts[0])  tokenString := authHeaderParts[1]   handler := as.authHandlers[scheme]   return handler(tokenString) }  func (as \*AuthenticationService) bearerHandler(token string) (\*model.User, error) {  userID, err := as.tokenService.Verify(token)  if err != nil {  return nil, err  }   user, err := as.userService.Find(userID)  if err != nil {  return nil, err  }   if !user.IsActivated {  return nil, ErrUserNotActivated  }   return user, nil } |

Код errors.go:

|  |
| --- |
| package service  import "errors"  var (  ErrActivationTokenGeneration = errors.New("error generating activation token")   ErrAuthenticationInvalidAuthString = errors.New("invalid auth string")   ErrInvalidRefreshToken = errors.New("invalid refresh token")   ErrUserNotActivated = errors.New("user not activated")  ErrUserUsernameTaken = errors.New("username already taken")  ErrUserEmailTaken = errors.New("email already taken")  ErrUserInvalidPassword = errors.New("invalid password") ) |

Код service.go:

|  |
| --- |
| package service  type Service struct {  User \*UserService  Tokens \*TokensService  Authentication \*AuthenticationService  ActivationToken \*ActivationTokenService }  func New(userStorage UserStorage, refreshTokenStorage TokensRefreshTokenStorage, activationTokenStorage ActivationTokenStorage, tokenManager TokensManager, hasher Hasher, ug UserGateway) \*Service {  activationTokenService := NewActivationTokenService(activationTokenStorage)  tokensService := NewTokensService(refreshTokenStorage, tokenManager)  userService := NewUserService(userStorage, tokensService, activationTokenService, hasher, ug)  authenticationService := NewAuthenticationService(userService, tokensService)   return &Service{  User: userService,  Tokens: tokensService,  Authentication: authenticationService,  ActivationToken: activationTokenService,  } } |

Код tokens.go:

|  |
| --- |
| package service  type (  TokensRefreshTokenStorage interface {  Set(userID uint, refreshToken string) error  Get(userID uint) (string, error)  }   TokensManager interface {  Generate(userID uint) (accessToken string, refreshToken string, err error)  Verify(accessToken string) (userID uint, err error)  VerifyRefreshToken(refreshToken string) (userID uint, err error)  } )  type TokensService struct {  storage TokensRefreshTokenStorage  tokenManager TokensManager }  func NewTokensService(refreshTokenStorage TokensRefreshTokenStorage, tokenManager TokensManager) \*TokensService {  return &TokensService{  storage: refreshTokenStorage,  tokenManager: tokenManager,  } }  func (ts \*TokensService) Generate(userID uint) (string, string, error) {  accessToken, refreshToken, err := ts.tokenManager.Generate(userID)  if err != nil {  return "", "", err  }   if err := ts.storage.Set(userID, refreshToken); err != nil {  return "", "", err  }   return accessToken, refreshToken, nil }  func (ts \*TokensService) Verify(accessToken string) (userID uint, err error) {  return ts.tokenManager.Verify(accessToken) }  func (ts \*TokensService) VerifyRefreshToken(refreshToken string) (userID uint, err error) {  userID, err = ts.tokenManager.VerifyRefreshToken(refreshToken)  if err != nil {  return 0, err  }  existingToken, err := ts.storage.Get(userID)  if err != nil {  return 0, err  }   if existingToken != refreshToken {  return 0, ErrInvalidRefreshToken  }   return userID, nil } |

Код user.go:

|  |
| --- |
| package service  import (  "context"  "fmt"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model" )  type (  Hasher interface {  Hash(password string) string  Verify(hash string, password string) bool  }   UserStorage interface {  ExistsByLogin(login string) (bool, error)  ExistsByEmail(email string) (bool, error)  ExistsByUsername(username string) (bool, error)  FindByLogin(login string) (\*model.User, error)  Find(id uint) (\*model.User, error)  FindByUsername(username string) (\*model.User, error)  FindByEmail(email string) (\*model.User, error)  Add(user \*model.User) error  Save(user \*model.User) error  Delete(user \*model.User) error  }   UserTokenService interface {  Generate(userID uint) (string, string, error)  }   UserActivationTokenService interface {  Generate(userID uint) (string, error)  Get(userID uint) (\*model.ActivationToken, error)  GetByToken(activationToken string) (\*model.ActivationToken, error)  Delete(userID uint) error  }   UserGateway interface {  CreateUser(ctx context.Context, auth string, userID, role uint, username, email string) error  GetUserRole(ctx context.Context, auth string, userID uint) (uint, error)  }   UserService struct {  storage UserStorage  tokenService UserTokenService  activationTokenService UserActivationTokenService  hasher Hasher  userGateway UserGateway  } )  func NewUserService(userStorage UserStorage, tokenService UserTokenService, activationTokenService UserActivationTokenService, hasher Hasher, ug UserGateway) \*UserService {  return &UserService{  storage: userStorage,  tokenService: tokenService,  activationTokenService: activationTokenService,  hasher: hasher,  userGateway: ug,  } }  func (us \*UserService) Register(username, email, password string) (activationToken string, err error) {  exists, err := us.storage.ExistsByUsername(username)  switch {  case err != nil:  return "", err  case exists:  return "", ErrUserUsernameTaken  }   exists, err = us.storage.ExistsByEmail(email)  switch {  case err != nil:  return "", err  case exists:  return "", ErrUserEmailTaken  }   hashedPassword := us.hasher.Hash(password)   user := &model.User{  Email: email,  Username: username,  Password: hashedPassword,  }   if err := us.storage.Add(user); err != nil {  return "", err  }   activationToken, err = us.activationTokenService.Generate(user.ID)  if err != nil {  return "", err  }   return activationToken, nil }  func (us \*UserService) Login(login, password string) (string, string, error) {  user, err := us.storage.FindByLogin(login)  if err != nil {  return "", "", err  }   if !us.hasher.Verify(user.Password, password) {  return "", "", ErrUserInvalidPassword  }   if !user.IsActivated {  return "", "", ErrUserNotActivated  }   return us.tokenService.Generate(user.ID) }  func (us \*UserService) Activate(activationToken string) (accessToken, refreshToken string, err error) {  token, err := us.activationTokenService.GetByToken(activationToken)  if err != nil {  return "", "", err  }   user, err := us.storage.Find(token.UserID)  if err != nil {  return "", "", err  }   user.IsActivated = true  if err := us.storage.Save(user); err != nil {  return "", "", err  }   accessToken, refreshToken, err = us.tokenService.Generate(user.ID)  if err != nil {  return "", "", err  }   if err := us.userGateway.CreateUser(context.Background(), fmt.Sprintf("Bearer %s", accessToken), user.ID, model.*RoleUser*, user.Username, user.Email); err != nil {  return "", "", err  }   if err := us.activationTokenService.Delete(token.UserID); err != nil {  return "", "", err  }   return accessToken, refreshToken, nil }  func (us \*UserService) Find(id uint) (\*model.User, error) {  return us.storage.Find(id) }  func (us \*UserService) ChangeEmail(id uint, email string) error {  user, err := us.storage.Find(id)  if err != nil {  return err  }   exists, err := us.storage.ExistsByEmail(email)  switch {  case err != nil:  return err  case exists:  return ErrUserEmailTaken  }   user.Email = email  return us.storage.Save(user) }  func (us \*UserService) ChangeUsername(id uint, username string) error {  user, err := us.storage.Find(id)  if err != nil {  return err  }   exists, err := us.storage.ExistsByUsername(username)  switch {  case err != nil:  return err  case exists:  return ErrUserUsernameTaken  }   user.Username = username  return us.storage.Save(user) }  func (us \*UserService) ChangePassword(id uint, password string) error {  user, err := us.storage.Find(id)  if err != nil {  return err  }   hashedPassword := us.hasher.Hash(password)  user.Password = hashedPassword  return us.storage.Save(user) }  func (us \*UserService) Delete(id uint) error {  user, err := us.storage.Find(id)  if err != nil {  return err  }   return us.storage.Delete(user) } |

**Завдання №4.** Реалізація transport layer

Реалізація Rest сервера з підключенням API v1.
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Рисунок 8 — Структура rest в transport layer

Код server.go:

|  |
| --- |
| package rest  import (  "fmt"  "github.com/labstack/echo/v4"  "github.com/labstack/echo/v4/middleware"  "github.com/lapkomo2018/goTwitterServices/internal/auth/transport/rest/v1"  echoSwagger "github.com/swaggo/echo-swagger"  "log"  "net/http"  "strconv"  "time"   \_ "github.com/lapkomo2018/goTwitterServices/docs/auth" )  type (  Config struct {  Port int  BodyLimit int  AllowedOrigins []string  }   Server struct {  echo \*echo.Echo  addr string  } )  func New(cfg Config) \*Server {  log.Printf("Creating rest server with port: %d", cfg.Port)   e := echo.New()   e.Use(middleware.BodyLimit(strconv.Itoa(cfg.BodyLimit)))  e.Use(middleware.LoggerWithConfig(middleware.LoggerConfig{  Format: "${time\_custom} | ${status} | ${latency\_human} | ${remote\_ip} | ${method} | ${uri} | ${error}\n",  CustomTimeFormat: "2006-01-02 15:04:05",  }))   corsConfig := middleware.CORSConfig{  AllowOrigins: cfg.AllowedOrigins,  }  e.Use(middleware.CORSWithConfig(corsConfig))   e.Pre(middleware.RemoveTrailingSlash())   e.IPExtractor = echo.ExtractIPFromRealIPHeader()   e.GET("/ping", func(c echo.Context) error {  return c.String(http.*StatusOK*, "pong")  })   return &Server{  echo: e,  addr: fmt.Sprintf(":%d", cfg.Port),  } }  func (s \*Server) Init(userService v1.UserService, tokenService v1.TokenService, authenticationService v1.AuthenticationService, validator v1.Validator, refreshTokenDuration time.Duration) \*Server {  log.Println("Initializing server...")  s.echo.GET("/swagger/\*", echoSwagger.WrapHandler)  s.echo.GET("/swagger", func(c echo.Context) error {  return c.Redirect(http.*StatusMovedPermanently*, "/swagger/index.html")  })   log.Println("Initializing api...")  handlerV1 := v1.New(userService, tokenService, authenticationService, validator, refreshTokenDuration)  api := s.echo.Group("/api")  {  handlerV1.Init(api)  }   return s }  func (s \*Server) Run() error {  log.Println("Starting server")  return s.echo.Start(s.addr) } |

Код v1/handler.go:

|  |
| --- |
| package v1  import (  "github.com/labstack/echo/v4"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "log"  "time" )  type (  UserService interface {  Register(username, email, password string) (string, error)  Login(login, password string) (string, string, error)  Activate(token string) (string, string, error)  Find(id uint) (\*model.User, error)  ChangePassword(id uint, password string) error  }   TokenService interface {  Generate(userID uint) (string, string, error)  Verify(accessToken string) (userID uint, err error)  VerifyRefreshToken(refreshToken string) (userID uint, err error)  }   AuthenticationService interface {  Auth(auth string) (\*model.User, error)  }   Validator interface {  Login(login string) error  Email(email string) error  Username(username string) error  Password(password string) error  }   Handler struct {  userService UserService  tokenService TokenService  authenticationService AuthenticationService  validator Validator  RefreshTokenDuration time.Duration  } )  const (  *userLocals* = "user"  *refreshTokenCookieName* = "refresh\_token" )  func New(userService UserService, tokenService TokenService, authenticationService AuthenticationService, validator Validator, refreshTokenDuration time.Duration) \*Handler {  return &Handler{  userService: userService,  tokenService: tokenService,  authenticationService: authenticationService,  validator: validator,  RefreshTokenDuration: refreshTokenDuration,  } }  func (h \*Handler) Init(api \*echo.Group) {  log.Println("Initializing V1 api")  v1 := api.Group("/v1")  {  h.initUserApi(v1)  h.initTokenApi(v1)  } } |

Код v1/middleware.go:

|  |
| --- |
| package v1  import (  "github.com/labstack/echo/v4"  "net/http" )  const (  *authorizationHeader* = "Authorization"  *authenticationHeader* = "Authentication" )  func (h \*Handler) authenticationMiddleware(next echo.HandlerFunc) echo.HandlerFunc {  return func(c echo.Context) error {  authHeader := c.Request().Header.Get(*authorizationHeader*)  if authHeader == "" {  return echo.NewHTTPError(http.*StatusUnauthorized*, "Missing Authorization header")  }   user, err := h.authenticationService.Auth(authHeader)  if err != nil {  return echo.NewHTTPError(http.*StatusUnauthorized*, err.Error())  }   c.Set(*userLocals*, user)   return next(c)  } } |

Код v1/token.go:

|  |
| --- |
| package v1  import (  "github.com/labstack/echo/v4"  "net/http"  "time" )  func (h \*Handler) initTokenApi(api \*echo.Group) {  api.POST("/refresh", h.refreshToken) }  // @Summary Refresh token // @Description Refresh jwt token // @Tags Token // @Accept json // @Produce json // @Param refresh\_token header string true "Refresh Token" // @Success 200 {object} accessTokenResp // @Header 200 {string} Set-Cookie "Refresh Token" // @Failure default {object} echo.HTTPError // @Router /refresh [post] func (h \*Handler) refreshToken(c echo.Context) error {  refreshTokenCookie, err := c.Cookie(*refreshTokenCookieName*)  if err != nil {  return echo.NewHTTPError(http.*StatusUnauthorized*, err.Error())  }   userID, err := h.tokenService.VerifyRefreshToken(refreshTokenCookie.Value)  if err != nil {  return echo.NewHTTPError(http.*StatusUnauthorized*, err.Error())  }   accessToken, refreshToken, err := h.tokenService.Generate(userID)  if err != nil {  return echo.NewHTTPError(http.*StatusInternalServerError*, err.Error())  }   return h.setAndReturnTokens(c, accessToken, refreshToken) }  type (  accessTokenResp struct {  Token string `json:"token"`  } )  // func set refresh token cookie and return access token func (h \*Handler) setAndReturnTokens(c echo.Context, accessToken, refreshToken string) error {  c.SetCookie(&http.Cookie{  Name: *refreshTokenCookieName*,  Value: refreshToken,  Expires: time.Now().Add(h.RefreshTokenDuration),  HttpOnly: true,  SameSite: http.*SameSiteStrictMode*,  Path: "/",  })   return c.JSON(http.*StatusOK*, accessTokenResp{  Token: accessToken,  }) } |

Код v1/user.go:

|  |
| --- |
| package v1  import (  "github.com/labstack/echo/v4"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "net/http"  "time" )  func (h \*Handler) initUserApi(api \*echo.Group) {  api.POST("/login", h.userLogin)  api.POST("/register", h.userRegister)  api.GET("/activate/:token", h.userActivate)  api.GET("/authenticate", h.userAuthenticate, h.authenticationMiddleware)  api.GET("/info", h.userInfo, h.authenticationMiddleware)  api.PATCH("/change-password", h.userChangePassword, h.authenticationMiddleware) }  // @Summary User login // @Description login bruh // @Tags User // @Accept json // @Produce json // @Param input body userLoginReq true "user credentials" // @Success 200 {object} accessTokenResp // @Header 200 {string} Set-Cookie "Refresh Token" // @Failure default {object} echo.HTTPError // @Router /login [post] func (h \*Handler) userLogin(c echo.Context) error {  var body userLoginReq  if err := c.Bind(&body); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }   if err := h.validator.Login(body.Login); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }  if err := h.validator.Password(body.Password); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }   accessToken, refreshToken, err := h.userService.Login(body.Login, body.Password)  if err != nil {  if err.Error() == "user not found" || err.Error() == "invalid password" {  return echo.NewHTTPError(http.*StatusUnauthorized*, err.Error())  }  return echo.NewHTTPError(http.*StatusInternalServerError*, err.Error())  }   return h.setAndReturnTokens(c, accessToken, refreshToken) }  type (  userLoginReq struct {  Login string `json:"login" binding:"required"`  Password string `json:"password" binding:"required"`  } )  // @Summary User register // @Description reg bruh // @Tags User // @Accept json // @Produce json // @Param input body userRegisterReq true "user credentials" // @Success 200 {object} userRegisterResp // @Failure default {object} echo.HTTPError // @Router /register [post] func (h \*Handler) userRegister(c echo.Context) error {  var body userRegisterReq  if err := c.Bind(&body); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }   if err := h.validator.Email(body.Email); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }  if err := h.validator.Username(body.Username); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }  if err := h.validator.Password(body.Password); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }   activationToken, err := h.userService.Register(body.Username, body.Email, body.Password)  if err != nil {  return echo.NewHTTPError(http.*StatusInternalServerError*, err.Error())  }   return c.JSON(http.*StatusOK*, userRegisterResp{  ActivationToken: activationToken,  }) }  type (  userRegisterReq struct {  Email string `json:"email" binding:"required"`  Username string `json:"username" binding:"required"`  Password string `json:"password" binding:"required"`  }  userRegisterResp struct {  ActivationToken string `json:"activation\_token"`  } )  // @Summary Activate // @Description Activate user // @Tags User // @Produce json // @Param token path string true "activation token" // @Success 200 {object} accessTokenResp // @Header 200 {string} Set-Cookie "Refresh Token" // @Failure default {object} echo.HTTPError // @Router /activate/{token} [get] func (h \*Handler) userActivate(c echo.Context) error {  activationToken := c.Param("token")   accessToken, refreshToken, err := h.userService.Activate(activationToken)  if err != nil {  return echo.NewHTTPError(http.*StatusUnauthorized*, err.Error())  }   return h.setAndReturnTokens(c, accessToken, refreshToken) }  // @Summary Authenticate // @Description Check user access token // @Tags User // @Produce json // @Security ApiKeyAuth // @Success 200 {object} userAuthenticateResp // @Failure default {object} echo.HTTPError // @Router /authenticate [get] func (h \*Handler) userAuthenticate(c echo.Context) error {  user, ok := c.Get(*userLocals*).(\*model.User)  if !ok {  return echo.NewHTTPError(http.*StatusInternalServerError*, "invalid user")  }   return c.JSON(http.*StatusOK*, userAuthenticateResp{  UserID: user.ID,  }) }  type (  userAuthenticateResp struct {  UserID uint `json:"user\_id"`  } )  // @Summary Info // @Description Get users info // @Tags User // @Produce json // @Security ApiKeyAuth // @Success 200 {object} userInfoResp // @Failure default {object} echo.HTTPError // @Router /info [get] func (h \*Handler) userInfo(c echo.Context) error {  user, ok := c.Get(*userLocals*).(\*model.User)  if !ok {  return echo.NewHTTPError(http.*StatusInternalServerError*, "invalid user")  }   return c.JSON(http.*StatusOK*, userInfoResp{  ID: user.ID,  Email: user.Email,  Username: user.Username,  CreatedAt: user.CreatedAt,  UpdatedAt: user.UpdatedAt,  }) }  type (  userInfoResp struct {  ID uint `json:"id"`  Email string `json:"email"`  Username string `json:"username"`  CreatedAt time.Time `json:"created\_at"`  UpdatedAt time.Time `json:"updated\_at"`  } )  // @Summary Change Password // @Description Change user password // @Tags User // @Accept json // @Produce json // @Security ApiKeyAuth // @Param input body userChangePasswordReq true "new password" // @Success 204 // @Failure default {object} echo.HTTPError // @Router /change/password [patch] func (h \*Handler) userChangePassword(c echo.Context) error {  user, ok := c.Get(*userLocals*).(\*model.User)  if !ok {  return echo.NewHTTPError(http.*StatusInternalServerError*, "invalid user")  }   var body userChangePasswordReq  if err := c.Bind(&body); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }   if err := h.validator.Password(body.Password); err != nil {  return echo.NewHTTPError(http.*StatusBadRequest*, err.Error())  }   if err := h.userService.ChangePassword(user.ID, body.Password); err != nil {  return echo.NewHTTPError(http.*StatusInternalServerError*, err.Error())  }   return c.NoContent(http.*StatusNoContent*) }  type (  userChangePasswordReq struct {  Password string `json:"password" binding:"required"`  } ) |

Створення Proto файлу для grpc.
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Рисунок 9 — Структура api папки з .proto файлами

Код auth.proto:

|  |
| --- |
| syntax = "proto3"; option go\_package = "/gen";  service AuthService {  rpc CheckAuth(CheckAuthRequest) returns (CheckAuthResponse);  rpc UpdateUsernameEmail(UpdateUsernameEmailRequest) returns (UpdateUsernameEmailResponse);  rpc DeleteUser(DeleteUserRequest) returns (DeleteUserResponse); }  message CheckAuthRequest { }  message CheckAuthResponse {  uint64 user\_id = 1; }  message UpdateUsernameEmailRequest {  uint64 user\_id = 1;  string username = 2;  string email = 3; }  message UpdateUsernameEmailResponse {  bool success = 1; }  message DeleteUserRequest {  uint64 user\_id = 1; }  message DeleteUserResponse {  bool success = 1; } |

Сгенерував grpc файли за допомогоб команди proto в Makefile:

|  |
| --- |
| proto:  @if exist .\pkg\gen (rd /s /q .\pkg\gen)  @mkdir .\pkg\gen  protoc --go\_out=pkg/gen --go-grpc\_out=pkg/gen --go\_opt=paths=source\_relative --go-grpc\_opt=paths=source\_relative api/auth.proto  @move /Y .\pkg\gen\api\auth.pb.go .\pkg\gen\auth.pb.go  @move /Y .\pkg\gen\api\auth\_grpc.pb.go .\pkg\gen\auth\_grpc.pb.go  @rd /s /q .\pkg\gen\api |

Реалізація Grpc сервера з підключенням API v1.
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Рисунок 10 — Структура grpc в transport layer

Код server.go:

|  |
| --- |
| package grpc  import (  "fmt"  "github.com/lapkomo2018/goTwitterServices/internal/auth/transport/grpc/v1"  "github.com/lapkomo2018/goTwitterServices/pkg/gen"  "google.golang.org/grpc"  "google.golang.org/grpc/reflection"  "log"  "net" )  type (  Config struct {  Port int  }   Server struct {  addr string  grpcServer \*grpc.Server  } )  func New(cfg Config) \*Server {  log.Printf("Creating grpc server with port: %d", cfg.Port)  grpcServ := grpc.NewServer()  reflection.Register(grpcServ)   return &Server{  addr: fmt.Sprintf(":%d", cfg.Port),  grpcServer: grpcServ,  } }  func (s \*Server) Init(as v1.AuthenticationService, us v1.UserService) \*Server {  handler := v1.New(as, us)  gen.RegisterAuthServiceServer(s.grpcServer, handler)  return s }  func (s \*Server) Run() error {  lis, err := net.Listen("tcp", s.addr)  if err != nil {  return err  }   log.Printf("Grpc server listening at %v", lis.Addr())  return s.grpcServer.Serve(lis) } |

Код v1/handler.go:

|  |
| --- |
| package v1  import (  "context"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "github.com/lapkomo2018/goTwitterServices/pkg/gen" )  type (  AuthenticationService interface {  Auth(auth string) (\*model.User, error)  }   UserService interface {  ChangeEmail(id uint, email string) error  ChangeUsername(id uint, username string) error  Delete(id uint) error  }   Handler struct {  gen.UnimplementedAuthServiceServer  as AuthenticationService  us UserService  } )  func New(as AuthenticationService, us UserService) \*Handler {  return &Handler{  as: as,  us: us,  } }  func (h \*Handler) CheckAuth(ctx context.Context, r \*gen.CheckAuthRequest) (\*gen.CheckAuthResponse, error) {  user, err := h.getUserFromMetadata(ctx)  if err != nil {  return nil, err  }   return &gen.CheckAuthResponse{UserId: uint64(user.ID)}, nil }  // *TODO: Fix this (Need update credentials for user from request id)* /\*func (h \*Handler) UpdateUsernameEmail(ctx context.Context, r \*gen.UpdateUsernameEmailRequest) (\*gen.UpdateUsernameEmailResponse, error) {  user, err := h.getUserFromMetadata(ctx)  if err != nil {  return &gen.UpdateUsernameEmailResponse{Success: false}, err  }   if r.Username != "" {  err = h.us.ChangeUsername(user.ID, r.Username)  if err != nil {  return &gen.UpdateUsernameEmailResponse{Success: false}, err  }  }   if r.Email != "" {  err = h.us.ChangeEmail(user.ID, r.Email)  if err != nil {  return &gen.UpdateUsernameEmailResponse{Success: false}, err  }  }   return &gen.UpdateUsernameEmailResponse{Success: true}, nil }\*/  // *TODO: Fix this (Need delete user from request id not from token)* /\*func (h \*Handler) DeleteUser(ctx context.Context, r \*gen.DeleteUserRequest) (\*gen.DeleteUserResponse, error) {  user, err := h.getUserFromMetadata(ctx)  if err != nil {  return &gen.DeleteUserResponse{Success: false}, err  }   err = h.us.Delete(user.ID)  if err != nil {  return &gen.DeleteUserResponse{Success: false}, err  }   return &gen.DeleteUserResponse{Success: true}, nil }\*/ |

Код v1/middleware.go:

|  |
| --- |
| package v1  import (  "context"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "google.golang.org/grpc/metadata"  "google.golang.org/grpc/status"  "net/http" )  const (  *authorizationMetadata* = "authorization" )  func (h \*Handler) getUserFromMetadata(ctx context.Context) (\*model.User, error) {  md, ok := metadata.FromIncomingContext(ctx)  if !ok {  return nil, status.Errorf(http.*StatusUnauthorized*, "missing metadata")  }   authHeader, ok := md[*authorizationMetadata*]  if !ok || len(authHeader) == 0 {  return nil, status.Errorf(http.*StatusUnauthorized*, "missing Authorization header")  }   token := authHeader[0]  return h.as.Auth(token) } |

**Завдання №5.** Створення config.go для парсингу конфігурації сервера

Реалізація config системи.
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Рисунок 11 — Структура config папки

Код auth.yaml:

|  |
| --- |
| service:  name: "AuthService"  restServer:  port: 8080  bodyLimit: 25165824  allowedOrigins:  - "\*"  grpcServer:  port: 8081  jwt:  tokenDuration: 5m  refreshDuration: 168h *# 7 days* validator:  emailRegex: "^[a-z0-9.\_%+\\-]+@[a-z0-9.\\-]+\\.[a-z]{2,4}$"  usernameRegex: "^[a-zA-Z0-9]{3,20}$"  passwordRegex: "^(?=.\*[A-Za-z])(?=.\*\\d)[A-Za-z\\d]{8,}$" |

Код config.go:

|  |
| --- |
| package config  import (  "log"   "github.com/spf13/viper" )  type Service struct {  Name string }  func LoadConfig[T any]() (\*T, error) {  log.Println("Loading config...")   viper.AddConfigPath("./config")  viper.SetConfigName("config")  viper.SetConfigType("yaml")  if err := viper.ReadInConfig(); err != nil {  return nil, err  }   var config T  if err := viper.Unmarshal(&config); err != nil {  return nil, err  }   log.Println("Loaded config")  return &config, nil } |

**Завдання №6.** Створення main.go, Dockerfile файлів для запуску, та docker-compose.yml для запуску сервісу з бд

Реалізація Auth main.go файла для запуску програми.
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Рисунок 12 — Структура cmd/auth папки

Код Dockerfile:

|  |
| --- |
| FROM golang:latest AS *builder* WORKDIR /app  COPY go.mod ./ COPY go.sum ./  RUN go mod download  COPY . .  RUN CGO\_ENABLED=0 go build -o /server cmd/auth/main.go  FROM alpine:latest COPY --from=*builder* server . COPY --from=*builder* /app/config/auth.yaml /config/config.yaml CMD ["/server"] |

Код main.go:

|  |
| --- |
| package main  import (  "context"  "log"  "os"  "os/signal"  "syscall"  "time"   "github.com/lapkomo2018/goTwitterServices/config"  "github.com/lapkomo2018/goTwitterServices/pkg/discovery"  "github.com/lapkomo2018/goTwitterServices/pkg/discovery/consul"  "github.com/lapkomo2018/goTwitterServices/pkg/hash"  "github.com/lapkomo2018/goTwitterServices/pkg/jwt"  "github.com/lapkomo2018/goTwitterServices/pkg/validation"   userService "github.com/lapkomo2018/goTwitterServices/internal/auth/gateway/user/grpc"  "github.com/lapkomo2018/goTwitterServices/internal/auth/model"  "github.com/lapkomo2018/goTwitterServices/internal/auth/repository/mysql"  "github.com/lapkomo2018/goTwitterServices/internal/auth/service"  "github.com/lapkomo2018/goTwitterServices/internal/auth/transport/grpc"  "github.com/lapkomo2018/goTwitterServices/internal/auth/transport/rest" )  type Config struct {  Service config.Service  RestServer rest.Config  GrpcServer grpc.Config  JWT jwt.Config  Validator validation.Config }  const (  *TagRest* = "rest"  *TagGRPC* = "grpc" )  var (  cfg \*Config  env \*model.Env )  func init() {  var err error   env, err = model.ParseEnv()  if err != nil {  log.Fatal(err)  }   cfg, err = config.LoadConfig[Config]()  if err != nil {  log.Fatal(err)  } }  // @title Twitter Auth Service // @version 1.0 // @description Twitter Auth Service  // @securityDefinitions.apikey ApiKeyAuth // @in header // @name Authorization  // @host localhost:8080 // @BasePath /api/v1 func main() {  registry, err := consul.NewRegistry(env.DiscoveryAddr)  if err != nil {  log.Fatalf("could not create registry: %v", err)  }  ctx := context.Background()   // Register REST service  restInstanceID := discovery.GenerateInstanceID(cfg.Service.Name, env.ExternalRestPort)  if err := registry.Register(ctx, restInstanceID, cfg.Service.Name, env.ExternalRestPort, []string{*TagRest*}); err != nil {  log.Fatalf("could not register rest service: %v", err)  }  defer registry.Deregister(ctx, restInstanceID, cfg.Service.Name)   // Register gRPC service  grpcInstanceID := discovery.GenerateInstanceID(cfg.Service.Name, env.ExternalGrpcPort)  if err := registry.Register(ctx, grpcInstanceID, cfg.Service.Name, env.ExternalGrpcPort, []string{*TagGRPC*}); err != nil {  log.Fatalf("could not register grpc service: %v", err)  }  defer registry.Deregister(ctx, grpcInstanceID, cfg.Service.Name)   go func() {  for {  if err := registry.ReportHealthyState(restInstanceID, cfg.Service.Name); err != nil {  log.Printf("could not report rest healthy state: %v", err)  }  if err := registry.ReportHealthyState(grpcInstanceID, cfg.Service.Name); err != nil {  log.Printf("could not report grpc healthy state: %v", err)  }  time.Sleep(1 \* time.*Second*)  }  }()   storages, err := mysql.New(env.DB)  if err != nil {  log.Fatal(err)  }  validator, err := validation.NewValidator(cfg.Validator)  if err != nil {  log.Fatal(err)  }  hasher := hash.NewSHA1Hasher(env.HashSalt)  tokenManager := jwt.NewManager(cfg.JWT, env.JWTSecret, env.JWTRefreshSecret)  userGateway := userService.New(registry)  services := service.New(storages.User, storages.RefreshToken, storages.ActivationToken, tokenManager, hasher, userGateway)   go func() {  server := rest.New(cfg.RestServer).Init(services.User, services.Tokens, services.Authentication, validator, cfg.JWT.RefreshDuration)  if err := server.Run(); err != nil {  log.Fatalf("Rest server err: %v", err)  }  }()   go func() {  server := grpc.New(cfg.GrpcServer).Init(services.Authentication, services.User)  if err := server.Run(); err != nil {  log.Fatalf("Grpc server err: %v", err)  }  }()   quit := make(chan os.Signal, 1)  signal.Notify(quit, syscall.*SIGINT*, syscall.*SIGTERM*)  <-quit  log.Println("Shutting down servers...") } |

Реалізація docker-compose.yml файла для запуску сервісу з бд та consul.

Код docker-compose.yml:

|  |
| --- |
| services:  *# Consul service* consul:  image: consul:1.15.4  container\_name: consul  ports:  - "8500:8500"  networks:  - consul   *# Auth service* auth-service:  build:  context: .  dockerfile: cmd/auth/Dockerfile  container\_name: auth-service  environment:  DB: myuser:strongpass@tcp(auth-db:3306)/mydb?parseTime=true  DISCOVERY\_ADDR: consul:8500  EXTERNAL\_REST\_PORT: 8080  EXTERNAL\_GRPC\_PORT: 8081  HASH\_SALT: "hashSalt"  JWT\_SECRET: "accessPass"  JWT\_REFRESH: "refreshPass"  ports:  - "8080:8080" *# Rest* - "8081:8081" *# gRPC* networks:  - consul  - auth  depends\_on:  auth-db:  condition: service\_healthy   auth-db:  image: mysql:latest  container\_name: auth-db  environment:  MYSQL\_DATABASE: mydb  MYSQL\_USER: myuser  MYSQL\_PASSWORD: strongpass  MYSQL\_ROOT\_PASSWORD: verystrongpass  ports:  - "5677:3306"  volumes:  - auth\_db\_data:/var/lib/mysql  networks:  - auth  healthcheck:  test: [ "CMD", "mysqladmin", "ping", "-h", "localhost" ]  timeout: 20s  retries: 10   volumes:  auth\_db\_data:  driver: local  driver\_opts:  type: none  o: bind  device: ./db/auth   networks:  consul:  auth: |