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# Présentation

Venus Framework est une nouvelle alternative de qualité de développement open-source dans les environnements LAMP fonctionnant sous un système MVC complet.

## Installation

L’installation du Framework est relativement simple. Vous pouvez télécharger la version .zip sur le Github <https://github.com/las93>.

Un site web sera bientôt en ligne pour proposer des versions stables du framework.

Pour installer Venus Framework, il faut avoir au préalable avoir installé Linux (Windows), Apache (Nginx/IIS), Mysql et PHP 5.4.

De base, il existe un projet Demo pour vérifier votre installation. Il faut ajouter un vhost dans vos configurations Apache pour installer Venus Framework.

<VirtualHost \*:80>  
 ServerName localhost  
 DocumentRoot E:/venus/public/Demo/

<Directory E:/venus/public/Demo/>  
 DirectoryIndex index.php  
 AllowOverride All  
 Order allow,deny  
 Allow from all  
 </Directory>  
</VirtualHost>

Vous pouvez insérer les .htaccess dans vos configurations apache pour des raisons de performances.

## Concept du routeur

Le .htaccess est la base du routeur de notre framework. Il va router toutes les demandes vers le bootstrap (fichier de lancement) index.php du framework. Cependant, si un des fichiers demandés existent (comme une image par exemple), il retournera le contenu du fichier. Nous vous recommandons d’ailleurs de ne pas créer un autre fichier dynamique (type PHP) et de toujours travailler au sein du framework.

RewriteEngine on  
RewriteCond %{REQUEST\_FILENAME} !-f  
RewriteRule ^.\*$ /index.php [NC,L]

Le bootstrap lance le routeur du framework qui s’occupera d’appeler les méthodes nécessaires pour le bon fonctionnement de votre application.

Le routeur ne fait que respecter ce que vous lui définissez dans les fichiers de configuration. De base, le framework vous propose une configuration pour notre projet Demo :

{

"localhost" : {

"routes": {

"home": {

"route": "/",

"controller" : "\\Venus\\src\\Demo\\Controller\\Home",

"action": "show"

}

}

}

}

Les fichiers de configurations sont des fichiers Json. Vous pouvez d’ailleurs les faire valider sur ce site lors de vos modifications car l’erreur est très rapide :  
http://jsonlint.com/

« Localhost » est le domaine de votre application (ou la base). Vous pouvez également faire « localhost/demo ».

Dans notre fichier, nous définissons ensuite nos routes.

« home » est un simple alias qui sera cependant important car il permettra de créer des liens dynamiquement sur vos applications.   
« route » permet de définir l’URL a appeler pour lancer une action. Nous verrons plus tard, qu’il est possible de créer des URL dynamique.  
« controller » permet de définir la classe qui contiendra l’action à enclencher (le nommage respecte les namespace du framework. Même si cette méthode est assez ouverte, il est recommandé de suivre les normes de nommage comme vous le voyez dans l’exemple.  
« action » permet de définir l’action (en gros la méthode de la classe) à déclencher.

Vous pouvez aller voir le fichier /Venus/private/src/Demo/Controller/Home.php et la méthode show() pour voir comment le framework affiche un simple Hello World.

## Routes avec des paramètres

Les routes peuvent être plus dynamiques et prendre en compte par exemple des paramètres :

{

"localhost" : {

"routes": {

"home": {

"route": "/[:id]",

"controller" : "\\Venus\\src\\Demo\\Controller\\Home",

"action": "show",  
 "constraints": {

"id": "[0-9]\*"

}

}

}

}

}

On a rajouté ici un paramètre id dans la « route » que l’on définit plus précisément dans les « constraints » sous forme d’expression régulière. Il faudra également rajouter $id dans la méthode show(). Les paramètres sont également automatiquement rajoutés dans le $\_GET.

Pour gérer une configuration alternative (pour un environnement de développement par exemple), vous pouvez créer un fichier Route.conf-local qui d’ailleurs est prioritaire sur le fichier Route.conf.

Il est possible de définir des GET par défaut car cela peut s’avérer très utile. Voici un exemple utilisé dans Hélium :

"a-propos-d-helium": {

"route": "/a-propos-d-helium.html",

"controller" : "\\Venus\\src\\Helium\\Controller\\FreeContent",

"action": "index",

"defaults\_constraints": {

"sPage": "a-propos-d-helium"

},

"constraints": {

"sPage": "a-propos-d-helium"

}

},

## Routes complexes

Venus Framework est un framework MVC donc il propose un système de templating complexe. Cependant pour des pages statiques, il permet de diriger une route directement vers un template pour omettre les phases MC.

Voici comment écrire par exemple sa route :

"template": {

"route": "/template/",

"template": "Demo",

"layout": false,

"content\_type": "html"

}

Nous allons créer également un fichier e:\venus\private\src\Demo\View\Demo.tpl avec du texte quelconque dedans. Le « template » comprend automatiquement le lieu où chercher le template ainsi que l’extension .tpl de celui-ci.

Le « layout » permet d’automatiser la présence d’un layout. Pour ajouter ce Layout, il suffit de créer un fichier e:\venus\private\src\Demo\View\Layout.tpl et d’ajouter cela à l’intérieur pour appeler le modèle définit : {include file=$model}

Vous pouvez ainsi tester de mettre true à « layout ».

Dans une route il est possible également de préciser la méthode http utilisée : GET, POST, HEAD, PUT, DELETE, TRACE, CONNECT pour créer des services full-rest par exemple.

"test": {

"route": "/template/",

"template": "MenuManager",

"layout": true,

"content\_type": "html",

"methods": "GET"

},

Vous pouvez également mettre du cache sur la page qui permettra d’indiquer le temps de vie de celle-ci.

"test": {

"route": "/template/",

"template": "MenuManager",

"layout": true,

"content\_type": "html",

"cache\_max\_age": 100

},

Pour mettre en place des pages en https, vous pouvez également indiquer que la page sera en HTTPS :

"test": {

"route": "/template/",

"template": "MenuManager",

"layout": true,

"content\_type": "html",

"schemes": "https"

},

# Nouvelle application

## Créer un nouveau projet

Pour se lancer dans l’aventure, le mieux c’est de se créer un nouveau projet. Pour cela, il faut directement travailler en ligne de commande afin de lancer le script de création de projet.

Sous Linux : /private/>php launch.php create\_project –p Front

Sous Windows : C:\Users\judicael.paquet>C:\xampp\php\php.exe -f "E:\venus\private\launch.php" – create\_project -p Front

Votre projet est à présent créé avec public/Front et private/src/Front.

## Créer un contrôleur avancé

Pour le moment nous avons vu qu’un contrôleur simple qui affichait un Hello World.

Comme dans de nombreux framework, le routeur va gérer la vue associée et le modèle (sous forme d’ORM complexe et d’entité). Nous allons commencer par regarder notre fichier e:/venus/private/src/Demo/Controller/Exemple1.php qui contient un exemple d’appel de template.

|  |
| --- |
| class Exemple1 extends Controller {  /\*\*  \* the main page  \*  \* @access public  \* @return void  \*/  public function show() {  $aExemple = $this->model->get();    $this->view  ->assign('Exemple', $aExemple)  ->display();  } ) |

Pour faire simple, la fonction appelle un modèle Exemple1 ($this->model est raccourcis vers le modèle du même nom que le contrôleur) et ensuite on appelle la vue qui affiche la liste des Exemple1 qu’on a récupéré. Comme pour le modèle, si on ne définit pas la vue à appeler, le framework va automatiquement appeler la vue du même nom soit ici Exemple1.tpl.

Pour tester en réel, ce code, il nous faut se connecter sur la base de donnée et de créer la table Exemple1 comme ceci :

CREATE DATABASE demo

Puis :

CREATE TABLE `Exemple1` (  
  `id` int(10) unsigned NOT NULL AUTO\_INCREMENT,  
  `title` varchar(150) NOT NULL,  
  PRIMARY KEY (`id`)  
) ENGINE=InnoDB DEFAULT CHARSET=latin1

INSERT INTO `demo`.`Exemple1` (`id` ,`title`) VALUES (NULL , 'test1'), (NULL , 'test2');

Le système propose du scaffolding mais nous verrons cela plus tard.

Dès que cela est fait, il faut aller configurer la connexion de sa base de données dans le fichier e:/venus/private/src/Demo/conf/Db.conf pour mettre l’utilisateur et le passeport de la base de données.

{

"configuration": {

"demo": {

"type": "mysql",

"host": "localhost",

"db": "demo",

"user": "root",

"password": "",

"tables": {

"Exemple1": {

"fields": {

"id": {

"type": "int",

"key": "primary",

"null": false,

"undefined": true,

"autoincrement": true

},

"title": {

"type": "varchar",

"null": false

}

}

}

}

}

}

}

\* Si vous changez de base, il faut impérativement modifier le private/conf/Const.php et le champ « db\_conf ».

Comme vous pouvez d’ailleurs le voir, ce fichier vous permettra de créer l’ensemble des outils automatiquement à l’avenir pour utiliser vos bases de données.

Ajouter ensuite dans votre fichier de route, la nouvelle route pour tester ce contrôleur :  
e:/venus/private/src/Demo/conf/Route.conf

"model": {

"route": "/model",

"controller" : "\\Venus\\src\\Demo\\Controller\\Exemple1",

"action": "show",

}

Si vous avez réussi vous pourrez avoir dans votre navigateur :

![](data:image/png;base64,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)

## Les modèles et entités de bases

Afin de machin l’ensemble du travail du développeur, les bases de données sont gérées de façon pseudo-automatique.

Notre table Exemple1 a un modèle et une entité au sein du framework. Une **entité** est un conteneur représentatif de la table (avec des possibilités d’extensions) et le **modèle** est le gestionnaire de cette entité avec de nombreuses fonctions de manipulations de bases (plus de 90% des besoins).

Le modèle est une classe vide dans laquelle on peut réaliser des demandes ORM plus complexes afin de répondre à l’ensemble des besoins de manipulations de Base de données. Voici un exemple :

|  |
| --- |
| /\*\*  \* Get Lasts folders  \*  \* @access public  \* @param integer $iLimit limit  \* @return array  \*/  public function getLastFolders($iLimit = 3) {  $aJoin = [  [  'type' => 'right',  'table' => 'article\_type',  'as' => 'at',  'left\_field' => 'at.id',  'right\_field' => 'a.id\_article\_type'  ]  ];  $result = $this->orm  ->select(array('SQL\_CALC\_FOUND\_ROWS', '\*'))  ->from($this->\_sTableName, 'a')  ->join($aJoin)  ->where(array('a.id\_article\_type' => 3))  ->orderBy(array('a.'.LibEntity::*getPrimaryKeyName*($this->entity).' DESC'))  ->limit($iLimit)  ->load();  $result[0]->count = $this->orm  ->select(array('FOUND\_ROWS()'))  ->load();  $result[0]->pages = *floor*($result[0]->count / 10);  if (*isset*($result)) { return $result; }  else { return array(); }  } |

Entité : e:/venus/private/src/Demo/Entity/Exemple1.php  
Modèle : e:/venus/private/src/Demo/Model/Exemple1.php

## Les templates (vues) de bases

Un template, outil efficace pour tout framework, a pour but de dissocier l’affichage et la gestion de donnée. Il propose cependant des options dynamiques afin de proposer un maximum de flexibilité tout en gardant une séparation propre.

Voici le template de notre exemple précédent : e:/venus/private/src/Demo/View/Exemple1.tpl

{foreach from=$Exemple key=$iKey item=$oExemple}

{$oExemple->get\_title()} - {$oExemple->get\_id()}<br/><br/>

{/foreach}

Notre template contient de l’HTML et un balisage particulier permettant de boucler sur les deux exemples que l’on a insérés en base.

Nous verrons plus tard toutes les options proposées par le système de templating de venus Framework.

# Concepts avancés

## Utiliser un modèle différent du controller

Nous avions vu pour faire une action qui appelait un modèle/entité du même nom mais vous aurez besoin d’appeler d’autres modèles/entités voire vous voudrez totalement dissocier le nom du controller aux noms des modèles/entités.

Pour cela nous allons créer une nouvelle table news dans notre base de données Mysql demo.

CREATE TABLE `news` (  
  `id` int(10) unsigned NOT NULL AUTO\_INCREMENT,  
  `title` varchar(150) NOT NULL,  
  PRIMARY KEY (`id`)  
) ENGINE=InnoDB DEFAULT CHARSET=latin1;

INSERT INTO `demo`.`news` (`id` ,`title`) VALUES (NULL , 'news1'), (NULL , 'news2');

Nous rajoutons notre table ensuite dans le DB.conf :

"news": {

"fields": {

"id": {

"type": "int",

"key": "primary",

"null": false,

"undefined": true,

"autoincrement": true

},

"title": {

"type": "varchar",

"null": false

}

}

}

Nous créons ensuite l’entité correspondante dans e:/venus/private/src/Demo/Entity/news.php

|  |
| --- |
| <?php  /\*\*  \* Model news  \*  \* @category Venus\src\  \* @package Venus\src\Demo\Entity  \* @author Judicaël Paquet <judicael.paquet@gmail.com>  \* @copyright Copyright (c) 2013-2014 PAQUET Judicaël FR Inc. (https://github.com/las93)  \* @license https://github.com/las93/venus/blob/master/LICENSE.md Tout droit réservé à PAQUET Judicaël  \* @version Release: 1.0.0  \* @filesource https://github.com/las93/venus  \* @link https://github.com/las93  \* @since 1.0  \*/  namespace Venus\src\Demo\Entity;  use \Venus\src\Demo\common\Entity as Entity;  /\*\*  \* Model news  \*  \* @category Venus\src\  \* @package Venus\src\Demo\Entity  \* @author Judicaël Paquet <judicael.paquet@gmail.com>  \* @copyright Copyright (c) 2013-2014 PAQUET Judicaël FR Inc. (https://github.com/las93)  \* @license https://github.com/las93/venus/blob/master/LICENSE.md Tout droit réservé à PAQUET Judicaël  \* @version Release: 1.0.0  \* @filesource https://github.com/las93/venus  \* @link https://github.com/las93  \* @since 1.0  \*/  class news extends Entity {  /\*\*  \* id  \*  \* @access private  \* @var int  \*  \* @primary\_key  \*/  private $id = null;  /\*\*  \* title  \*  \* @access private  \* @var string  \*  \*/  private $title = null;  /\*\*  \* get id of article  \*  \* @access public  \* @return int  \*/  public function get\_id() {  return $this->id;  }  /\*\*  \* set id of article  \*  \* @access public  \* @param int $id id of article  \* @return \src\FrontOffice\Entity\article  \*/  public function set\_id($id) {  $this->id = $id;  return $this;  }  /\*\*  \* get title of article  \*  \* @access public  \* @return string  \*/  public function get\_title() {  return $this->title;  }  /\*\*  \* set title of article  \*  \* @access public  \* @param string $title title of article  \* @return \src\FrontOffice\Entity\article  \*/  public function set\_title($title) {  $this->title = $title;  return $this;  }  } |

Nous créons ensuite le modèle correspondant dans e:/venus/private/src/Demo/Model/news.php

|  |
| --- |
| <?php  /\*\*  \* Entity news  \*  \* @category Venus\src\  \* @package Venus\src\Demo\Entity  \* @author Judicaël Paquet <judicael.paquet@gmail.com>  \* @copyright Copyright (c) 2013-2014 PAQUET Judicaël FR Inc. (https://github.com/las93)  \* @license https://github.com/las93/venus/blob/master/LICENSE.md Tout droit réservé à PAQUET Judicaël  \* @version Release: 1.0.0  \* @filesource https://github.com/las93/venus  \* @link https://github.com/las93  \* @since 1.0  \*/  namespace Venus\src\Demo\Model;  use \Venus\src\Demo\common\Model as Model;  /\*\*  \* Entity news  \*  \* @category Venus\src\  \* @package Venus\src\Demo\Entity  \* @author Judicaël Paquet <judicael.paquet@gmail.com>  \* @copyright Copyright (c) 2013-2014 PAQUET Judicaël FR Inc. (https://github.com/las93)  \* @license https://github.com/las93/venus/blob/master/LICENSE.md Tout droit réservé à PAQUET Judicaël  \* @version Release: 1.0.0  \* @filesource https://github.com/las93/venus  \* @link https://github.com/las93  \* @since 1.0  \*/  class news extends Model {  } |

A présent nous allons ajouter l’utilisation de ce modèle dans notre controller afin de bien comprendre la rapidité et l’efficacité du framework (c’est notre méthode recommandée mais ce n’est pas la seule méthode possible). Nous allons dans notre controller e:/venus/private/src/Demo/Controller/Exemple1.php

Nous commençons par rajouter l’alias « news » de la classe modèle en haut du fichier :

|  |
| --- |
| namespace Venus\src\Demo\Controller;  use \Venus\src\Demo\common\Controller as Controller;  use \Venus\src\Demo\Model\news as news; |

Ensuite nous créons notre raccourci d’accès au modèle dans le constructeur comme ceci :

|  |
| --- |
| public function \_\_construct() {  $this->modelNews = function() { return new news; };    parent::*\_\_construct*();  } |

Ensuite il ne nous reste plus qu’à modifier notre action show pour appeler ce nouveau modèle :

|  |
| --- |
| public function show() {  $aExemple = $this->modelNews->get();  $this->view  ->assign('Exemple', $aExemple)  ->display();  } |

Ensuite il suffit de vérifier le résultat dans notre navigateur :
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## Des raccourcis dans les controller

Les controllers proposent des raccourcis intéressants qui pourraient bien vous aider à accélérer vos développements. Voici la liste de ceux-ci et les exemples associés.

Redirect

Vous pouvez créer une redirection http rapide (ou redirection interne en cli) comme ceci :

$oUrlManager = **new \Venus**\core\UrlManager;

$this->redirect($oUrlManager->getUrl('home', **array**()));

Forward

Vous pouvez créer une redirection vers une autre action comme ceci :

$oUrlManager = **new \Venus**\core\UrlManager;

$this->forward($oUrlManager->getUrl('home', **array**()));

Attention : La redirection n’est pas au niveau http, donc il n’y a pas de redirection 301 mais juste que le programme se dirige vers une autre action.

Cache

Vous pouvez cacher le développement d’un contrôleur en ajoutant un élément dans le PHPDoc de la méthode comme ceci :

/\*\*

\* The main menu manager

\*

\* **@access** public

\* **@return** void

\*

\* @Cache(maxage=12)

\*/

**public function** show() {

Raccourcis

Voici des raccourcis automatiquement propose à tous les contrôleurs que nous verrons plus en détail par la suite :

$this->form = function() { return new Form(); };  
$this->security = function() { return new Security(); };  
$this->router = function() { return new Router; };  
$this->mail = function() { return new Mail; };  
$this->session = function() { return new Session; };  
$this->translator = function() { return new I18n; };

Vous pouvez automatiquement envoyer des erreurs HTTP dans les contrôleurs afin de gérer vous-mêmes des retours HTTP :

$this->NotFound();  
$this->Forbidden();

## Manipulation des modèles

Les modèles de Venus Framework sont simples à utiliser et complexes à la fois. Vous avez déjà vu précédement dans ce document un simple ->get() pour récupérer une liste de données sous forme de tableau d’objet.

|  |
| --- |
| public function show() {  $aExemple = $this->modelNews->get();  $this->view  ->assign('Exemple', $aExemple)  ->display();  } |

Le get() renvoi un tableau de ce type :

Array(new news(), new news());

Ceci permet de pouvoir gérer facilement l’ensemble des données :

foreach ($aExemple as $iKey => $oNews) {  
 echo $oNews->get\_title() . “<br/>”;  
}

Voici les fonctions natives des modèles :

|  |  |
| --- | --- |
| get() ou get($ocriteria) | Obtenir une liste |
| update(($ocriteria) | Modifier |
| insert(($ocriteria) | Insérer |
| delete(($ocriteria) | supprimer |
| truncate() | Vide la table complète |

Vous pouvez également utiliser des méthodes très utiles comme décrites ci-dessous :

$oModel->findOneByid(12); (quand on a un champ id) => retourne un seul résultat

$oModel->findByid(12); (quand on a un champ id) => retourne tous les résultats correspondant

$oModel->findAll();=> retourne tout

$oModel->findOneBy(array('id' => 12); => retourne un résultat mais on passe les critères sous forme de tableau (permet de definir plusieurs critères)

$oModel->findBy(array('id' => 12); => retourne les résultats mais on passe les critères sous forme de tableau (permet de definir plusieurs critères)

Il est possible également de modifier ou de supprimer directement une entité pour gagner du temps :

$oEntity->save() ; ou $oEntity->remove() ;

## Créer des entités/modèles en scaffolding

Le scaffolding est un concept de création de classes à partir d’une base de données. Même si notre scaffolding se base sur le Db.conf, il a pour but de créer les entités et modèles automatiquement afin de représenter les tables sous forme d’objets manipulables.

Nous allons créer une nouvelle table avec notre moteur de scaffolding en ajoutant un schéma dans notre DB.conf de notre projet e:/venus/private/src/Demo/conf/Db.conf :

"article": {

"fields": {

"id": {

"type": "int",

"key": "primary",

"null": false,

"undefined": true,

"autoincrement": true

},

"title": {

"type": "varchar",

"null": false

}

}

}

Il faut ensuite lancer le script pour le scaffolding :

Sous Linux : /private/>php launch.php scaffolding –p Demo -c

Sous Windows : C:\Users\judicael.paquet>C:\xampp\php\php.exe -f "E:\venus\private\launch.php" -- scaffolding -p Demo –c

La table va se créer en base de données et il va également créer l’entité et le modèle correspondant dans notre projet.

-c => permet de créer les tables en base de données (si elles n’existent pas)

-e => permet de ne pas créer les entités et les modèles

-d => permet de supprimer les tables si elle existent (ça vide aussi les tables)

-f => permet de créer les modèles que si le modèle n’existe pas

## Créer des vues

Dans un framework MVC, il est indispensable de gérer des vues. Sous venus Framework, les vues sont des templates qui proposent de nombreuses possibilités dynamiques.

Voici un exemple de vue pour mieux comprendre déjà inclus dans le package que vous avez téléchargé :

|  |
| --- |
| {foreach from=$Exemple key=$ikey item=$oExemple}  {$oExemple->get\_title()} - {$oExemple->get\_id()}<br/><br/>  {/foreach} |

Les templates proposent comme vous le voyez ci-dessus, un foreach proche du php pour parcourir un tableau complet.

Les templates proposent deux types de méthodes : les modifiers et les fonctions.

Les modifiers vont permettre de modifier la variable proposée juste avant de l’afficher comme l’exemple ci-dessous :

{$title|capitalize} => va mettre le contenu de $title avec une majuscule sur le premier caractère.

Les fonctions qui vont demander des paramètres d’entrées, vont permettre d’excuter quelque chose (et pas appliquer une simple modification avant sortie). Voici un exemple :

{foreach from=$array key=$iKey item=$oArticle}{/foreach} => comme un foreach en PHP.

Une vue n’a accès aux variables que si le contrôleur lui en donne l’autorisation en assignant une variable au template. Nous l’avions déjà vu dans ce document sous cette forme :

|  |
| --- |
| $this->view  ->assign('Exemple', $aExemple)  ->display(); |

Dans le contrôleur, on assigne une variable au template (assign() ) avant delancer le template (display() ). La variable $Exemple sera donc utilisable dans le template appelé.

# Vos besoins

## Créer une page d’erreur 404/403

Il est bien pratique de pouvoir créer des pages d’erreurs personnalisées pour les applications de type web. Venus Framework propose de mettre en place ce type de page très rapidement.

Dans le package de base, vous avez déjà un exemple en place (e:/venus/private/conf/Route.conf) où l’on ajoute une route puis le template. Voici la route à créer :

|  |
| --- |
| "routes": {  "404": {  "template": "Error",  "vars":{  "error\_message": "Not Found",  "error\_code": "404"  },  "content\_type": "html",  "cache": {  "max\_age": 100  },  "methods": "GET"  }  } |

Les routes 404 et 403 sont automatiquement reconnues comme les routes de pages d’erreur. Les vars permettent de passer automatiquement des variables au template appelé dans la conf (cela permet d’appeler le même template avec des variables différentes).

Il vous suffira de modifier e:/venus/private/src/Demo/conf/Route.conf et e:/venus/private/src/Demo/View/Error.tpl pour personnaliser vos pages d’erreurs.

## Variables pré-définies et commentaires des templates

Dans les templates du venus Framework, il existe de nombreuses variables pré-définies afin d’accélérer la tache des développeurs/intégrateurs.

{counter} => permet d’afficher le numéro de boucles (pour les for par exemple)

{$SCRIPT\_NAME} => permet d’afficher la variable $\_SERVER[‘SCRIPT\_NAME’]

{\* et \*} => entourent des commentaires. Ceci ne s’affichera pas sur le site, c’est uniquement pour mettre des repères pour les développeurs/intégrateurs au sein du code source.

{literal} et {/literal} => permettent d’entourer du contenu statique. En gros le moteur de templating n’ira pas retraduire ce qu’il lit entre ces deux balises. C’est essentiel pour faire du javascript où les caractère { et } portent confusion avec le framework.

{$app.server} => représente la variable PHP $\_SERVER ;

{$app.get} => représente la variable PHP $\_GET ;

{$app.post} => représente la variable PHP $\_POST ;

{$app.cookies} => représente la variable PHP $\_COOKIES ;

{$app.env} => représente la variable PHP $\_ENV ;

{$app.session} => représente la variable PHP $\_SESSION ;

{$app.request} => représente un merge de toutes les variables tableaux dans ce sens strictement prioritaire : $\_GET, $\_POST, $\_COOKIES, $\_SERVER, $\_ENV.

{$app.now} => représente le timestamp du moment

{$app.conf} => représente toutes les constantes PHP définient.

{$app.template} => affiche le nom du template en cours

{$app.template\_object} => affiche l’object du template en cours.

{$app.current\_dir} => affiche le dossier du template en cours

{$app.version} => représente le numéro de version du système de template utilisé

{$app.ldelim} et {$app.rdelim} => représente les délimiteurs définissant {literal} et {/literal} que l’on peut reconfigurer à sa guise.

## Les « Modifiers » des templates

Les modifiers permettent de modifier une variable avant de l’afficher. Voici les différents modifiers que vous pourrez utiliser dans vos templates.

{$test|capitalize}

permet de mettre chaque première lettre des mots en majuscule

{$test|capitalize:true}

Le premier paramètre permet de définir si on transforme ou non les mots qui ont un caractère numérique comme par exemple php5.

{$test|capitalize:true:true}

Le deuxième paramètre permet de définir si tous les autres caractères sont transformés en caractères minuscules.

{$test|cat:' ajouté du texte'}

permet de mettre chaque première lettre des mots en majuscule

{$test|count\_characters}

permet de compter le nombre de caractères sauf les espaces

{$test|count\_characters:true}

permet de compter le nombre de caractères avec les espaces

{$test|count\_paragraphs}

permet de compter le nombre de paragraphes

{$test|count\_sentences}

permet de compter le nombre de parties séparées par des ., ?, !.

{$test|date\_format}

Affiche une date sous la forme : Mon, 19 May 2014 17:42:51

{$test|date\_format:'%b %e, %Y'}  
Formater sa date (voir en php strftime). %h devient %b, %n devient \n, %r devient %I:%M:%S %p, %R devient %H:%M, %t devient \t et %T devient %H:%M:%S.

{$test|default:'texte par défaut'}

permet d’afficher un texte par défaut si la variable est vide ou null.

{$test|escape}

permet d’échapper selon différents critères désirés : html, htmlall, url, urlpathinfo, quotes, javascript.

{$test|escape:'url'}

{$test|escape:'html':'UTF-8'}

{$test|from\_charset}

permet d’encoder du charset ISO-8859-1 au charset actuel

{$test|from\_charset:' ISO-8859-1'}

Permet d’encoder du charset precisé au charset actuel

{$test|hour}

permet d’afficher que 17:12 quand on met 2014-05-05 17:12:30

{$test|indent}

permet d’indenter du texte (en HTML il faut mettre des balises <bloquote>) de 4 espaces

{$test|indent:4}

{$test|indent:4:' '}

Voici les paramètres si vous désirez les changer.

{$test|regex\_replace:'/oui/':'non'}

Remplacer les oui par non par expression régulière

{$test|replace:'oui':'non'}

Remplacer les oui par non comme un simple str\_replace

{$test|spacify}

Sépare chaque mot par un espace

{$test|spacify:'^^'}

Sépare chaque mot de ^^

{$test|string\_format:'%d'}

Transformer une chaîne ou un chiffre sous le format désiré (voir sprintf en PHP pour les formats)

{$test|strip}

Remplace tous les caractères d’espacement en simple espace

pour les formats)

{$test|strip:'&nbsp;'}

Remplace tous les caractères d’espacement en &nbsp;

{$test|strip\_tag}

Remplace toutes les balises par un espace

pour les formats)

{$test|strip:false}

Remplace toutes les balises par rien

{$test|nl2br}

permet de transformer les \n en <br/>

{$test|to\_charset}

permet d’encoder du charset actuel au charset ISO-8859-1

{$test|to\_charset:' ISO-8859-1'}

Permet d’encoder du charset actuel au charset precisé

{$test|truncate}   
permet de couper les phrases à X caractères  
{$test|truncate:30:'…':false:false}  
Les paramètres permettre successivement de choisir le nombre de caractère avant de couper le contenu, ensuite de décider ce qu’on ajoute après le contenu comme les 3 points, ensuite on détermine si on coupe après le dernier mot ou directement au caractère 30 et le dernier paramètre permet de définir si on coupe en prenant le milieu de la chaîne de caractère en référence et non le début de la chaine.

{$test|unescape}

permet d’échapper selon différents critères désirés : html, htmlall

{$test|unescape:'html'}

{$test|unescape:'html':'UTF-8'}

{$test|lower}

permet de mettre toutes les lettres en minuscule

{$test|upper}

permet de mettre toutes les lettres en majuscule

{$test|wordwrap}

permet d’aller à la ligne tous les 75 caractères.

{$test|wordwrap:30:'<br/>':true}

Permet de mettre des <br/> pour aller à la ligne en HTML tous les 30 caractères et au caractère exact (et non après le dernier mot en mettant false).

## Les variables dans les templates

Les variables du moteur de template de Venus Framework est relativement simple à utiliser tout en proposant une grande complexité.

Si vous assignez un tableau avec un index numérique, vous pourrez afficher le contenu du tableau.

|  |  |  |
| --- | --- | --- |
| $this->view  ->assign(‘test’, array(12.36)); |  | {$test[0]} |

Si vous assignez un tableau avec un index alphanumérique, vous pourrez afficher le contenu du tableau.

|  |  |  |
| --- | --- | --- |
| $this->view  ->assign(‘test’, array(‘prenom’ => ‘John’)); |  | {$test.prenom} |

Si vous assignez un tableau avec un index alphanumérique, vous pourrez afficher le contenu du tableau en appelant l’index dynamiquement.

|  |  |  |
| --- | --- | --- |
| $this->view  ->assign(‘test’, array(‘prenom’ => ‘John’))  ->assign(‘index’, ‘prenom’); |  | {$test.$index} |

Si vous assignez un objet, vous pourrez afficher le contenu des paramètres d’objets.

|  |  |  |
| --- | --- | --- |
| $oObject = new \StdClass; $oObject->prenom = ‘john’;  $this->view  ->assign(‘test’, $oObject) |  | {$test->prenom} |

Si vous assignez un objet, vous pourrez afficher le retour d’une de ses méthodes.

|  |  |  |
| --- | --- | --- |
| Class Foo {   public function show() { echo ‘oui’; } }  $oObject = new Foo;  $this->view  ->assign(‘test’, $oObject) |  | {$test->show()} |

Vous pouvez également ensuite mettre des enchaînements des méthodes ci-dessus ainsi que placer des opérations arithmétiques comme {$foo[$x+1]}.

## Les boucles et conditions dans les templates

Pour faire des conditions comme en PHP, il suffit d’écrire de cette façon.

|  |
| --- |
| {if $a == 1}  COOL {elseif $a == 2}  PAS COOL {else}  JE NE SAIS PAS {/if} |

Pour faire des foreach afin de parcourir des éléments, il faudra les écrire de ce façon :

|  |
| --- |
| {foreach from=$aArticles key=$iKey item=$oOneArticle}  {$oOneArticle->get\_title()}<br/> {foreachelse}  PAS D’ARTICLE {/foreach} |

En plus du PHP, les foreach du système de templating permettent de faire un else au cas où l’élément du foreach est vide. Un raccourci très efficace pour des back-office.

Il est également possible d’utiliser une boucle comme un for PHP en utilisant la fonction section du système de templating comme ceci :

|  |
| --- |
| {section start=0 step=1 name=$i loop=20}  {$i}<br/> {/section} |

## Les fonctions dans les templates

Pour vous aider à réaliser des templates très dynamiques, voici une liste de fonctions très utiles existantes.

{append var='test23' value='non'} {$test23[0]}

{append var='test23' value='non' index='monindex'} {$test23.monindex}  
permet de remplir des tableaux numérique et alphanumérique directement dans les templates

{assign var='test24' value='non'} {$test24}  
permet de remplir une variable directement dans un template

## Ajouter des méthodes avec l’ORM dans mon modèle

Les modèles proposent de bases de nombreuses fonctions pour jouer avec les entités que l’on a vu précédemment mais elles peuvent rapidement ne pas suffire au besoin utilisateur. Nous allons donc voir pour créer de nouvelles méthodes en utilisant l’ORM interne afin de créer des modèles nettement plus complexes et qui s’adaptent à nos besoins.

Nous allons rajouter une méthode dans notre modèle article que l’on avait créé par scaffolding. Cependant la table était vide, nous allons donc ajouter des données à l’intérieur :

INSERT INTO `demo`.`article` (`id` ,`title`) VALUES (NULL , 'test1'), (NULL , 'test2');

Ce modèle e:/venus/private/src/Demo/Model/article.php contient aucune méthode pour le moment. Nous allons ajouter cette méthode ci-dessous en tant que première méthode :

|  |
| --- |
| /\*\*  \* Get my two title  \*  \* @access public  \* @param integer $iLimit limit  \* @param int $iOffset offset  \* @return array  \*/  public function getMyTitles($iLimit = 10, $iOffset = 0) {  $aResult = array();  $aResult['items'] = $this->orm  ->select(array('SQL\_CALC\_FOUND\_ROWS', '\*'))  ->from($this->\_sTableName, 'a')  ->where($this->where->whereEqual('a.title', 'test1')->orWhereEqual('a.title', 'test2'))  ->orderBy(['a.id DESC'])  ->limit($iLimit, $iOffset)  ->load();  $aResult['count'] = $this->orm  ->select(array('FOUND\_ROWS()'))  ->load();  $aResult['pages'] = *floor*($result['count'] / $iLimit);  return $aResult;  } |

Nous avons ici créé notre requête en utilisant un ORM interne complet. Par principe, nous offrons toujours la possibilité de limiter les retours mais également de toujours retourner un tableau avec les items et le count en racine (le page est un complément intéressant quand on veut faire des paginations).

Grâce à cette méthode qui reste très facile à lire, on ajoute le nombre de fonctions nécessaires pour combler des besoins qui vont parfois au-delà des méthodes natives présentées précédemment.

$this->orm est un raccourcis vers une instance de l’ORM afin de simplifier le travail au développeur. Ensuite on appelle différentes méthodes pour créer une requête SQL sous forme d’objet.

Pour faire une requête SELECT avec l’ORM (proche des ORM existants), il faut définir différentes méthodes comme indiquées ci-dessous :

|  |  |
| --- | --- |
| $this->orm->select(array $aSelect) | En mettant SQL\_CALQ\_FOUND\_ROWS en premier, l’ORM comprend automatiquement la demande de préparer un count total. Il faut mettre les champs désirés en tableau. |
| $this->orm->from($this->\_sTableName, ‘a’) | Le $this->\_stableName est la variable qui permet d’inqiquer automatiquement la table du modèle. Il est possible voire conseillé de mettre un deuxième paramètre qui permet d’indiquer un alias. |
| $this->orm->where($oObjectWhere) | Le where doti être complété avec un objet de type Where qui permet de faire des where très détaillé sous forme d’ORM. |
| $this->orm->orderBy($aOrders) | Permet de définir le order by sachant qu’on donne un tableau ce qui permet d’indiquer plusieurs ordres comme en SQL |
| $this->orm->limit($iLimit, $iOffset) | Permet d’inqiquer une limitation et le numéro du premier élément à retourner. Le $iOffset n’est pas obligatoire. |
| $aResult = $this->orm->load(); | Permet de charger la requête préparée précédement et de recevoir le résultat de la base de données. |

Vous pouvez à présent créer vos propres modèles. Vous pouvez vous référer à e:/venus/private/lib/Orm.php et e:/venus/private/lib/Orm/Where.php pour connaitre l’étendu de l’ORM qui évolue chaque jour.

Nous détaillerons les autres fonctions de l’ORM dans un autre chapitre.

## Rediriger une configuration vers celle d’un autre bundle

Il peut être utile de chercher la configuration d’un autre bundle comme par exemple pour les Base de données. Cela évite de configurer de façon globale à l’application mais également de ne pas dupliquer deux fois le même contenu.

Pour cela vous pouvez ajouter dans votre fichier de configuration Db.conf :

{

"redirect": "Helium"

}

Cela permet d’indiquer le Bundle vers lequel l’application doit se référer.

## Créer des formulaires dynamiques

Venus permet de créer des formulaires dynamiques directement à partir du controller :

$sForm = $this->form

->add('name', 'text')

->add('validate', 'submit')

->synchronizeEntity('Venus\src\Helium\Entity\merchant')

->getForm();

On va créer un formulaire en ajoutant un champ texte et un bouton submit. Ensuite on indique l’entité qui doti se synchroniser avec le formulaire (sachant que les champs doivent avoir le nom des colonnes de la table).

Si vous ajoutez un champ caché avec la clé primaire de la table, l’update sera automatique.

Le getForm() permet de récupérer l’HTML créé du formulaire pour ensuite l’envoyer au template.

A/ Ajouter un label

Dans un formulaire, vous pouvez afficher un label personnalisé (et non le name du form) :

->add('name', 'text', 'mon label')

A/ Ajouter une valeur par défaut

Dans un formulaire, vous pouvez ajouter une valeur par défaut :

->add('name', 'text', 'mon label', 'DEFAULT')

Pour proposer un formulaire qui remplit automatiquement celui-ci afin de faire un update, il suffit de rajouter l’id de la clé primaire désirée dans le synchronizeEntity :

$sForm = $this->form

->add('name', 'text')

->add('validate', 'submit')

->synchronizeEntity('Venus\src\Helium\Entity\merchant', 12)

->getForm();

Exemple de formulaire avec une liste de selection où $aFinalMerchant est un tableau de type array(id => name) :

$sForm = $this->form

->add('name', 'text', 'Name')

->add('id\_merchant', 'select', 'Merchants', **null**, $aFinalMerchant)

->add('validate', 'submit')

->synchronizeEntity('Venus\src\Helium\Entity\user')

->getForm();

Exemple de formulaire avec une liste de champs à cocher directement créés par le framework avec le même tableau :

$sForm = $this->form

->add('name', 'text', 'Name')

->add('id\_merchant', 'select', 'Merchants', $aFinalMerchant)

->add('validate', 'submit')

->synchronizeEntity('Venus\src\Helium\Entity\user')

->getForm();

On peut aussi juste ajouter un simple label dans nos formulaires :

Exemple de formulaire avec une liste de selection où $aFinalMerchant est un tableau de type array(id => name) :

$sForm = $this->form

->add('Mon Label', 'label')

->add('id\_merchant', 'select', 'Merchants', **null**, $aFinalMerchant)

->add('validate', 'submit')

->synchronizeEntity('Venus\src\Helium\Entity\user')

->getForm();

## Sauvegarde et suppression rapide des entités

Venus permet de sauvegarder ou de modifier rapidement une entité. Pour cela lorsque vous avez une entité faites :

$oEntity->save() ; pour la sauvegarder (update ou insert selon la clé primaire indiquée)  
=> on peut mettre true en paramètre pour accepter un INSERT ON DUPLICATE KEY UPDATE.

$oEntity->remove() ; pour la supprimer

## Gestion des caches

Le framework permet de gérer du cache de différente façon : utiliser des fichiers, utiliser du cache mémoire classique, Redis, Memcache ou Apc.

Pour utiliser un cache, il suffit d’utiliser cette classe :

$oCache = new \Venus\lib\Cache;  
$oCache->setCacheType(‘apc’); // apc, memcache, redis, file, memory

Attention, pour Redis et Memcache vous devez créer des fichiers de configuration globals ou par Portail. Vous trouverez un exemple dans le dossier de configuration global.

## Application multilingue

Venus permet de faire des applications multilingues. Pour cela vous pouvez utiliser la classe I18n qui propose 3 modes : le gettext si vous l’avez activé et que le fichier .mo existe, un traducteur local si le fichier .json existe ou sinon un simple Mock pour vous laisser simuler une traduction.

Une classe Mock permet de ne pas bloquer vos développements en proposant toutes les fonctionnalités des classes réelles mais en ayant aucun résultat réel.

Les fichiers de traductions .mo ou .json doivent se trouver dans /data/i18n/. Un exemple de fichier json est présent dans le framework.

La configuration du multilingue se fait dans le fichiers de configuration Const.json où il faudra configurer « language », « i18n\_domain » et « i18n\_directory ».

Dans un template, vous pourrez mettre {gettext word=’cool’}

## Faire un modèle de données avec un join

Venus permet aux entités de se lier entre elles. Pour cela il suffit de définir un join sur un des champs join dans le Db.conf comme ceci :

"id\_product": {

"type": "int",

"null": false,

"unsigned": true,

"join": "product",

"join\_by\_field": "id"

},

Le join représente la table sur laquelle se lier et join\_by\_field le champs sur lequel faire la jointure. Vous pouvez omettre le deuxième paramètre si le champ a le même nom sur les deux tables.

La jointure se fait automatiquement sur les deux tables donc il est inutile de la déclarer sur les deux tables.

## 3 types d’autoloader possibles dans Venus 2

**Disponibilité : Venus2 1.0.0-beta2**

Tous les autoloader sont gérés dans le fichier /private/conf/Autoload.php.

Le premier Autoload est la fonction classique qui intègre l’ensemble du framework Venus2.

Le deuxième autoload intègre le fichier autoloader de composer.json. En cas de besoin, vous pouvez ajouter un package dans /private/ext/composer.json et qui sera automatiquement pris en charge par Venus2 après avoir joué composer install ou composer update.

Le troisième autoload intègre les fichiers autoload (ou fichiers simples) définit dans le fichier /private/conf/Const.conf comme ceci :

|  |
| --- |
| {  "autoload": [  "private/ext/vendor/facebook/base\_facebook.php",  "private/ext/vendor/facebook/facebook.php"  ]  } |

## Utiliser un package composer

**Disponibilité : Venus2 1.0.0-beta1**

Venus 2 permet d’ajouter des packages composer pour alimenter le Framework de nouvelles fonctionnalités.

D’ailleurs pour ceux qui préfèrent Twig ou Smarty, ils peuvent rajouter ce gestionnaire de templating par composer. Dans Venus 2, le gestionnaire de templating est devenu indépendant et proposé sous composer sous le nom d’Apollina.

Vous pouvez ajouter votre package dans /private/ext/composer.json, relancer la machine en allant dans le dossier /private/ext/ et en faisant composer install (ou composer update).

## Utiliser Smarty à la place d’Apollina

**Disponibilité : Venus2 1.0.0-beta1**

Pour utiliser Smarty à la place d’Apollina, vous pouvez ajouter le composer (smarty/smarty) [voir le point précédent] et vous pouvez adapter le fichier /private/lib/Vendor.php pour faire fonctionner Smarty à la place d’Apollina.

## 2 triggers d’initialisation sur les entités

**Disponibilité : Venus2 1.0.0-beta2**

Les contrôleurs ont deux triggers qui permettent d’être initialisé :

1/ La fonction initialize permet d’initialiser le contrôleur la première fois qu’il est appelé et uniquement cette fois-là pendant tout le déroulement du script :

|  |
| --- |
| **public function** initialize() { ; } |

2/ La fonction onConstruct permet d’initialiser le contrôleur à chaque fois qu’il est instancié :

|  |
| --- |
| **public function** onConstruct() { ; } |

## Service d’injection

**Disponibilité : Venus2 1.0.0-beta2**

Une grande nouveauté de Venus est de faire des services d’injection avec l’injection de dépendance.

Voici un exemple d’injection de service que l’on peut faire dans un contrôleur :

|  |
| --- |
| $this->di->set(mongo, **function**() {  **return** **new** Mongo();  }, **true**); |

Le true (on peut mettre false) permet de définir si on partage le service à toutes les instances ou uniquement à cette instance. (le true valide le partage pour tous).

Dans un contrôleur, pour l’appeler, il suffit d’utiliser l’une de ces deux méthodes :

|  |
| --- |
| // Directement en appelant mongo, le nom de l’injection  $this->mongo->connect();  // En passant par le raccourcis de l’injection de dépendance  $this->di->get('mongo')->connect(); |

## Objet Request pou récupérer les POST et les PUT

**Disponibilité : Venus2 1.0.0-beta2**

Vous pouvez récupérer le contenu des POST envoyé par formulaire voire tester si il y a un POST envoyé de cette façon :

|  |
| --- |
| **if** ($this->request->isPost() == **true**) {  $sName = $this->request->getPost("name");  $sFirstname = $this->request->getPost("firstname");  } |

Dans un car très particulier comme par exemple lors de la création de web service en Rest, vous pouvez récupérer le contenu du PUT :

|  |
| --- |
| $this->request->getPut(); |

## 2 triggers sur les contrôleurs

**Disponibilité : Venus2 1.0.0-beta2**

Venus 2 vous propose 2 triggers sur les contrôleurs qui se lancent juste avant et juste après l’appel de l’action :

|  |
| --- |
| **public** **function** beforeExecuteRoute()  {  *// s’exécute juste avant l’appel de l’action*  }  **public** **function** afterExecuteRoute()  {  *// s’exécute juste après l’appel de l’action*  } |

## Des clés étrangères

**Disponibilité : Venus2 1.0.0-beta2**

Venus 2 permet de définir des clés étrangères complètes dans les fichiers de configurations de bases de données. Voici un exemple complet :

|  |
| --- |
| "id\_role": {  "type": "int",  "value": "10",  "null": false,  "join": "role",  "join\_by\_field": "id",  "join\_delete": "cascade",  "join\_update": "cascade",  "constraint": "role\_fk"  }, |

## Définir le moteur, l’auto-increment et le charset de la table

**Disponibilité : Venus2 1.0.0-beta2**

Venus 2 permet de définir des compléments d’information sur les tables que vous voulez créer comme le moteur utilisé, l’auto-increment de départ et le charset par défaut de la table. Voici un exemple de table avec ce type de définition :

|  |
| --- |
| "board": {  "fields": {  "id": {  "type": "int",  "key": "primary",  "null": false,  "unsigned": true,  "autoincrement": true  },  "name": {  "type": "varchar",  "value": "50",  "null": false  },  "id\_role": {  "type": "int",  "value": "10",  "null": false,  "join": "role",  "join\_by\_field": "id",  "join\_delete": "cascade",  "join\_update": "cascade",  "constraint": "role\_fk"  },  "id\_user": {  "type": "int",  "value": "10",  "null": false,  "join": "user",  "join\_by\_field": "id",  "join\_delete": "cascade",  "join\_update": "cascade",  "constraint": "user\_fk"  }  },  "engine": "InnoDB",  "auto\_increment": 3,  "default\_charset": "utf8"  } |

## Définir des index dans la table

**Disponibilité : Venus2 1.0.0-beta1**

Venus 2 permet de définir des index de deux façons différentes (soit groupé, soit directement sur les champs en question). On ne pourra créer des index multiple que dans la première façon de faire en revanche. Voici deux exemples de table avec ce type de définition :

|  |
| --- |
| "user": {  "fields": {  "id": {  "type": "int",  "key": "primary",  "null": false,  "unsigned": true,  "autoincrement": true  },  "id\_team": {  "type": "int",  "null": false,  "unsigned": true  }  },  "index": [  "id\_team\_name\_index": ["id\_team"]  ],  "engine": "InnoDB",  "auto\_increment": 1,  "default\_charset": "utf8"  }, |

ou

|  |
| --- |
| "user": {  "fields": {  "id": {  "type": "int",  "key": "primary",  "null": false,  "unsigned": true,  "autoincrement": true  },  "id\_team": {  "type": "int",  "null": false,  "unsigned": true,  "key": “index”  }  },  "engine": "InnoDB",  "auto\_increment": 1,  "default\_charset": "utf8"  }, |

## Créer un plugin

**Disponibilité : Venus2 1.0.0-beta2**

Enorme nouveauté dans Venus2, la possibilité de créer des plugins, soit des extensions utilisables au sein du framework.

Vous pourrez donc créer un plugin en ajoutant un dossier dans : /private/src/plugins/

Il est également possible de créer un nouveau plugin avec un batch :

C:\Users\judicael.paquet\Zend\workspaces\DefaultWorkspace10\scrum>C:\xampp2\php\php.exe -f "C:\Users\judicael.paquet\Zend\workspaces\DefaultWorkspace10\uranium\private\launch.php" -- create\_plugin –n MonPlugin

Si mon plugin a besoin d’installer des tables complémentaires, je vais pouvoir l’indiquer dans la méthode spécialement conçue pour installer le plugin :

|  |
| --- |
| /\*\*  \* install method  \*  \* **@access** public  \* **@return** void  \*/  **public function** install()  {  $this->installDb;  } |

Cela va automatiquement lire le fichier Db.conf et va créer les tables, les entités et les modèles correspondants.

Quand on a fini de créer son plugin, il faut installer celui-ci.

En premier lieu, on va rajouter ce plugin dans le fichier /private/conf/Plugin.conf

|  |
| --- |
| [  "MonPlugin"  ] |

On voit ensuite lancer le script qui permet d’installer le plugin sur le portail qu’on désire :

C:\Users\judicael.paquet\Zend\workspaces\DefaultWorkspace10\scrum>C:\xampp2\php\php.exe -f "C:\Users\judicael.paquet\Zend\workspaces\DefaultWorkspace10\uranium\private\launch.php" -- install\_plugin –p MonPortail

[en cours]