**Theory Question:**

**1. What is JVM and explain me the Java memory allocation**

Ans)

**JVM** is short for ***J***ava ***V***irtual ***M***achine. JVM is an abstract computing machine, or virtual machine. It is a platform-independent execution environment that converts Java bytecode into machine language and executes it.

A runtime instance of the Java virtual machine has a clear mission in life: to run one Java application. When a Java application starts, a runtime instance is born. When the application completes, the instance dies. If you start three Java applications at the same time, on the same computer, using the same concrete implementation, you'll get three Java virtual machine instances. Each Java application runs inside its own Java virtual machine.

The Java Virtual Machine exists only in the memory of our computer. Reproducing a machine within our computer's memory requires seven key objects: a set of registers, a stack, an execution environment, a garbage-collected heap, a constant pool, a method storage area, and a mechanism to tie it all together. This mechanism is the byte code instruction set.

Each time an object is created in Java it goes into the area of memory known as heap. The primitive variables like int and double are allocated in the stack, if they are local method variables and in the heap if they are member variables (i.e. fields of a class). In Java methods local variables are pushed into stack when a method is invoked and stack pointer is decremented when a method call is completed.

In a multi-threaded application each thread will have its own stack but will share the same heap. This is why care should be taken in your code to avoid any concurrent access issues in the heap space. The stack is thread-safe (each thread will have its own stack) but the heap is not thread-safe unless guarded with synchronization through your code.

**2. What is Polymorphism and encapsulation?**

Ans)

**Polymorphism:**

**Polymorphism in java** is a concept by which we can perform a single action by different ways. Polymorphism is derived from 2 Greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So polymorphism means many forms. Polymorphism allows you define one interface and have multiple implementations.

There are two types of polymorphism in java: compile time polymorphism **(static polymorphism)** and runtime polymorphism **(Dynamic polymorphism)**. We can perform polymorphism in java by method overloading and method overriding.

**Runtime Polymorphism (or Dynamic polymorphism)**

*Method overriding* is a perfect example of runtime polymorphism. In this kind of polymorphism, reference of class X can hold object of class X or an object of any sub classes of class X. For e.g. if class Y extends class X then both of the following statements are valid:

Y obj = new Y ();

//Parent class reference can be assigned to child object

X obj = new Y ();

Since in method overriding both the classes (base class and child class) have same method, compile doesn’t figure out which method to call at compile-time. In this case JVM (java virtual machine) decides which method to call at runtime that’s why it is known as runtime or dynamic polymorphism.

**Compile time Polymorphism (or Static polymorphism)**

Compile time polymorphism is nothing but the method overloading in java. In simple terms we can say that a class can have more than one methods with same name but with different number of arguments or different types of arguments or both. In such scenario, compiler is able to figure out the method call at compile-time that’s the reason it is known as compile time polymorphism.

Polymorphism is extensively used in implementing inheritance.

**Difference Between Compile Time and Run Time Polymorphism**

**Compile time polymorphism:**

1. In compile time polymorphism, call is resolved by the compiler.
2. It is also known as static or early binding.
3. It is achieved by function overloading and [operator](http://abhiandroid.com/java/operators-in-java) overloading.
4. It provides fast execution because known early at compile time.
5. Compile time polymorphism is less flexible as all things execute at compile time.

**Run time polymorphism :**

1. In run time polymorphism, call is not resolved by the compiler.
2. It is also known as dynamic binding or late binding.
3. It is achieved by virtual functions.
4. It provides slow execution as compare to early binding because it is known as runtime.
5. Run time polymorphism is more flexible as all things execute at run time.

**Importance of Polymorphism**

* It reduces the complexity of the object.
* Through polymorphism complete implementation can be replaced by using same method signatures.
* It reduces the volume of work in terms of handling various objects.

**Polymorphism Important Points To Remember**

* Java does not support operator overloading directly.
* Java does not support compile time polymorphism.
* Access specifiers and access modifiers do not play any role in case of function overloading.
* If you want to keep number of arguments in each function same and still you want to overload them, then change the datatype of their arguments.
* If a function is returning the value, then it is not mandatory to catch the return value while calling it.
* Return type of a function does not play any role in case of function overloading.
* Function overloading can only be achieved by changing only in arguments.

### Encapsulation

**Encapsulation** means the localization of the information or knowledge within an object.  
**Encapsulation is also called as “Information Hiding”**.  
1) Objects encapsulate data and implementation details. To the outside world, an object is a black box that exhibits a certain behavior.  
2) The behavior of this object is what which is useful for the external world or other objects.  
3) An object exposes its behavior by means of methods or functions.  
4) The set of functions an object exposes to other objects or external world acts as the interface of the object.

**Benefits of Encapsulation**  
1) The functionality wherein we can change the implementation code without breaking the code of others who use our code is the biggest benefit of Encapsulation.  
2) Here in encapsulation we hide the implementation details behind a public programming interface. By interface, we mean the set of accessible methods our code makes available for other code to call—in other words, our code’s API.

3) By hiding implementation details, we can rework on our method code at a later point of time, each time we change out implementation this should not affect the code which has a reference to our code, as our API still remains the same.

4)The fields of a class can be made read-only or write-only.

5)A class can have total control over what is stored in its fields.

6)The users of a class do not know how the class stores its data. A class can change the data type of a field and users of the class do not need to change any of their code.

**How to bring in Encapsulation**  
1) Make the instance variables protected.  
2) Create public accessor methods and use these methods from within the calling code.  
3) Use the JavaBeans naming convention of **getter and setter**.  
Eg: **getPropertyName**, **setPropertyName**.

**3. What is method overloading and Method over riding?**

Ans)

**Method Definition:**  
A method is a set of code which is referred to by name and can be called (invoked) at any point in a program simply by utilizing the method’s name.

1)**Method Overloading:**  
In Java, it is possible to define two or more methods of same name in a class, provided that their argument list or parameters are different. This concept is known as Method Overloading.

1. To call an overloaded method in Java, it is must to use the type and/or number of arguments to determine which version of the overloaded method to actually call.
2. Overloaded methods may have different return types; the return type alone is insufficient to distinguish two versions of a method.
3. When Java encounters a call to an overloaded method, it simply executes the version of the method whose parameters match the arguments used in the call.
4. It allows the user to achieve compile time polymorphism.
5. An overloaded method can throw different exceptions.
6. It can have different access modifiers.

**Rules for Method Overloading**

1. Overloading can take place in the same class or in its sub-class.
2. Constructor in Java can be overloaded
3. Overloaded methods must have a different argument list.
4. Overloaded method should always be the part of the same class (can also take place in sub class), with same name but different parameters.
5. The parameters may differ in their type or number, or in both.
6. They may have the same or different return types.
7. It is also known as compile time polymorphism.

**2) Method Overriding**

Child class has the same method as of base class. In such cases child class overrides the parent class method without even touching the source code of the base class. This feature is known as method overriding.

**Rules for Method Overriding:**

1. applies only to inherited methods
2. object type (NOT reference variable type) determines which overridden method will be used at runtime
3. Overriding method can have different return type
4. Overriding method must not have more restrictive access modifier
5. Abstract methods must be overridden
6. Static and final methods cannot be overridden
7. Constructors cannot be overridden
8. It is also known as Runtime polymorphism.

### super keyword in Overriding:

When invoking a superclass version of an overridden method the super keyword is used.

**4. Why string is Immutable?**

Ans)

In java, **string objects are immutable**. Immutable simply means unmodifiable or unchangeable. Once string object is created its data or state can't be changed but a new string object is created.

**String Pool:**

If you simply assign a Value to String using double quotes, it is stored in area called string literal pool and one string can be referenced by many reference variables and if String Is mutable, then it will affect all reference variables.

### Thread safe:

### Immutable objects are safe when shared between multiple threads in multi-threaded applications. If something can’t be changed, then even thread cannot change it.

**Caching Hashcode**

The hashcode of string is frequently used in Java. For example, in a HashMap. Being immutable guarantees that hashcode will always the same, so that it can be cashed without worrying the changes. That means, there is no need to calculate hashcode every time it is used. This is more efficient.

**Security**

The Most important reason is security. String is widely used in java for parameters as file names or on the network to send data. If String were not immutable then anybody can modify it easily and it cause to a serious problem.

### Class Loading Mechanism

### Java class loading mechanism works on class names passed as parameters, then these classes are searched in class path. If String were mutable then any one can easily modify the mechanism.

**5. What is the difference between String and String buffer?**

Ans)

String & StringBuffer, both are used to represent the sequence of characters. However there is some difference between them

**Strings:**

* **Immutable:-** WhenYou perform any write operation on existing String object, a new object will be created, the modification is done there and that object will be returned to you. The old object will lose the reference and hence garbage collected later.
* **String Pool:-**It supports String Pool concepts. So you can write String str =”Hello”;
* **Performance :-** Low performance due to unnecessary object created
* **Overriding:-** Strings class has overridden equals() from object class, equals() checks for content equality

**StringBuffers:**

* **Mutable**:-When you perform any write operation on existing StringBuffer object, new object will not be  created and same object will be modified
* **String Pool**:-It does not support String pool concepts. So you cannot write StringBuffer strBuff =”Hello”;
* **Performance:-** High Performance
* **Overriding:-**This class has not overridden equals().so equals() will still compare for reference equality

**When to use String and StringBuffer:**

If your code demands you to write the logic, where string object will be modified continuously, then better use StringBuffer, to avoid unnecessary object creation  
If you want to enjoy string pool, and are sure string won’t be modified much, use String.

**6.What is the difference between array and array list?**

Ans)

**Difference between Array and ArrayList in Java:**

1. **Resizable :**

* Array is static in size that is fixed length data structure, one cannot change the length after creating the Array object.
* ArrayList is dynamic in size. Each ArrayList object has instance variable *capacity* which indicates the size of the ArrayList. As elements are added to an ArrayList its capacity grows automatically.

1. **Performance :** Performance of Array and ArrayList depends on the operation you are performing :  
     
   *resize() opertation :* Automatic resize of ArrayList will slow down the performance as it will use temporary array to copy elements from the old array to new array.  
   ArrayList is internally backed by Array during resizing  as it calls the native implemented method System.arrayCopy(src,srcPos,dest,destPos,length) .  
     
   *add() or get() operation :* adding an element or retrieving an element from the array or arraylist object has almost same  performance , as for ArrayList object these operations  run in constant time.

**3. Primitives :**

ArrayList can not contains primitive data types (like int , float , double) it can only contains Object while Array can contain both primitive data types as well as objects.  
One get a misconception that we can store primitives(int,float,double) in ArrayList , but it is not true    
  
Suppose we have ArrayList object ,

ArrayList  arraylistobject = new ArrayList();  
arraylistobject.add(**23**);  // try to add 23 (primitive)

JVM through Auto-boxing (converting primitives to equivalent objects internally) ensures that only objects are added to the arraylist object.   
thus, above step internally works like this:

arraylistobject.add (**new Integer(23)**);         
// Converted int primitive to Integer object and added to arraylistobject

4. **Iterating the values:**

* We can use iterator to iterate through ArrayList. The iterators returned by the ArrayList class's iterator and listiterator method are [fail-fast](http://javahungry.blogspot.ca/2014/04/fail-fast-iterator-vs-fail-safe-iterator-difference-with-example-in-java.html).
* We can use for loop or for each loop to iterate through array .

**5. Type-Safety:**

In Java , one can ensure Type Safety through Generics. while Array is a homogeneous data structure , thus it will contain objects of specific class or primitives of specific  data type. In array if one try to store the different data type other than the specified while creating the array object, ArrayStoreException is thrown.

for example :

String temp[] =  new String[2];  // creates a string array of size 2  
temp[0] = new Integer(12); // throws ArrayStoreException, trying to add Integer object in String[]

**6. Length :** Length of the ArrayList is provided by the size() method while Each array object has the length variable which returns the length of the array.

for example :

* Integer arrayobject[] = new Integer[3];  
  arraylength= arrayobject.length   ;  //uses arrayobject length variable
* ArrayList  arraylistobject = new ArrayList();  
  arraylistobject.add(12);   
  arraylistobject.size();   //uses arraylistobject size method

**7. Adding elements :** We can insert elements into the arraylist object using the add() method while  in array we insert elements using the assignment operator.

for example :

* Integer addarrayobject[] = new Integer[3];  
  addarrayobject[0]= new Integer(8)   ;  //new object is added to the array object

**8.Multi-dimensional:**

Array can be multidimensional, while ArrayList is always single dimensional.

example of multidimensional array:

* Integer addarrayobject[][] = new Integer[3][2];  
  addarrayobject[0][0]= new Integer(8)

**Similarities Between Array and ArrayList**  
  
**1. add and get method:** Performance of Array and ArrayList are similar for the add and get operations. Both operations run in constant time.  
  
**2. Duplicate elements:** Both array and arraylist can contain duplicate elements.  
  
**3. Null Values:** Both can store null values and uses index to refer to their elements.  
  
**4. Unordered:**  Both does not guarantee ordered elements.

**Recap: Difference between Array and ArrayList in Java**

|  |  |  |
| --- | --- | --- |
|  | **Array** | **ArrayList** |
|  |  |  |
| Resizable | No | Yes |
|  |  |  |
| Primitives | Yes | No |
|  |  |  |
| Iterating values | for, for each | Iterator, for each |
|  |  |  |
| Length | length variable | size method |
|  |  |  |
| Performance | Fast | Slow in comparision |
|  |  |  |
| Multidimensional | Yes | No |
| Add Elements | Assignment operator | add method |

**7. What is the difference between hash map and Hash table?**

Ans)

**Difference between HashMap and HashTable / HashMap vs HashTable** :

**1. Synchronization or Thread-Safe:**

* This is the most important difference between two. HashMap is non synchronized and not thread safe. On the other hand, HashTable is thread safe and synchronized.
* When to use HashMap: If your application does not require any multi-threading task, in other words hashmap is better for non-threading applications. HashTable should be used in multithreading applications.

**2. Null keys and null values:**

Hashmap allows one null key and any number of null values, while Hashtable do not allow null keys and null values in the HashTable object.

**3. Iterating the values:**  Hashmap object values are iterated by using iterator. HashTable is the only class other than vector which uses enumerator to iterate the values of HashTable object.

**4.  Fail-fast iterator**:

The iterator in Hashmap is fail-fast iterator while the enumerator for Hashtable is not.  
According to Oracle Docs, if the Hashtable is structurally modified at any time after the iterator is created in any way except the iterator's own remove method, then the iterator will throw ConcurrentModification Exception.

Structural modification means adding or removing elements from the Collection object (here hashmap or hashtable). Thus the enumerations returned by the Hashtable keys and elements methods are not fail fast.We have already explained the difference between iterator and enumeration.

**5. Performance:**  Hashmap is much faster and uses less memory than Hashtable as former is unsynchronized. Unsynchronized objects are often much better in performance in compare to synchronized object like Hashtable in single threaded environment.

**6. Superclass and Legacy:**  Hashtable is a subclass of Dictionary class which is now obsolete in Jdk 1.7 ,so ,it is not used anymore. It is better off externally synchronizing a HashMap or using a ConcurrentMap implementation (e.g ConcurrentHashMap).HashMap is the subclass of the AbstractMap class. Although Hashtable and HashMap has different superclasses but they both are implementations of the *"Map"* abstract data type.

**Similarities Between HashMap and Hashtable**  
  
**1. Insertion Order:**   Both HashMap and Hashtable  does not guarantee that  the order of the map will remain constant over time. Instead use LinkedHashMap, as the order remains constant over time.  
  
**2. Map interface:**   Both HashMap and Hashtable implements Map interface.  
  
**3. Put and get method:**  Both HashMap and Hashtable provides constant time performance for put and get methods assuming that the objects are distributed uniformly across the bucket.  
  
**4. Internal working:**  Both HashMap and Hashtable works on the Principle of Hashing.

**When to use HashMap and Hashtable?**  
  
*1. Single Threaded Application*  
  
HashMap should be preferred over Hashtable for the non-threaded applications. In simple words, use HashMap in unsynchronized or single threaded applications .  
  
*2. Multi- Threaded Application*  
  
We should avoid using Hashtable, as the class is now obsolete in latest Jdk 1.8. Oracle has provided a better replacement of Hashtable named ConcurrentHashMap. For multithreaded application prefer ConcurrentHashMap instead of Hashtable.

**Recap: Difference between HashMap and Hashtable in Java**

|  |  |  |
| --- | --- | --- |
|  | **HashMap** | **Hashtable** |
|  |  |  |
| Synchronized | No | Yes |
|  |  |  |
| Thread-Safe | No | Yes |
|  |  |  |
| Null Keys and  Null values | One null key,  Any null values | Not permit null keys  and values |
|  |  |  |
| Iterator type | Fail fast iterator | Fail safe iterator |
|  |  |  |
| Performance | Fast | Slow in comparison |
|  |  |  |
| Superclass and Legacy | AbstractMap, No | Dictionary, Yes |

**8. What is a vector in Java?**

Ans)

Vectors are dynamically-allocated. They aren't declared to contain a type of variable; instead, each Vector contains a dynamic list of references to other objects. The Vector class is found in the java.util package, and extends java.util.Abstractlist.   
  
The big advantage of using Vectors is that the size of the vector can change as needed.

Vector implements List Interface. Like ArrayList it also maintains insertion order but it is rarely used in non-thread environment as it is synchronized and due to which it gives poor performance in searching, adding, delete and update of its elements.

**Three ways to create vector class object:**

**Method 1:**  
Vector vec = new Vector ();  
It creates an empty Vector with the default initial capacity of 10. It means the Vector will be re-sized when the 11th elements needs to be inserted into the Vector. Note: By default vector doubles its size. i.e. In this case the Vector size would remain 10 till 10 insertions and once we try to insert the 11th element It would become 20 (double of default capacity 10).

**Method 2:**  
Syntax: Vector object= new Vector (int initialCapacity)  
Vector vec = new Vector (3);  
It will create a Vector of initial capacity of 3.

**Method 3:**  
Syntax:  
Vector object= new vector (int initialcapacity, capacityIncrement)  
Vector vec= new Vector (4, 6)  
Here we have provided two arguments. The initial capacity is 4 and capacityIncrement is 6. It means upon insertion of 5th element the size would be 10 (4+6) and on 11th insertion it would be 16(10+6).

**Important methods of Vector Class:**

1. **void addElement (Object element):** It inserts the element at the end of the Vector.
2. **int capacity ():** This method returns the current capacity of the vector.
3. **int size ():** It returns the current size of the vector.
4. **void setSize (int size):** It changes the existing size with the specified size.
5. **boolean contains (Object element):** This method checks whether the specified element is present in the Vector. If the element has been found it returns true else false.
6. **boolean containsAll (Collection c):** It returns true if all the elements of collection c are present in the Vector.
7. **Object elementAt (int index):** It returns the element present at the specified location in Vector.
8. **Object firstElement ():** It is used for getting the first element of the vector.
9. **Object lastElement ():** Returns the last element of the array.
10. **Object get (int index):** Returns the element at the specified index.
11. **boolean isEmpty ():** This method returns true if Vector doesn’t have any element.
12. **boolean removeElement (Object element):** Removes the specifed element from vector.
13. **boolean removeAll (Collection c):** It Removes all those elements from vector which are present in the Collection c.
14. **void setElementAt (Object element, int index):** It updates the element of specifed index with the given element.

**9. What is set in java?**

Ans)

A collection in which an object may be "present or not" (but not present multiple times) is called a **set**.

A Set is a Collection that cannot contain duplicate elements. It models the mathematical set abstraction.

The Set interface contains only methods inherited from Collection and adds the restriction that duplicate elements are prohibited.

Set also adds a stronger contract on the behavior of the equals and hashCode operations, allowing Set instances to be compared meaningfully even if their implementation types differ.

Set in Java doesn't maintain any order. Though Set provide another alternative called SortedSet which can store Set elements in specific Sorting order defined by Comparable and Comparator methods of Objects stored in Set.

**Set Implementations**

**1.HashSet:**

HashSet is the implementation of Set Interface which uses Hash table for storing the data. Hash table internally uses a phenomena known as hashing, Hash set does not maintain the insertion order, that is when we retrieve values from it we do not get that values in the same order as we have entered in it.

**2.LinkedHashSet:**

LinkedHashSet is also the implementation of Set Interface. It is almost similar to hashset, but it maintains insertion order i.e. values are retrieved in the same order in which they are added. It uses doubly linked list to obtain this functionality.

1. **TreeSet:**

TreeSet also implements Set Interface, it is also similar to hashset , but it stores all the elements in their natural order , like all integer values are stored in ascending order   and strings are stored according to Dictionary values.

Apart from adding this functionality of maintaining natural ordering, TreeSet do not allow null values.

TreeSet is best choice for storing large amount of data, as its retrieval and access time is very fast, which makes data to be found in no time.

**Importance of Set Interface**

* Set has its own importance like in case we just want to remove all the duplicate elements from list, we can convert that list into set, and can very easily remove all the duplicate elements, and convert back this set to list object.
* Set has various implementations like HashSet, LinkedHashSet and TreeSet. These implementations are very helpful in storing the elements according to the need, like if we want our data to be stored in natural order than we can use TreeSet, or we want data as it is we have entered than we can use LinkedHashSet.

The methods declared by Set are summarized in the following table:

**1. boolean add(object)**:

This methods adds an element to the set, if and only if that element is not already present in the set, It will return true if element is added, or false if given element is already present and hence it is not added

**2. void clear():**

This method removes all elements from the Set.

**3. boolean contains(Object)**

This method returns true if the Set contains the given element in the set, else false if there is no such element.

**4. boolean isEmpty()**

This method returns true if the Set contains no elements or false if there are elements present in the set.

**5. Iterator iterator()**

This method gives an object of Iterator class which can be used to traverse through the Set.

**6. boolean remove(Element e)**

This method removes the given element in the argument from the Set and returns true if the argument was removed, else false if the given element is not present.

**7. int size()**

This method gives the number of elements in the Set.

**8. Object[] toArray()**

This method returns the set in the form of array of type “Object

**Important Points About Set in JAVA**

* Set has three implementation classes HashSet, LinkedHashSet and TreeSet. If we have requirement of storing elements in natural order than we should use TreeSet and if we have requirement of retrieving the elements as it is entered than we should use LinkedHashSet, and if no such requirements are there we can use HashSet.
* Duplicate values are not allowed
* Only one null element is allowed as duplicity is not allowed

**Set Quick Revision points**

* Duplicates are not allowed
* Only one Null value is allowed
* TreeSet is preferred where we want to store data in natural order
* LinkedHashSet is preferred where we want to maintain insertion order.
* HashSet is preferred where we just want to store data without any requirement of maintaining any special ordering

**10. What is an abstract class?**

Ans)

Abstract classes are classes that contain one or more abstract methods. An abstract method is a method that is declared, but contains no implementation. Abstract classes may not be instantiated, and require subclasses to provide implementations for the abstract methods. The purpose of an abstract class is to function as a base for subclasses.

**Declaring an Abstract Class in Java**

In Java you declare that a class is abstract by adding the abstract keyword to the class declaration. Here is a Java abstract class example:

public abstract class MyAbstractClass {

}

That is all there is to declaring an abstract class in Java. Now you cannot create instances of MyAbstractClass. Thus, the following Java code is no longer valid:

MyAbstractClass myClassInstance = new MyAbstractClass(); //not valid

If you try to compile the code above the Java compiler will generate an error, saying that you cannot instantiate MyAbstractClass because it is an abstract class.

**Abstract Methods**

An abstract class can have abstract methods. You declare a method abstract by adding the abstract keyword in front of the method declaration. Here is a Java abstract method example:

public abstract class MyAbstractClass {

public abstract void abstractMethod();

}

An abstract method has no implementation. It just has a method signature. Just like methods in a Java interface.

If a class has an abstract method, the whole class must be declared abstract. Not all methods in an abstract class have to be abstract methods. An abstract class can have a mixture of abstract and non-abstract methods.

Subclasses of an abstract class must implement (override) all abstract methods of its abstract superclass. The non-abstract methods of the superclass are just inherited as they are. They can also be overridden, if needed.

Here is an example subclass of the abstract class MyAbstractClass:

public class MySubClass extends MyAbstractClass {

public void abstractMethod() {

System.out.println("My method implementation");

}

}

Notice how MySubClass has to implement the abstract method abstractMethod() from its abstract superclass MyAbstractClass.

The only time a subclass of an abstract class is not forced to implement all abstract methods of its superclass, is if the subclass is also an abstract class.

**The Purpose of Abstract Classes**

The purpose of abstract classes is to function as base classes which can be extended by subclasses to create a full implementation.

You can use abstract class as parent class for sub classes

* When you expect to implement same method in all sub classes with different implementation detail.
* When you expect to implement methods in super class (abstract class) which can be used by its sub classes if needed.
* When you expect to implement independent method in sub class which do not have any relation or use with its super class.

### Abstraction in Java

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only important things to the user and hides the internal details for example sending sms, you just type the text and send the message. You don't know the internal processing about the message delivery.

Abstraction lets you focus on what the object does instead of how it does it.

### Ways to achieve Abstraction

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

**Points to Remember About Abstract Class**

1. If class is declared with abstract keyword, then it is called abstract class in java software development language.
2. If class has abstract method, you must have to declare class as abstract class.
3. In abstract class, you can only declare abstract methods but you cannot define abstract methods.
4. Sub classes of abstract class must have to implement all abstract methods of super abstract class.
5. You cannot instantiate (cannot create object of) abstract class.
6. Abstract classes can have concrete methods, constructors and Member variables too.

**11. What is an interface?**

Ans)

An **interface in java** is a blueprint of a class. It has static constants and abstract methods only.

The interface in java is **a mechanism to achieve fully abstraction**. There can be only abstract methods in the java interface not method body. It is used to achieve fully abstraction and multiple inheritance in Java.

Java Interface also **represents IS-A relationship**.

It cannot be instantiated just like abstract class.

There are mainly three reasons to use interface. They are given below.

* It is used to achieve fully abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

In other words, Interface fields are public, static and final by default, and methods are public and abstract.

**Understanding relationship between classes and interfaces**

As shown in the figure given below, a class extends another class, an interface extends another interface but a **class implements an interface**.
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**Multiple inheritance in Java by interface**

If a class implements multiple interfaces, or an interface extends multiple interfaces i.e. known as multiple inheritance.

![ multiple inheritance in java](data:image/jpeg;base64,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)

Multiple inheritance is not supported through class in java but it is possible by interface, why?

|  |
| --- |
| Multiple inheritance is not supported in case of class. But it is supported in case of interface because there is no ambiguity as implementation is provided by the implementation class.  **Interface inheritance**  A class implements interface but one interface extends another interface.  What is marker or tagged interface?  An interface that have no member is known as marker or tagged interface. For example: Serializable, Cloneable, Remote etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.  //How Serializable interface is written?  public interface Serializable{  }  **Nested Interface in Java**  An interface can have another interface i.e. known as nested interface.  **Points to Remember About Interface:**   * Interface can have **only abstract** methods. * Interface **supports multiple inheritance**. * Interface has **only static and final variables**. * Interface **can't have static methods, main method or constructor**. * Interface **can't provide the implementation of abstract class**. * The **interface keyword** is used to declare interface. * **Example:** public interface Drawable{ void draw(); } * interface achieves fully abstraction (100%).   An interface is similar to a class in the following ways:   * An interface can contain any number of methods. * An interface is written in a file with a **.java** extension, with the name of the interface matching the name of the file. * The byte code of an interface appears in a **.class** file. * Interfaces appear in packages, and their corresponding bytecode file must be in a directory structure that matches the package name.   However, an interface is different from a class in several ways, including:   * You cannot instantiate an interface. * An interface does not contain any constructors. * All of the methods in an interface are abstract. * An interface cannot contain instance fields. The only fields that can appear in an interface must be declared both static and final. * An interface is not extended by a class; it is implemented by a class. * An interface can extend multiple interfaces.   **Declaring Interfaces:**   * An interface is implicitly abstract. You do not need to use the **abstract**keyword while declaring an interface. * Each method in an interface is also implicitly abstract, so the abstract keyword is not needed. * Methods in an interface are implicitly public.   When overriding methods defined in interfaces there are several rules to be followed:   * Checked exceptions should not be declared on implementation methods other than the ones declared by the interface method or subclasses of those declared by the interface method. * The signature of the interface method and the same return type or subtype should be maintained when overriding the methods. * An implementation class itself can be abstract and if so interface methods need not be implemented.   When implementation interfaces there are several rules:   * A class can implement more than one interface at a time. * A class can extend only one class, but implement many interfaces. * An interface can extend another interface, similarly to the way that a class can extend another class. |

**12. Why Java is Platform independent?**

Ans)

Java has been termed as a ‘Platform Independent Language’ as it primarily works on the notion of ‘compile once, run everywhere’. Here’s a sequential step establishing the Platform independence feature in Java:

* The Java Compiler outputs Non-Executable Codes called ‘Bytecode’.
* Bytecode is a highly optimized set of computer instruction which could be executed by the Java Virtual Machine (JVM).
* The translation into Bytecode makes a program easier to be executed across a wide range of platforms, since all we need is a JVM designed for that particular platform.
* JVMs for various platforms might vary in configuration, those they would all understand the same set of Bytecode, thereby making the Java Program ‘Platform Independent’.

**13. What are access modifiers? Give me an example?**

Ans)

**Access Modifiers in Java with Examples**

Java provides us a many number of *access modifiers* to set access levels *for class, variables, methods and constructor*. It means the access modifiers in java specify scope of a data member, method, constructor or a class. The four access modifiers in JAVA are private, default, protected and public.

**Types of Access Modifiers**

There are 4 types of java access modifiers:

* **private –** accessible within class only
* **default –** accessible available to the package only
* **protected –** accessible within package and outside the package but through *inheritance* only
* **public –** accessible everywhere

**Private Access Modifier:**

The private access modifier is accessible only within class. It means the methods, variables and constructors that are declared as private can only be accessed within the declared class itself. It is very restrictive access modifier.

Variables that are declared private can be accessed outside the class if public getter methods are present in the class.

**Important Note:** We cannot make class and interfaces private.

**Program example of private access modifier:**

Let us take an example to show the use of private access modifier.

**Step 1:** First we create class **PrivateClass**in which we declare one private data member and one private method:

class PrivateClass

{

private int x= 10;

private void show()

{

System.out.println("Private class");

}

}

**Step 2:** Second we create a class **PrivateAccess** in which we call the **PrivateClass** class data member and method:

class PrivateAccess

{

public [static](http://abhiandroid.com/java/static-keyword.html) void main(String args[])

{

PrivateClass obj=new PrivateClass();

System.out.println(obj.x);  //Compile Time Error

obj.show();  //Compile Time Error

}

}

**Explanation of Example:**

In **PrivateAccess** class when we are trying to call the private data member and method of a **PrivateClass** class it gives us compile time error because private data members and methods have a access level to **PrivateClass** class only.

**Default Access Modifier:**

If we don’t use any modifier, it is treated as default access modifier by default. In other words, we can say it id default if no access modifier for a class, method, field, etc is explicitly declared. The default modifier is accessible only within package.

A variable or method which is declared without any access modifier is available to any other class in the same package.

**Program Example of default access modifier**

Let us take an example to show the use of default access modifier.

**Step 1:** First we create a class **DefaultClass** under a package **pack** in which we declare default method:

package pack;

class DefaultClass

{

void show()

{

System.out.println("Default class");

}

}

**Step 2:** Second we create a class **DefaultAccess** under a package **mypack** and imports the above package **pack:**

package mypack;

import pack.\*;

class DefaultAccess

{

public static void main(String args[])

{

DefaultClass obj = new DefaultClass(); //Compile Time Error

obj.show(); //Compile Time Error

}

}

**Explanation of Example:**

In the above example, the scope of class **DefaultClass** and its method **show()** is default so it cannot be accessed from outside the package. As a result, it shows compile time error.

**Protected Access Modifier:**

We can access protected access modifier either within package and outside the package but through inheritance only. It means variables, methods and constructors which are declared as protected in a base class can be accessed only by the child classes in other packages.

The protected access modifier can be applied on the data member, method and constructor. It cannot be applied on the class and interfaces. Protected access modifier gives a chance to the child class to use the helper method or variable, while preventing from trying to use a class i.e. non related.

**Program Example of protected access modifier**

Let us take an example to show use of protected access modifier:

**Step 1:** First we create a class **ProtectedClass** under a package **pack1** in which we declare a protected method show():

package pack1;

class ProtectedClass

{

protected void show()

{

System.out.println("Protected class");

}

}

**Step 2:** Second we create a class **ProtectedAccess** under a package **mypack1** and import a package **pack1:**

package mypack1;

import pack1.\*;

class ProtectedAccess extends ProtectedClass

{

public static void main(String args[])

{

ProtectedAccess obj = new ProtectedAccess();

obj.show();

}

}

**Output:**

Protected class

**Explanation of Example:**

The ProtectedClass class of pack1 package is public, so it can be accessed from outside the package. But show() method of this package is declared as protected, so it can be accessed from outside the class only through inheritance.

**Public Access Modifier:**

The public access modifier is accessible everywhere. It means a class, method, constructor, interface etc declared as public can be accessed from any other class. It has the widest scope among all other modifiers.

**Program Example of public access modifier**

Let us take an example to show the use of public access modifier.

**Step 1:** First we create a class **PublicClass** in which we declare the public method **show()**:

class PublicClass

{

public void show()

{

System.out.println("Public class");

}

}

**Step 2:** Second we create a class **PublicAccess** in which we call the method of **PublicClass** class:

class PublicAccess

{

public static void main(String args[])

{

PublicClass obj = new PublicClass();

obj.show();

}

}

**Output:**

Public class

**Understanding all access modifiers in java**

Let’s understand the access modifiers with the help of following table:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Access Modifier | within a class | within a package | outside a package by subclass only | outside a package |
| Private | Yes | No | No | No |
| Default | Yes | Yes | No | No |
| Protected | Yes | Yes | Yes | No |
| Public | Yes | Yes | Yes | Yes |
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**14. What are java exceptions? Give me an example**

Ans)

**Exception:**

An Exception can be anything which interrupts the normal flow of the program. When an exception occurs program processing gets terminated and doesn’t continue further. In such cases we get a system generated error message. The good thing about exceptions is that they can be handled.

**When an exception can occur?**  
Exception can occur at runtime (known as runtime exceptions) as well as at compile-time (known Compile-time exceptions).

**Reasons for Exceptions**  
There can be several reasons for an exception. For example, following situations can cause an exception – Opening a non-existing file, Network connection problem, Operands being manipulated are out of prescribed ranges, class file missing which was supposed to be loaded and so on.

**Java’s exception handling consists of three operations:**

1. Declaring exceptions;
2. Throwing an exception; and
3. Catching an exception.

**Advantage of Exception Handling**

The core advantage of exception handling is **to maintain the normal flow of the application**. Exception normally disrupts the normal flow of the application that is why we use exception handling. Let's take a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there is 10 statements in your program and there occurs an exception at statement 5, rest of the code will not be executed i.e. statement 6 to 10 will not run. If we perform exception handling, rest of the statement will be executed. That is why we use exception handling in java.

**Types of Exception**

There are mainly two types of exceptions: checked and unchecked where error is considered as unchecked exception. The sun microsystem says there are three types of exceptions:

1. Checked Exception
2. Unchecked Exception
3. Error

## **Difference between checked and unchecked exceptions**

### 1) Checked Exception

The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions e.g.IOException, SQLException etc. Checked exceptions are checked at compile-time.

### 2) Unchecked Exception

The classes that extend RuntimeException are known as unchecked exceptions e.g. ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException etc. Unchecked exceptions are not checked at compile-time rather they are checked at runtime.

### 3) Error

Error is irrecoverable e.g. OutOfMemoryError, VirtualMachineError, AssertionError etc.

### Common scenarios where exceptions may occur

There are given some scenarios where unchecked exceptions can occur. They are as follows:

### 1) Scenario where ArithmeticException occurs

If we divide any number by zero, there occurs an ArithmeticException.

1. int a=50/0;//ArithmeticException

### 2) Scenario where NullPointerException occurs

If we have null value in any variable, performing any operation by the variable occurs an NullPointerException.

1. String s=null;
2. System.out.println(s.length());//NullPointerException

### 3) Scenario where NumberFormatException occurs

The wrong formatting of any value, may occur NumberFormatException. Suppose I have a string variable that have characters, converting this variable into digit will occur NumberFormatException.

String s="abc";

1. int i=Integer.parseInt(s);//NumberFormatException

### 4) Scenario where ArrayIndexOutOfBoundsException occurs

If you are inserting any value in the wrong index, it would result ArrayIndexOutOfBoundsException as shown below:

1. int a[]=new int[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

## **Java Exception Handling Keywords**

There are 5 keywords used in java exception handling.

1. try
2. catch
3. finally
4. throw
5. throws

**try-catch block:**

* **try block:**

Java try block is used to enclose the code that might throw an exception. It must be used within the method. Java try block must be followed by either catch or finally block.

**Syntax of java try-catch**

1. try{
2. //code that may throw exception
3. }catch(Exception\_class\_Name ref){}

**Syntax of try-finally block**

1. try{
2. //code that may throw exception
3. }finally{}

**catch block:**

Java catch block is used to handle the Exception. It must be used after the try block only. You can use multiple catch block with a single try.

1. public class Testtrycatch2{
2. public static void main(String args[]){
3. try{
4. int data=50/0;
5. }catch(ArithmeticException e){System.out.println(e);}
6. System.out.println("rest of the code...");
7. }
8. }

**Multi catch block:**

If you have to perform different tasks at the occurrence of different Exceptions, use java multi catch block.

1. public class TestMultipleCatchBlock{
2. public static void main(String args[]){
3. try{
4. int a[]=new int[5];
5. a[5]=30/0;
6. }
7. catch(ArithmeticException e){System.out.println("task1 is completed");}
8. catch(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
9. catch(Exception e){System.out.println("common task completed");}
11. System.out.println("rest of the code...");
12. }
13. }

Output: task1 completed

rest of the code...

**Rules:**

* At a time only one Exception is occured and at a time only one catch block is executed.
* All catch blocks must be ordered from most specific to most general i.e. catch for ArithmeticException must come before catch for Exception .

class TestMultipleCatchBlock1{

  public static void main(String args[]){

   try{

    int a[]=new int[5];

    a[5]=30/0;

  }

   catch(Exception e){System.out.println("common task completed");}

   catch(ArithmeticException e){System.out.println("task1 is completed");}

   catch(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}

   System.out.println("rest of the code...");

 }

}

Output: Compile-time error

**Nested try block:**

The try block within a try block is known as nested try block in java.

### Why use nested try block

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

**Syntax:**

....

try

{

    statement 1;

    statement 2;

    try

   {

        statement 1;

        statement 2;

    }

 catch(Exception e)

   {

    }

}

catch(Exception e)

{

}

....

**finally block:**

Java finally block is a block that is used *to execute important code* such as closing connection, stream etc. Java finally block is always executed whether exception is handled or not. Java finally block must be followed by try or catch block.

**Why use java finally**

* Finally block in java can be used to put "cleanup" code such as closing a file, closing connection etc.

## **Usage of Java finally**

Let's see the different cases where java finally block can be used.

### Case 1

Let's see the java finally example where **exception doesn't occur**.

1. class TestFinallyBlock{
2. public static void main(String args[]){
3. try{
4. int data=25/5;
5. System.out.println(data);
6. }
7. catch(NullPointerException e){System.out.println(e);}
8. finally{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

Output:5

finally block is always executed

rest of the code...

### Case 2

Let's see the java finally example where **exception occurs and not handled**.

1. class TestFinallyBlock1{
2. public static void main(String args[]){
3. try{
4. int data=25/0;
5. System.out.println(data);
6. }
7. catch(NullPointerException e){System.out.println(e);}
8. finally{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

Output: finally block is always executed

Exception in thread main java.lang.ArithmeticException:/ by zero

### Case 3

Let's see the java finally example where **exception occurs and handled**.

1. public class TestFinallyBlock2{
2. public static void main(String args[]){
3. try{
4. int data=25/0;
5. System.out.println(data);
6. }
7. catch(ArithmeticException e){System.out.println(e);}
8. finally{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

Output: Exception in thread main java.lang.ArithmeticException:/ by zero

finally block is always executed

rest of the code...

**Rules:**

* If you don't handle exception, before terminating the program, JVM executes finally block(if any).
* For each try block there can be zero or more catch blocks, but only one finally block.
* The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).

**throw keyword:**

The Java throw keyword is used to explicitly throw an exception. We can throw either checked or uncheked exception in java by throw keyword. The throw keyword is mainly used to throw custom exception.

The syntax of java throw keyword is given below.

1. throw exception;

Let's see the example of throw IOException.

throw new IOException("sorry device error);

**throw keyword example:**

1. public class TestThrow1{
2. static void validate(int age){
3. if(age<18)
4. throw new ArithmeticException("not valid");
5. else
6. System.out.println("welcome to vote");
7. }
8. public static void main(String args[]){
9. validate(13);
10. System.out.println("rest of the code...");
11. }
12. }

Output:

Exception in thread main java.lang.ArithmeticException:not valid

**Java Exception propagation:**

|  |
| --- |
| An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method,If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack.This is called exception propagation. |

**Rules:**

* By default Unchecked Exceptions are forwarded in calling chain (propagated).
* By default, Checked Exceptions are not forwarded in calling chain (propagated).

**throws keyword:**

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception so it is better for the programmer to provide the exception handling code so that normal flow can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers fault that he is not performing check up before the code being used.

**Syntax of java throws**

1. return\_type method\_name() throws exception\_class\_name{
2. //method code
3. }

### Which exception should be declared

**Ans)** checked exception only, because:

* **unchecked Exception:** under your control so correct your code.
* **error:** beyond your control e.g. you are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### Advantage of Java throws keyword

* Now Checked Exception can be propagated (forwarded in call stack).
* It provides information to the caller of the method about the exception.

**Java throws example:**

Let's see the example of java throws clause which describes that checked exceptions can be propagated by throws keyword.

1. import java.io.IOException;
2. class Testthrows1{
3. void m()throws IOException{
4. throw new IOException("device error");//checked exception
5. }
6. void n()throws IOException{
7. m();
8. }
9. void p(){
10. try{
11. n();
12. }catch(Exception e){System.out.println("exception handled");}
13. }
14. public static void main(String args[]){
15. Testthrows1 obj=new Testthrows1();
16. obj.p();
17. System.out.println("normal flow...");
18. }
19. }

Output:

exception handled

normal flow...

|  |
| --- |
| **There are two cases:**   1. Case1:You caught the exception i.e. handle the exception using try/catch. 2. Case2:You declare the exception i.e. specifying throws with the method. |

**Case1: You handle the exception**

* In case you handle the exception, the code will be executed fine whether exception occurs during the program or not.

import java.io.\*;

class M{

 void method()throws IOException{

  throw new IOException("device error");

 }

}

public class Testthrows2{

   public static void main(String args[]){

   try{

M m=new M();

     m.method();

   }catch(Exception e){System.out.println("exception handled");}

    System.out.println("normal flow...");

  }

}

**Case2: You declare the exception**

1. In case you declare the exception, if exception does not occur, the code will be executed fine.
2. In case you declare the exception if exception occures, an exception will be thrown at runtime because throws does not handle the exception.
3. ***Program if exception does not occur***
4. import java.io.\*;
5. class M{
6. void method()throws IOException{
7. System.out.println("device operation performed");
8. }
9. }
10. class Testthrows3{
11. public static void main(String args[])throws IOException{//declare exception
12. M m=new M();
13. m.method();
15. System.out.println("normal flow...");
16. }
17. }

Output:device operation performed

normal flow...

***B) Program if exception occurs***

1. import java.io.\*;
2. class M{
3. void method()throws IOException{
4. throw new IOException("device error");
5. }
6. }
7. class Testthrows4{
8. public static void main(String args[])throws IOException{//declare exception
9. M m=new M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

Output: Runtime Exception

### Can we rethrow an exception?

Yes, by throwing same exception in catch block.

**List of checked exception**

ClassNotFoundException: Class not found.  
CloneNotSupportedException: Attempt to clone an object that does not implement the Cloneable interface  
IllegalAccessException: Access to a class is denied.  
InstantiationException: Attempt to create an object of an abstract class or interface.  
InterruptedException: One thread has been interrupted by another thread.  
NoSuchFieldException: A requested field does not exist.  
NoSuchMethodException: A requested method does not exist.

**List of unchecked exception**

ArithmeticException: Arithmetic error, such as divide-by-zero.  
ArrayIndexOutOfBoundsException: Array index is out-of-bounds.  
ArrayStoreException: Assignment to an array element of an incompatible type.  
ClassCastException: Invalid cast.  
IllegalArgumentException: Illegal argument used to invoke a method.  
IllegalMonitorStateException: Illegal monitor operation, such as waiting on an unlocked thread.  
IllegalStateException: Environment or application is in incorrect state.  
IllegalThreadStateException: Requested operation not compatible with current thread state.  
IndexOutOfBoundsException: Some type of index is out-of-bounds.  
NegativeArraySizeException: Array created with a negative size.  
NullPointerException: Invalid use of a null reference.  
NumberFormatException: Invalid conversion of a string to a numeric format.  
SecurityException: Attempt to violate security.  
StringIndexOutOfBounds: Attempt to index outside the bounds of a string.  
UnsupportedOperationException: An unsupported operation was encountered.

**ExceptionHandling with MethodOverriding in Java**

|  |
| --- |
| There are many rules if we talk about methodoverriding with exception handling. The Rules are as follows:   * **If the superclass method does not declare an exception**   + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception. * **If the superclass method declares an exception**   + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception. |
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**Exception hierarchy**

**Points to Remember:**

* + Both catch and finally blocks are optional, but at least one must follow a try.
  + The try-catch-finally structure can be nested in try, catch, or finally blocks.
  + The finally block is used to clean up resources, particularly in the context of I/O.
  + If you omit the catch block, the finally block is executed before the exception is propagated.
  + Exceptions can be caught at any level.
  + If they are not caught, they are said to *propagate* to the next method.
  + Exceptions can be caught based on their generic type.
  + catch statements are like repeated else-ifs.
  + At most one catch bock is executed.
  + Be sure to catch generic exceptions after the specific ones.

**15. What is the difference between throws and throwable?**

Ans)

**throws:**

* throws is also keyword in java
* throws keyword is used in conjunction with method signature, to signify what kind of exception the method can throw.

**Throwable:**

* Throwable is super class of all exceptions and errors.
* All kind of exceptions and error are kind of throwable type.

You can use the following methods to retrieve the type of the exception and the state of the program from the Throwable object:

printStackTrace():

Prints this Throwable and its call stack trace to the standard error stream System.err. The first line of the outputs contains the result of toString(), and the remaining lines are the stack trace. This is the most common handler, if there is nothing better that you can do. For example,

try {

Scanner in = new Scanner(new File("test.in"));

// process the file here

......

} catch (FileNotFoundException ex) {

ex.printStackTrace();

}

You can also use printStackTrace(PrintStream s) or printStackTrace(PrintWriter s).

getMessage(): Returns the message specified if the object is constructed using constructor Throwable(String message).

toString(): Returns a short description of this Throwable object, consists of the name of the class, a colon ':', and a message from getMessage().

The **class hierarchy of Throwable** class is as follows:
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Exception class hierarchy

* A class which you must extend in order to create your own, custom, throwable.

**Example:**

[![enter image description here](data:image/png;base64,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)](http://i.stack.imgur.com/jXAmN.png)

A throwable contains a snapshot of the execution stack of its thread at the time it was created. It can also contain a message string that gives more information about the error. Finally, it can contain a cause: another throwable that caused this throwable to get thrown. The cause facility was added in release 1.4. It is also known as the chained exception facility, as the cause can, itself, have a cause, and so on, leading to a "chain" of exceptions, each caused by another.

* An object to Throwable or to it’s sub classes can be explicitly created and thrown by using **throw** keyword.
* Such explicitly thrown exception must be handled some where in the program, otherwise program will be terminated.
* It is not compulsory that explicitly thrown exception must be handled by immediately following try-catch block. It can be handled by any one of it’s enclosing try-catch blocks.

**16. What is the difference between Error and exception?**

Ans)

|  |  |
| --- | --- |
| **Errors** | **Exceptions** |
| 1. Errors in java are of type java.lang.Error. | 1. Exceptions in java are of type java.lang.Exception. |
| 2. All errors in java are unchecked type. | 2. Exceptions include both checked as well as unchecked type. |
| 3. Errors happen at run time. They will not be known to compiler. | 3. Checked exceptions are known to compiler where as unchecked exceptions are not known to compiler because they occur at run time. |
| 4. It is impossible to recover from errors. | 4. You can recover from exceptions by handling them through try-catch blocks. |
| 5. Errors are mostly caused by the environment in which application is running. | 5. Exceptions are mainly caused by the application itself. |
| 6. Examples : java.lang.StackOverflowError, java.lang.OutOfMemoryError | 6. Examples : Checked Exceptions : SQLException, IOException Unchecked Exceptions : ArrayIndexOutOfBoundException, ClassCastException, NullPointerException |

**17. What is the difference between Error, throwable and exception?**

Ans)

**Exception Classes - Throwable, Error, Exception & RuntimeException**
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The figure ‎above shows the hierarchy of the Exception classes. The base class for all Exception objects is java.lang.Throwable, together with its two subclasses java.lang.Exception and java.lang.Error.

* The Error class describes internal system errors (e.g., VirtualMachineError, LinkageError) that rarely occur. If such an error occurs, there is little that you can do and the program will be terminated by the Java runtime.
* The Exception class describes the error caused by your program (e.g. FileNotFoundException, IOException). These errors could be caught and handled by your program (e.g., perform an alternate action or do a graceful exit by closing all the files, network and database connections).

**18. What are collection APIs, give me an example**

Ans)

Java Collections framework API is a unified architecture for representing and manipulating collections. The API contains Interfaces, Implementations & Algorithm to help java programmer in everyday programming. In nutshell, this API does 6 things at high level

* Reduces programming efforts. - Increases program speed and quality.
* Allows interoperability among unrelated APIs.
* Reduces effort to learn and to use new APIs.
* Reduces effort to design new APIs.
* Encourages & Fosters software reuse.

To be specific, there are six collection java interfaces. The most basic interface is Collection. Three interfaces extend Collection: Set, List, and SortedSet. The other two collection interfaces, Map and SortedMap, do not extend Collection, as they represent mappings rather than true collections.

A collections framework is a unified architecture for representing and manipulating collections. All collections frameworks contain the following:

* **Interfaces:** These are abstract data types that represent collections. Interfaces allow collections to be manipulated independently of the details of their representation. In object-oriented languages, interfaces generally form a hierarchy.
* **Implementations, i.e., Classes:** These are the concrete implementations of the collection interfaces. In essence, they are reusable data structures.
* **Algorithms:** These are the methods that perform useful computations, such as searching and sorting, on objects that implement collection interfaces. The algorithms are said to be polymorphic: that is, the same method can be used on many different implementations of the appropriate collection interface.

In addition to collections, the framework defines several map interfaces and classes. Maps store key/value pairs. Although maps are not *collections* in the proper use of the term, but they are fully integrated with collections.

In addition to collections, the framework defines several map interfaces and classes. Maps store key/value pairs. Although maps are not *collections* in the proper use of the term, but they are fully integrated with collections.

## **The Collection Interfaces:**

The collections framework defines several interfaces. This section provides an overview of each interface:

|  |  |
| --- | --- |
| **SN** | **Interfaces with Description** |
| 1 | **The Collection Interface:**  This enables you to work with groups of objects; it is at the top of the collections hierarchy. |
| 2 | **The List Interface:**  This extends **Collection** and an instance of List stores an ordered collection of elements. |
| 3 | **The Set:**  This extends Collection to handle sets, which must contain unique elements |
| 4 | **The SortedSet**  This extends Set to handle sorted sets |
| 5 | **The Map**  This maps unique keys to values. |
| 6 | **The Map.Entry**  This describes an element (a key/value pair) in a map. This is an inner class of Map. |
| 7 | **The SortedMap**  This extends Map so that the keys are maintained in ascending order. |
| 8 | **The Enumeration**  This is legacy interface and defines the methods by which you can enumerate (obtain one at a time) the elements in a collection of objects. This legacy interface has been superceded by Iterator. |

**The Collection Classes:**

Java provides a set of standard collection classes that implement Collection interfaces. Some of the classes provide full implementations that can be used as-is and others are abstract class, providing skeletal implementations that are used as starting points for creating concrete collections.

The standard collection classes are summarized in the following table:

|  |  |
| --- | --- |
| **SN** | **Classes with Description** |
| 1 | **AbstractCollection:**  Implements most of the Collection interface. |
| 2 | **AbstractList**  Extends AbstractCollection and implements most of the List interface. |
| 3 | **AbstractSequentialList:**  Extends AbstractList for use by a collection that uses sequential rather than random access of its elements. |
| 4 | **LinkedList:**  Implements a linked list by extending AbstractSequentialList.  **ArrayList:** |
| 5 | Implements a dynamic array by extending AbstractList. |
| 6 | **AbstractSet**  Extends AbstractCollection and implements most of the Set interface.  **HashSet:** |
| 7 | Extends AbstractSet for use with a hash table.  **LinkedHashSet:** |
| 8 | Extends HashSet to allow insertion-order iterations.  **TreeSet:** |
| 9 | Implements a set stored in a tree. Extends AbstractSet. |
| 10 | **AbstractMap**  Implements most of the Map interface.  **HashMap:** |
| 11 | Extends AbstractMap to use a hash table.  **TreeMap:** |
| 12 | Extends AbstractMap to use a tree.  **WeakHashMap:** |
| 13 | Extends AbstractMap to use a hash table with weak keys.  **LinkedHashMap:** |
| 14 | Extends HashMap to allow insertion-order iterations  **IdentityHashMap:** |
| 15 | Extends AbstractMap and uses reference equality when comparing documents. |

The *AbstractCollection, AbstractSet, AbstractList, AbstractSequentialList* and *AbstractMap* classes provide skeletal implementations of the core collection interfaces, to minimize the effort required to implement them.

**The Collection Algorithms:**

The collections framework defines several algorithms that can be applied to collections and maps. These algorithms are defined as static methods within the Collections class.

Several of the methods can throw a **ClassCastException**, which occurs when an attempt is made to compare incompatible types, or an **UnsupportedOperationException**, which occurs when an attempt is made to modify an unmodifiable collection.

Collections define three static variables: EMPTY\_SET, EMPTY\_LIST, and EMPTY\_MAP. All are immutable.

**How to use an Iterator?**

Often, you will want to cycle through the elements in a collection. For example, you might want to display each element.

The easiest way to do this is to employ an iterator, which is an object that implements either the Iterator or the ListIterator interface.

Iterator enables you to cycle through a collection, obtaining or removing elements. ListIterator extends Iterator to allow bidirectional traversal of a list and the modification of elements.

**How to use a Comparator?**

Both TreeSet and TreeMap store elements in sorted order. However, it is the comparator that defines precisely what *sorted order* means.

This interface lets us sort a given collection any number of different ways. Also this interface can be used to sort any instances of any class (even classes we cannot modify).

**19. What is the difference between final and finally?**

Ans)

**final** - final keyword can be used with a class, variable or a method.

* A variable declared as final acts as constant, which means once a variable is declared and assigned, the value cannot be changed. An object can also be final, which means that the once the object is created it cannot be assigned a different object, although the properties or fields of the object can be changed.
* A final class is immutable, which means that no other class can extend from it. E.g String, Integer.
* A final method in a class cannot be overridden in the child class.

**finally** - finally keyword is used with try-catch block for handling exception. The finally block is optional in try-catch block. The finally code block is always executed after try or catch block is completed. The general use case for finally block is to close the resources or clean up objects used in try block. For e.g. Closing a FileStream, I/O stream objects, Database connections, HTTP connections are generally closed in a finally block.

**Points to remember:**

final ----> Keyword in java that can be used for classes, methods and variables.  
\* If a class is declared as final, it cannot be sub-classed/inherited  
\* If a method is declared as final, it cannot be overriden  
\* if a variable is declared as final, it's value cannot be changed

finally ---------> Its a block in java that is used in exception hadling.  
\* The code written in finally block will be executed even when an exception in thrown or not.

finalize --------> Method that is used in the concept of Garbage Collection.  
\* Before JVM performs the Garbage Collection, if you want to perform important tasks like closing the connection object and so on, this kind of code can be written in finalize method

**20. Will java supports multiple inheritance?**

Ans)

### Multiple inheritance:

* The concept of Getting the properties from multiple class objects to sub class object with same priorities is known as multiple inheritance.
* Java Doesn't Support multiple Inheritance.

**Diamond problem:**

* In multiple inheritance there is every chance of multiple properties of multiple objects with  the same name available to the sub class object with same priorities leads for the ambiguity.

//Multiple inheritance program

Class A{

}

Class B extends A{

public void show(){

}

}

Class C extends A{

public void show(){

}

}

Class D extends B,C{  // not supported by java leads to syntax error.

}

* We have two classes B and c which are inheriting A class properties.
* Here Class D inheriting B class and C class So properties present in those classes will be available in java.
* But both classes are in same level with same priority.
* If we want to use show() method that leads to ambiguity
* This is called diamond problem.
* Because of multiple inheritance there is chance of the root object getting created more than once.
* Always the root object i.e object of object class hast to be created only once.
* Because of above mentioned reasons multiple inheritance would not be supported by java.
* Thus in java a class can not extend more than one class simultaneously. At most a class can extend only one class.

So these are the reasons that java does not supports multiple inheritance.

The mechanism of inheriting the features of more than one base class into a single class is known as multiple inheritance. Java does not support multiple inheritance but the multiple inheritance can be achieved by using the interface.
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In Java Multiple Inheritance can be achieved through use of Interfaces by implementing more than one interfaces in a class.

**21. What are the different types of interface? (Ans List, set, Queue)**

Ans)

There is no direct implementation for the java.util.Collection interface. The Collection interface has five sub interfaces.

|  |
| --- |
| **Figure 1:** The five sub interfaces of the java.util.Collection interface. |
| [Java collection interfaces.svg](https://commons.wikimedia.org/wiki/File:Java_collection_interfaces.svg) |

**Set**

A set collection contains unique elements, so duplicates are not allowed. It is similar to a mathematical Set. When adding a new item to a set, the set calls the method int hashCode() of the item and compares its result to the hash code of all the already inserted items. If the hash code is not found, the item is added. If the hash code is found, the set calls the boolean equals(Object obj); method for all the set items with the same hashcode as the new item. If all equal-calls return false, the new item is inserted in the set. If an equal-call returns true, the new item is not inserted in the set.

|  |
| --- |
| [Java collection set implementations.jpg](https://en.wikibooks.org/wiki/File:Java_collection_set_implementations.jpg) |

Set class diagram.

java.util.HashSet<E>

This is the basic implementation of the Set interface. Not synchronized. Allows the **null** elements

java.util.TreeSet<E>

Elements are sorted, not synchronized. **null** not allowed

java.util.CopyOnWriteArraySet<E>

Thread safe, a fresh copy is created during modification operation. Add, update, delete are expensive.

java.util.EnumSet<E extends Enum<E>>

All of the elements in an enum set must come from a single enum type that is specified, explicitly or implicitly, when the set is created. Enum sets are represented internally as bit vectors.

java.util.LinkedHashSet<E>

Same as HashSet, plus defines the iteration ordering, which is the order in which elements were inserted into the set.

**Detecting duplicate objects in Sets**

Set cannot have duplicates in it. You may wonder how duplicates are detected when we are adding an object to the Set. We have to see if that object exists in the Set or not. It is not enough to check the object references, the objects' values have to be checked as well.

To do that, fortunately, each java object has the **boolean equals(Object obj),** method available inherited from Object. You need to override it. That method will be called by the Set implementation to compare the two objects to see if they are equal or not.

There is a problem, though. What if I put two different type of objects to the Set. I put an Apple and an Orange. They cannot be compared. Calling the **equals()** method would cause a ClassCastException. There are two solutions to this:

* **Solution one** : Override the **int hashCode()** method and return the same values for the same type of objects and return different values for different type of objects. The **equals()** method is used to compare objects only with the same value of hashCode. So before an object is added, the Set implementation needs to:
  + find all the objects in the Set that have the same hashCode as the candidate object hashCode
  + and for those, call the equals() methods passing in the candidate object
  + if any of them returns true, the object is not added to the Set.
* **Solution two** : Create a super class for the Apple and Orange, let's call it Fruit class. Put Fruits in the Set. You need to do the following:
  + Do not override the equals() and hashCode() methods in the Apple and Orange classes
  + Create appleEquals() method in the Apple class, and create orangeEquals() method in the Orange class
  + Override the hashCode() method in the Fruit class and return the same value, so the equals() is called by the Set implementation
  + Override the equals() method in the Fruit class for something like this.

//equals method implementation:

public boolean equals(Object obj) {

boolean ret = false;

if (this instanceof Apple &&

obj instanceof Apple) {

ret = this.appleEquals(obj);

} else if (this instanceof Orange &&

obj instanceof Orange) {

ret = this.orangeEquals(obj);

} else {

// Can not compare Orange to Apple

ret = false;

}

return ret;

}

**Note:**

* Only the objects that have the same hashCode will be compared.
* You are responsible to override the equals() and hashCode() methods. The default implementations in Object won't work.
* Only override the hashCode() method if you want to eliminate value duplicates.
* Do not override the hashCode() method if you know that the values of your objects are different, or if you only want to prevent adding the exactly same object.
* Beware that the hashCode() may be used in other collection implementations, like in a Hashtable to find an object fast. Overriding the default hashCode() method may affect performance there.
* The default hashCodes are unique for each object created, so if you decide not to override the hashCode() method, there is no point overriding the equals() method, as it won't be called.

**SortedSet**

The SortedSet interface is the same as the Set interface plus the elements in the SortedSet are sorted. It extends the Set Interface. All elements in the SortedSet must implement the Comparable Interface, furthermore all elements must be mutually comparable.

Note that the ordering maintained by a sorted set must be consistent with equals if the sorted set is to correctly implement the Set interface. This is so because the Set interface is defined in terms of the equals operation, but a sorted set performs all element comparisons using its compare method, so two elements that are deemed equal by this method are, from the standpoint of the sorted set, equal.

The SortedSet interface has additional methods due to the sorted nature of the 'Set'. Those are:

|  |  |
| --- | --- |
| E first(); | returns the first element |
| E last(); | returns the last element |
| SortedSet headSet(E toElement); | returns from the first, to the exclusive toElement |
| SortedSet tailSet(E fromElement); | returns from the inclusive fromElement to the end |
| SortedSet subSet(E fromElement, E toElement); | returns elements range from fromElement, inclusive, to toElement, exclusive. (If fromElement and toElement are equal, the returned sorted set is empty.) |

**List**

In a list collection, the elements are put in a certain order, and can be accessed by an index. Duplicates are allowed, the same element can be added twice to a list. It has the following implementations:

List class diagram

|  |
| --- |
| [Java collection list implementations.jpg](https://en.wikibooks.org/wiki/File:Java_collection_list_implementations.jpg) |

java.util.Vector<E>

Synchronized, use in multiple thread access, otherwise use [ArrayList](https://en.wikibooks.org/wiki/Java_Programming/ArrayList).

java.util.Stack<E>

It extends class Vector with five operations that allow a vector to be treated as a stack. It represents a last-in-first-out (LIFO) stack of objects.

java.util.ArrayList<E>

The basic implementation of the List interface is the ArrayList. The ArrayList is not synchronized, not thread safe. Vector is synchronized, and thread safe. Vector is slower, because of the extra overhead to make it thread safe. When only one thread is accessing the list, use the ArrayList. Whenever you insert or remove an element from the list, there are extra overhead to reindex the list. When you have a large list, and you have lots of insert and remove, consider using the LinkedList.

java.util.LinkedList<E>

Non-synchronized, update operation is faster than other lists, easy to use for stacks, queues, double-ended queues. The name LinkedList implies a special data structure where the elements/nodes are connected by pointers.

Head Node 1 Node 2 Node n

\_\_\_\_\_\_

| Size | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_

|\_\_\_\_\_\_| | | point | | | point | | | |

| First |-------->| Data | to next |------>| Data | to next|-- ... -->| Data | null |

| elem | |\_\_\_\_\_\_|\_\_\_\_\_\_ | |\_\_\_\_\_\_ |\_\_\_\_\_\_ | |\_\_\_\_\_\_|\_\_\_\_\_\_|

|\_\_\_\_\_\_| ^

| Last | |

| elem |-----------------------------------------------------------------

|\_\_\_\_\_\_|

Each node is related to an item of the linked list. To remove an element from the linked list the pointers need to be rearranged. After removing Node 2:

Head Node 1 Node 2 Node n

\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

| Size | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ | \_\_\_\_\_\_\_\_\_\_\_\_\_\_

|\_- 1\_ \_| | | point | | | | point | | | | |

| First |-------->| Data | to next |---- | Data | to next | -...-->| Data | null |

| elem | |\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_| |\_\_\_\_\_\_|\_\_\_\_\_\_\_\_| |\_\_\_\_\_\_|\_\_\_\_\_\_|

|\_\_\_\_\_\_| ^

| Last | |

| elem |----- ----- ----- --- --- ---- --- ---- ------ ---- --- ------- -- ----- -- -

|\_\_\_\_\_\_|

javax.management.AtributeList<E>

Represents a list of values for attributes of an MBean. The methods used for the insertion of Attribute objects in the AttributeList overrides the corresponding methods in the superclass ArrayList. This is needed in order to insure that the objects contained in the AttributeList are only Attribute objects.

javax.management.relation.RoleList<E>

A RoleList represents a list of roles (Role objects). It is used as parameter when creating a relation, and when trying to set several roles in a relation (via 'setRoles()' method). It is returned as part of a RoleResult, to provide roles successfully retrieved.

javax.management.relation.RoleUnresolvedList<E>

A RoleUnresolvedList represents a list of RoleUnresolved objects, representing roles not retrieved from a relation due to a problem encountered when trying to access (read or write to roles).

**Queue**

The Queue interface provides additional insertion, extraction, and inspection operations. There are FIFO (first in, first out) and LIFO (last in, first out) queues. This interface adds the following operations to the Collection interface:

|  |  |
| --- | --- |
| E element() | Retrieves, but does not remove, the head of this queue. This method differs from the peek method only in that it throws an exception if this queue is empty |
| boolean offer(E o) | Inserts the specified element into this queue, if possible. |
| E peek() | Retrieves, but does not remove, the head of this queue, returning null if this queue is empty |
| E poll() | Retrieves and removes the head of this queue, or null if this queue is empty |
| E remove() | Retrieves and removes the head of this queue. This method differs from the poll method in that it throws an exception if this queue is empty. |

|  |
| --- |
| [Java collection queue implementations.jpg](https://en.wikibooks.org/wiki/File:Java_collection_queue_implementations.jpg) |

Queue class diagram

java.util.BlockingQueue<E>

waits for the queue to become non-empty when retrieving an element, and waits for space to become available in the queue when storing an element. Best used for producer-consumer queues.

java.util.PriorityQueue<E>

orders elements according to an order/priority specified at construction time, null element is not allowed.

java.util.concurrent.ArrayBlockingQueue<E>

orders elements FIFO; synchronized, thread safe.

java.util.concurrent.SynchronousQueue<E>

each put must wait for a take, and vice versa, does not have any internal capacity, not even a capacity of one, an element is only present when you try to take it; you cannot add an element (using any method) unless another thread is trying to remove it.

**22. What are wrapper class? Give me an example**

Ans)

The Wrapper classes have introduced for the following two purposes by SUN people.  
1. To wrap primitives into object form so that we can handle primitives also just like objects.  
2. We can get several utility functions for primitives.

• The following are the wrapper classes.  
**Type** --------- **Class**  
byte ---------> Byte  
short ---------> Short  
int ---------> Integer  
long ----------> Long  
float ----------> Float  
double ----------> Double  
char ----------> Character  
boolean ----------> Boolean  
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**Constructors of the Wrapper classes :**  
• Integer class contains the following two constructors.  
Integer i= new Integer(int i);  
Integer i= new Integer(String s);  
**Ex:** Integer i= new Integer(10);  
Integer i= new Integer(“10”);  
Integer i=new Integer(“ten”); x given  
RTE: NumberFormatException  
I.e., If the String is unable to convert into a number then we will get a RTE saying “NumberFormantException”.  
---> Byte b=new Byte(byte b);  
---> Byte b=new Byte(String s);

**Wrapper Class** --------- **Constructor Arguments**  
1. Byte --------------------> byte or String  
2. Short --------------------> short or String  
3. Integer ---------------------> int or String  
4. Long ---------------------> long or String  
5. Float ---------------------> float or String or double  
Ex: float f= new Float(float f); //10.0f //valid  
float f= new Float(String s); //”10.0f” //valid  
float f= new Float(double d);//10.0 //valid  
6. Double ----------------------> double  
7. Character ------------------> char  
**Ex:** Character c=new Character(char c);  
Character c=new Character(‘d’); //valid  
Character c=new Character(“d”); //invalid  
8. Boolean ---------------------> Boolean or String  
**Ex:** Boolean b=new Boolean(true); //valid  
(false); //valid  
(TRUE); //invalid  
(FALSE); //invalid  
Boolean b=new Boolean(“viswan”); //false  
(“yes”); //false  
(“no”); //false  
Note: Other than “true” everything should return ‘false’.

**Which of the following are valid Boolean declarations?**  
1. boolean b=true; //valid  
2. boolean b=false; //valid  
3. boolean b=TRUE; //invalid  
4. boolean b=FALSE; //invalid  
5. Boolean b=new Boolean(“true”); //valid  
6. Boolean b=new Boolean(“false”); //valid  
7. Boolean b=new Boolean(“yes”); //valid //false  
8. Boolean b=new Boolean(“NO”); //valid // false  
9. boolean b=yes; //invalid //Compile time error  
10. boolean b=NO; //invalid // Compiletime error  
**valueOf() method:**  
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• Except character class every wrapper class contain a static valueOf() which can be used for converting a String object to corresponding wrapper object.  
**Ex:** Integer i=Integer.valueOf(“10”); //valid  
Integer i=Integer.valueOf(“ten”); //invalid // RTE :NumberFormatException  
Boolean b= Boolen.valueOf(“xxx”); //false  
**valueOf(String)**:  
String object ----------to------------> Wrapper Object  
• This is a static method.  
• The argument is String only.  
• Throws NumberFormatException, if we are unable to convert the String to number.  
**Ex:** Integer i= Integer.valueOf(10); //invalid  
Argument is not String ,the **Second version of valueOf() method:**  
• Byte. Short, Integer, Long classes contain second version of valueOf() method which can take a String and radix as arguments.  
• First the String converted into decimal form and then that decimal value will be stored in the wrapper object.  
**Ex1:** Integer i=Integer.valueOf(”101100”,2) ;  
System.out.println(i);//44 base=radix  
**Signatures:**  
1. public static wrapper valueOf(String s)  
object  
2. public static wrapper valueOf(String s, int radix)  
object  
**Ex2:** Long l=Long.valueOf(“12”,5);  
System.out.println(l); //7  
\* totally “36” bases or radixes are valid  
**xxxValue() methods:-**  
• All the numeric wrapper classes contains the fallowing methods for “converting wrapperclass object to primitive”.  
intVlaue(); byteVlaue(); shortVlaue(); longVlaue(); floatVlaue(); doubleVlaue();  
• Each wrapper class contains the above six methods, in total 36 xxxValue() methods are possible.  
• These xxxValue() methods are instance methods and no arg methods.  
Ex: Double d =new(150,263);  
System.out.println(d.byteValue()); // -106  
System.out.println(d.shortValue()); //150  
System.out.println(d.intValue()); //150  
System.out.println(d.longValue()); // 150  
System.out.println(d.floatValue()); // 150.263  
System.out.println(d.doubleValue()); // 150.263  
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• Character class contains charValue() method for converting character object to primitive.  
**Ex:** Character ch= new Character(‘a’) ;  
Char c=ch.charValue();  
System.out.println(c); // a  
• Boolean class contain booleaValue() method for converting a Boolean object to Boolean primitive.  
**Ex:** Boolean B=new Boolen(“viswan”);  
boolean b=B.charValue();  
System.out.println(b); //false  
**parseXxx() methods:**  
  
[![http://1.bp.blogspot.com/_Pc8VSCmbaAo/SZgYMqgwwfI/AAAAAAAAAGA/zxEpr_RxQrA/s400/parsexxx%28%29.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUEAAAA1CAIAAABQqM4FAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAB3RJTUUH2QIPDRUfaSPcwwAAAAd0RVh0QXV0aG9yAKmuzEgAAAAMdEVYdERlc2NyaXB0aW9uABMJISMAAAAKdEVYdENvcHlyaWdodACsD8w6AAAADnRFWHRDcmVhdGlvbiB0aW1lADX3DwkAAAAJdEVYdFNvZnR3YXJlAF1w/zoAAAALdEVYdERpc2NsYWltZXIAt8C0jwAAAAh0RVh0V2FybmluZwDAG+aHAAAAB3RFWHRTb3VyY2UA9f+D6wAAAAh0RVh0Q29tbWVudAD2zJa/AAAABnRFWHRUaXRsZQCo7tInAAADq0lEQVR4nO2c73G0IBCH5Z23gCvBdHAlmUqulFwnSSdnJ+aDMwyyQDhUcPV5PmSYPRYR9xcW/GOmaeoAQC3/WncAAFaBhgF0g4YBdIOGAXSDhgF0g4YBdIOGL4QxxhjTuhewMf9bdwDCeGKbpsm1FNzVN8bMXrYA54DLeWik3soU6Hkh4zNBLn1ovOkX7YGEmFjFLKpZZt5ENxesUdb06kgXeRS3NVtZLnFdo+fotVlyznAwmIfLmXUyi8GVjbVYo1fTKwdd5LFcyc1l72/QuNvZw1FAw+XEdBKzBBXlyji2bxxzdP81JIxwbtiX3oU/b+HIDDwhOZlLu43kGOHEMA9vj5sYJ6olMmfZWuInr4WgEU4MGl5LmVoSXrGN6NgetVyKy8pwZqY49/u9de+acb/fEyPjTrOuxv6cfmWFmEV6xRpMG91+et3emyvHz1bkxGFq4XTlZVXmuWsZoibPeGgZnCOTM4bk0pdgCuXbcA7QcDnuvd/jM8sYAZ8P7i2Vo04M6joMOTAPA+gGDQPo5qAa1rLIhDq8FQ+xytWCqnL0VtKw+zBwzhmycgOXt+IhVrlOUNWffmpoOPZSDpMt7EqTAKs//dTOpZlgz8c4jq27cGkarIcn55V3L8GW+bZnt5gldc8AFjyfz4+Pj+fzWeYevMT58RCMjVjNTizrZFPBcFrjFeznhqFbQ8P26QLP2C3f3TGhl+ljdpucd8ztB2Acx8/PzwIlBy9xfjzE6nTi0wjS7v01yc8wrPGS5bTXu1Sah91BD/7aOSfpFZCoFgqUHLzE+fEgY2PNhlbB3FgcnBvOww3eebDNuu2byEP5wToJxw07uXmbl6Lv+3EcM5WTvsQx+5/lWCO2/G4gSa9uGSqZncwP2pyalfalt23QTuk7CdgeBXJ4PB7e0A3D8P39vdN1ORTesq4J9e4PF/yUcGk+cBBkGIbX6/X19dX3fb7XrllPWYDt1A3Z8vpjVXrnYVp+LdXabXLSLTONzjk3WWda7gSg5CMwDMPj8XhLuhZ7Qb0AyIyHWDnYyOR858SNnFiIyn7GvGQnvVOTxsSx8lH5DYDEOmenQ0CCn5+fvu+lejPHkKFOkLVKR8M5h4AC0PB6cgZH5fvD5NKnwUtxoQCVGu7Q7VngOq7noO8eAkAmaBhAN6lc+na7XfZxpdvt1roL6rly/GxFThyylwCgG3JpAN2gYQDdoGEA3aBhAN2gYQDdoGEA3aBhAN2gYQDdoGEA3aBhAN38ArzNX3deH+HGAAAAAElFTkSuQmCC)](http://1.bp.blogspot.com/_Pc8VSCmbaAo/SZgYMqgwwfI/AAAAAAAAAGA/zxEpr_RxQrA/s1600-h/parsexxx().png)  
• Every wrapper class except Character class contain parseXxx() for converting a String object to corresponding primitive.  
**Ex**: String s=”10”;  
int i=Integer.parseInt(s);  
double d=Double.parseDouble(s); //10.0  
long l=Long.parseLong(s);

**Wrapperclass**--------- **parseXxx()**  
Byte ------------> parseByte(String s)  
Short -------------> parseShort(String s)  
Integer -------------> parseInt(String s)  
Long -------------> parseLong(String s)  
Float -----------> parseFloat(String s)  
Double ------------> parseDouble(String s)  
• Boolean class contain a static method getBoolean() method for converting a string to Boolean primitive.. -----> 1.4 version  
String s=”123”;  
int i=Integer.parseInt(s);  
double d=Double.parseDouble(s);  
System.out.println(i); //123  
System.out.println(d); //123.0  
Boolean b=getBoolean(“viswan”);  
System.out.println(b); //false  
**Second version of parseXxx() :-**  
• All the integral wrapper classes (byte, short, integer, long) contains second version of parseXxx().  
public static primitive parseXxx(String s,int radix)  
**Ex:** int i=Integer.parseInt(“10101100”,2);  
System.out.println(i); //172  
long l=Long.parseLong(“12”,8);  
System.out.println(l); //10  
• java support max – radix is 36(base)  
System.out.println(Character.MAX-RADIX); //036  
**toString() method:**  
**1st version:**-  
• All the wrapper classes contains an instance toString() method for converting wrapper class object to corresponding String object.  
• public String toString();  
Integer i=new Integer(10);  
String s= i.toString();  
System.out.println(s); // 10  
Boolen B=new Boolean(“surya”);  
String s=B.toString();  
System.out.println(s);//false  
  
[![http://2.bp.blogspot.com/_Pc8VSCmbaAo/SZgYi74cPoI/AAAAAAAAAGQ/xw0ayVExako/s400/tostring%28%29.png](data:image/png;base64,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)](http://2.bp.blogspot.com/_Pc8VSCmbaAo/SZgYi74cPoI/AAAAAAAAAGQ/xw0ayVExako/s1600-h/tostring().png)  
**2nd Version:**  
  
[![http://3.bp.blogspot.com/_Pc8VSCmbaAo/SZgYxJFEiVI/AAAAAAAAAGY/CJAp90eqLPk/s400/tostring2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXgAAABACAIAAACfofuFAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAB3RJTUUH2QIPDRcI2MY7hgAAAAd0RVh0QXV0aG9yAKmuzEgAAAAMdEVYdERlc2NyaXB0aW9uABMJISMAAAAKdEVYdENvcHlyaWdodACsD8w6AAAADnRFWHRDcmVhdGlvbiB0aW1lADX3DwkAAAAJdEVYdFNvZnR3YXJlAF1w/zoAAAALdEVYdERpc2NsYWltZXIAt8C0jwAAAAh0RVh0V2FybmluZwDAG+aHAAAAB3RFWHRTb3VyY2UA9f+D6wAAAAh0RVh0Q29tbWVudAD2zJa/AAAABnRFWHRUaXRsZQCo7tInAAAEiElEQVR4nO3d2XHjOhBAUfLVC0Ah0BkoJDkSpaJM7FCYCeZDVSgYGxeggQZ1z4eLA3MBu+EWV81sjJkAQNJ/vTsA4PooNADEUWgAiKPQABBHoQEgjkIDQByFBoA4Cg0AcRQaAOIoNADEUWgAiKPQAJBnYu73e+9+De9+v0djC50Y8+UyY342sbe35znejv2I4VjIV7lMDDl1AiCOQgNAHIUGgDgKDQBxFBoA4ig0AMRRaACIo9AAEEehASCudaGZ57lwzv1r+Ewl8Tm07NEN1UooA2AaMAh1XkEId5unuWs90m5ja4wRfUx+oGfwJbrad/ebZVmU+CsI77X/eYeqXsUdrnjvt7lr78yFIa0ek5aDu7zzdQdYd82y3BHXaIYx6KccDrlqlsULzbsqz/NsJ6Lt3rQ7QzibO787Q/RXaqUikOn2exRGQ7onwt5W3EW88R1dNrWhzL5E1xnOOR3P5sUOalxVsjzFEt3R/6Jr98ZxGB233U67Y8g7ZXXj5f7KnfbmV/sREe5aOG1D4e6Ft7PTvgjvD0502dSGUn0It5va67B9xGyWqJ7lzHQvNY9o3PJpR8zkhM+b8MLqrioVl53xUlLFq7Cn7tHd2R/hQ1sMl01tKDp/uN2ShF4pmynts9xYzSOa9jtsq75Xs4cI/SHhR9b1fE42Uy6cZdlTJxSqPua809KKa8ZpEpVFW6KHuet07sh5iOPtfCczvz2xd7NzJ7WkV+XOdb58u+u6lq+kurpZno4kuo06hca7Ep5qt/9026M/wwW9q2J2E9Ejbe9SkWbeFdCw26l27xqtbZyyEXbX5n7ihbmzc0Yjv5nBzM8pndD92Tyd3Nfr9fX19Xq9Tiwrp26Wp0SiO6r2wF60dnrtJuDNk5khs6HN7arldTLsdhgib8GjEXY/6MzWHeJM5DczuDmd3+WwGxWzua7r9/e3nnJTPcvTwUQ3MMypE0RpGIv7VTlW1VZuro3/bkXKQH+3WJZlXdeLjXnvCkObLaY2xBGNoPAQF909n08vTY/H4+fnp8sIEeXude++cHsbH+zxeDyfz2VZenfk+ig0+ESUmMZUX6NR0o1zhu78hf3+/i7LEpYYDflK9UFD3/bI9LPFjkUvSm1eqbLPfdTqRmOjDA68dc/X6AN+6n4x2F6OMn+fEZj+PlIRLtWgb4ASdQe8tpue3HUCIK7dxWCT/voV22LnDNuN88R6eP7F4Q+Gs2fA25b8mPcavZdOZLp/jJa7TpkaZILvwdpcBFAuNXrdt8DcqrFnTjttglfGutNSaM4FRduJKFAo/EMwf98O2Xw9TaRbxZoWGpP4ZqO3E1VDbVgBIYOOeS1HNNGzUADX0OGuU8nZo/elG1478DmiY95r1PN30fqIxiS+jiB1Iupe3Jr+3royyr6sENgvOno3h/ShpVRdD+5w6nTuCT03rDsXATRLlZIqS2n704gXmtvtpuega1C32613F3CA8jGvuW9WZswrOrgC4FH10F0JCg0AcbzrBEAchQaAOAoNAHEUGgDiKDQAxFFoAIij0AAQR6EBIO4f3/ENN4iuELkAAAAASUVORK5CYII=)](http://3.bp.blogspot.com/_Pc8VSCmbaAo/SZgYxJFEiVI/AAAAAAAAAGY/CJAp90eqLPk/s1600-h/tostring2.png)  
• Every wrapper class contain a static toString() method for converting a primitive to String object.  
• This is available in all wrapper classes and object class also includes Boolean and Character classes.  
• public static String toString(10);  
**Ex:** String s1=Integer.toString(10);  
System.out.println(s);  
String s1=Boolean.toString(true);  
String s1=Integer.toString(‘a’);  
System.out.println(s1);  
System.out.println(s2);  
**3rd Version:**  
  
[![http://4.bp.blogspot.com/_Pc8VSCmbaAo/SZgYxIP9S8I/AAAAAAAAAGg/ecjKROJnMzA/s400/tostring3.png](data:image/png;base64,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)](http://4.bp.blogspot.com/_Pc8VSCmbaAo/SZgYxIP9S8I/AAAAAAAAAGg/ecjKROJnMzA/s1600-h/tostring3.png)  
• Integer and Long classes contain the 3rd version of the toString() method for converting given primitive to String of sprcified radix.  
• public satic String toString(30,2);  
Ex: String s= Integer.toString(30,2);  
System.out.println(s); //”11110”  
toString(primitive, int radix)  
**4th version:**  
• public static String to xxxString(primitive) //int/long  
• The version of toString() is available in the Integer and Long classes only. The possible to xxxString() methods are, toBinaryString, toHexString and tooctalString for converting the given primitive to the corresponding String form.  
String s=Integr.toBinaryString(100); //1100100  
String s=Integr.toOctalString(100); //144  
String s=Integr.toHexString(100); //64  
• All the wrapper class objects are immutable and all the wrapper classes are final classes.  
• ‘void’ is also one type of wrapper class.  
• String class and all the wrapper classes are immutable.  
• The following are the final classes.  
-->String  
--> StrringBuffer  
--->Math

**23. What is boxing and unboxing in Java? Explain with an example**

Ans)

**Autoboxing and Unboxing:**

* Autoboxing and Unboxing features was added in Java5.
* **Autoboxing** is a process by which primitive type is automatically encapsulated(boxed) into its equivalent type wrapper
* **Auto-Unboxing** is a process by which the value of object is automatically extracted from a type wrapper.

**Example of Autoboxing and Unboxing:**

class Test

{

public static void main(String[] args)

{

Integer iob = 100; //Autoboxing of int

int i = iob; //unboxing of Integer

System.out.println(i+" "+iob);

Character cob = 'a'; /Autoboxing of char

char ch = cob; //Auto-unboxing of Character

System.out.println(cob+" "+ch);

}

}

**Output :**

100 100

a a

**Autoboxing / Unboxing in Expressions:**

Whenever we use object of Wrapper class in an expression, automatic unboxing and boxing is done by JVM.

Integer iOb;

iOb = 100; //Autoboxing of int

**++iOb**;

When we perform increment operation on Integer object, it is first unboxed, then incremented and then again reboxed into Integer type object.

This will happen always, when we will use Wrapper class objects in expressions or conditions etc.

**Benefits of Autoboxing / Unboxing**

1. Autoboxing / Unboxing lets us use primitive types and Wrapper class objects interchangeably.
2. We don't have to perform Explicit **typecasting**.
3. It helps prevent errors, but may lead to unexpected results sometimes. Hence must be used with care.

**24. Explain for each loop**

Ans)

**For-each loop (Advanced or Enhanced For loop):**

The for-each loop introduced in Java5. It is mainly used to traverse array or collection elements. The advantage of for-each loop is that it eliminates the possibility of bugs and makes the code more readable.

**Advantage of for-each loop:**

* It makes the code more readable.
* It eliminates the possibility of programming errors.

**Syntax of for-each loop:**

1. for(data\_type variable : array | collection){}

### Simple Example of for-each loop for traversing the array elements:

class ForEachExample1{

  public static void main(String args[]){

   int arr[]={12,13,14,44};

   for(int i:arr){

     System.out.println(i);

   }

 }

}

Output:12

13

14

44

### Simple Example of for-each loop for traversing the collection elements:

import java.util.\*;

class ForEachExample2{

  public static void main(String args[]){

   ArrayList<String> list=new ArrayList<String>();

   list.add("vimal");

   list.add("sonoo");

   list.add("ratan");

   for(String s:list){

     System.out.println(s);

   }

 }

### }

Output:

vimal

sonoo

ratan

**25. What are iterators, explain with an example**

Ans)

In Java, an i**terator** is an interface and is implemented by all collection classes. The Java collections framework is a group of classes and interfaces that implement reusable collection of data structures. The iterator method returns an object that implements the Iterator interface. An object of an iterator interface can be used to traverse through all elements of a collection. Elements can also be modified and removed from the collection while traversal.

**Characteristics of a Java Iterator:**

* It works similar to enumeration.
* The **iterator** interface is in the Java Collections Framework.
* The Iterator object traverses through all elements of the collection.
* All collection framework Interfaces have the iterator() method.
* Its main difference from other iterators (such as C++ iterator) is that is does not require incrementing an array index to traverse through the elements. It uses the next() method to look up an element and the loop automatically advances after that.

**How to Use Java Iterator in Your Java Code?**

An **iterator** must first be obtained before it can be used for traversing. Each class in the collections framework includes an iterator() method that returns an object of the **iterator** interface. This method can be invoked to obtain an iterator object before traversing the collection. The object can provide you access to each element of the collection. Using an iterator object typically requires going through the following cycle:

* Call the collection’s iterator() method
* Create a loop that calls the hasNext() — which returns a boolean variable. If the returned variable is true, the iterator object accesses the collection; otherwise the looping stops.
* Call the next() method to obtain each item of the collection.

**Important Methods Used by the Java Iterator:**

1) boolean hasNext(): this method returns true when there is another element to be traversed in the collection.

2) Object next(): It provides the next object to be traversed. This method throws an exception if there are no more elements to be visited in the collection.

3) Object remove(): This method removes and returns the last object that was visited. If the objects in the collection have been modified since the last visited object, an **IllegalStateException** is thrown by the method.

**Using the Java Iterator remove() Method**

The remove() when called, eliminates the element that was returned by the call to next(). The remove method was added to java iterator because the iterator knows the exact position of all the elements in the collection. It is a lot easier to remove an object from the collection if you know where it is.

**The following example code removes the first element in a collection:**

ArrayList  abc = new ArrayList(); // create an arraylist abc

Iterator itr = abc.iterator();

itr.next(); // skip over the first element

itr.remove; // remove the first element

**How to use the java iterator hasNext() and next() methods?**

Every element in the collection can be visited one by one by calling next(). The method throws an exception when there are no more elements in the collection. In order to avoid the exception, you should call  hasnext() before next(); this is to make sure the iterator advances only if the next element/object exist in the collection.

**Important points about Java Iterators:**

**1)** Basically List and set collection provides the iterator. You can get Iterator from ArrayList, LinkedList and TreeSet etc. Map implementation such as HashMap doesn’t provide Iterator directory but you can get there keySet or Value Set and can iterator through that collection.

2) Although traversal actions can be achieved using the common looping structures such as a **for** or **while** loop, using an iterator has a few advantages

* It will allow you to scan forward through any collection.
* If you remove elements from an array using a traditional looping structure, you will encounter an **IndexOutofBoundsException**. This is because the size of the array changes as you iterate through it and you may have set the size of the array before the iteration. That problem does not exist with iterators because the hasnext() and next() does not rely on a pre-defined index.

3) For collections that implement the **List** interface, you can also obtain an iterator by calling the ListIterator. The list iterator allows you to access the objects in the collection in either forwards or backward direction; it also lets you modify an element.

4) Iterator in Java support generics so always use Generic version of Iterator rather than using Iterator with raw type.

5) Iterating over collection using Iterator is subject to ConcurrentModificationException if Collection is modified after Iteration started, but this only happens in case of fail-fast Iterators.

6) There are two types of Iterators in Java, fail-fast and fail-safe.

7) The list of elements can be displayed in reverse order using the hasPrevious() and previous() of the ListIterator interface.

**26. How do you access Private variables in different class?**

Ans)

For example,

In Class1, there are two private variables one is String type and another is int type. Since these variables are private so we can’t access these directly into another class. So we will create getter and setter method of these variable

s. In Class2, create object of Class1 as Class1 class1 = new Class1(); Now you can use its methods and variable through by calling Class1 getter methods. If there is public variable in Class1 then you can access them directly by Class1 object as class1.name.

public class Class1 {                       //Class1  
    private String name = "Class1";  
    private int IdNo = 20;  
  
    public void class1Method() {  
        System.out.println("Welcome in " + name + " Its id number : " + IdNo);  
    }  
  
    public String getName() {  
        return name;  
    }  
  
    public void setName(String name) {  
        this.name = name;  
    }  
  
    public int getIdNo() {  
        return IdNo;  
    }  
  
    public void setIdNo(int idNo) {  
        IdNo = idNo;  
    }  
  
}

//Another class Class2.  
  
public class Class2 {     
    public static void main(String[] args) {  
        Class1 class1 = new Class1(); // Creating object of Class1  
        String name = "Class2";  
        System.out.println("Welcome in " + name);  
        System.out.println("Another Class variables value:" + class1.getIdNo()  
                + " and " + class1.getName());  
           class1.class1Method();  
    }  
}

**27. Prepare for one java program to write on the board**

Ans)

**Java program to reverse a number** :

**import** java.util.Scanner;

**public** **class** ReverseNumberExample {  
  
    **public** **static** **void** main(**String** args[]) {  
       *//input number to reverse*  
        **System**.out.println("Please enter number to be reversed using Java program: ");  
        **int** number = **new Scanner**(**System**.in).nextInt();

**int** reverse = reverse(number);  
        **System**.out.println("Reverse of number: " + number + " is " + reverse(number));

}

**public** **static** **int** reverse(**int** number){  
        **int** reverse = 0;  
        **int** remainder = 0;

do{  
            remainder = number%10;  
            reverse = reverse\*10 + remainder;  
            number = number/10;  
            
        }while(number > 0);

**return** reverse;  
    }  
  
}

Output:  
Please enter number to be reversed using Java program:  
1234  
Reverse of number: 1234 is 4321

**28. What is Constructor Over loading?**

Ans)

Constructors is a special method in Java which is used to initialize the instance variables of the class.A constructor has the same name of the class and does not have any return type(not even void) .A constructor may or may not have parameters.

Whenever a new object is created JVM first allocates memory for the object and then invokes the matching constructor.If class does not have any constructor JVM provides default constructor with no arguments.

Constructors in Java can be overloaded. Two ore more constructors with difference in the parameters is called constructor overloading. Each constructor is used to perform different task.

Compiler differentiates which constructor is to be called depending upon the number of parameters and their sequence of data types.

Example:

public class Perimeter

{

  public Perimeter()                                                     // I

  {

    System.out.println("From default");

  }

  public Perimeter(int x)                                                // II

  {

    System.out.println("Circle perimeter: " + 2\*Math.PI\*x);

  }

  public Perimeter(int x, int y)                                         // III

  {

    System.out.println("Rectangle perimeter: " +2\*(x+y));

  }

  public static void main(String args[])

  {

    Perimeter p1 = new Perimeter();                     // I

    Perimeter p2 = new Perimeter(10);                  // II

    Perimeter p3 = new Perimeter(10, 20);             // III

  }

}

Perimeter constructor is overloaded three times. As per the parameters, the appropriate constructor is called. To call all the three constructors three objects are created. Using **this()**, all the three constructors can be called with a single constructor.

**this() with Constructors**

Suppose by accessing one constructor, the programmer may require the functionality of other constructors also but by creating one object only. For this, Java comes with this(). "**this()**" is used to access one constructor from another "within the same class". Depending on the parameters supplied, the suitable constructor is accessed.

public class Perimeter

{

  public Perimeter()                                                      // I

  {

    System.out.println("From default");

  }

  public Perimeter(int x)                                                 // II

  {

    this();

    System.out.println("Circle perimeter: " + 2\*Math.PI\*x);

  }

  public Perimeter(int x, int y)                                          // III

  {

    this(100);

    System.out.println("Rectangle perimeter: " +2\*(x+y));

  }

  public static void main(String args[])

  {

    Perimeter p3 = new Perimeter(10, 20);                                 // III

  }

}

In the code, creating object **p3**, the III constructor is accessed. From III, with "this(100)" statement, the II constructor is accessed. Again from II, the I is accessed without the statement "this()". As per the parameter supplied to this(), the appropriate or corresponding constructor is accessed.

**Rules of using this()**

A few restrictions exist for the usage of this().

1. If included, this() statement must be the first one in the constructor. You cannot write anything before this() in the constructor.
2. With the above rule, there cannot be two this() statements in the same constructor (because both cannot be the first).
3. this() must be used with constructors only, that too to call the same class constructor (but not super class constructor).

29. Without using sync key word how do you perform synchronization?

Ans)

1. No need for synchronization at all if you don't have mutable state.
2. No need for synchronization if the mutable state is confined to a single thread. This can be done by using local variables or java.lang.ThreadLocal
3. You can also use built-in synchronizers. Java.util.concurrent.locks.ReentrantLock has the same functionality as the lock you access when using synchronized blocks and methods, and it is even more powerful.

30. What is Super keyword ? when and where do you use it ?

Ans)

The **super** keyword in java is a reference variable that is used to refer immediate parent class object.

Whenever you create the instance of subclass, an instance of parent class is created implicitly i.e. referred by super reference variable.

**Usage of java super Keyword**

1. super is used to refer immediate parent class instance variable.
2. super() is used to invoke immediate parent class constructor.
3. super is used to invoke immediate parent class method.

Calling *exactly* super() is **always** redundant. It's explicitly doing what would be implicitly done otherwise. That's because if you omit a call to the super constructor, the no-argument super constructor will be invoked automatically anyway.

However, where it becomes useful is when the super constructor takes arguments that you want to pass in from the subclass.

**What if a class don't extends another class, still uses 'super' in his constructor.**

If a class dont extends another class and still uses a super() call, this is perfectly ok. No error will be shown because every independent class extends 'Object' class by default. And in this case a dafult constructor of 'Object' class is being called.

**What if there is a chain of extended classes and 'super' keyword is used**

Now the question comes, what if there is a chain of extending classes and a subclass in the end of hierarchy calls a 'super()'. Yes, this is perfectly true in this case the default constructors of all classes in the hierarchy will be called implicitly.

**Note:**  
1) super() must be the first statement in constructor otherwise we will get the compilation error message: “Constructor call must be the first statement in a constructor”

2) We can also invoke parameterized constructor of parent class by providing arguments while calling super. For e.g. super(10) would invoke the parametrized constructor [having one integer argument] of parent class. Similarly super(“hi”) would invoke constructor having String argument.

Programing Questions:

**1. Find out the number of days in between two given dates?**

Sol)

**package** javaTest1;

**import** java.util.Calendar;

**import** java.util.Date;

**import** java.util.GregorianCalendar;

**public** **class** DateDifference {

**public** **static** **void** main(String[] args) {

DateDifference difference = **new** DateDifference();

}

DateDifference() {

Calendar cal1 = **new** GregorianCalendar();

Calendar cal2 = **new** GregorianCalendar();

cal1.set(2009, 9, 1);

cal2.set(2011, 9, 31);

System.***out***.println("Days= "+daysBetween(cal1.getTime(),cal2.getTime()));

}

**public** **int** daysBetween(Date d1, Date d2){

**return** (**int**)( (d2.getTime() - d1.getTime()) / (1000 \* 60 \* 60 \* 24));

}

}

**Output:** Days= 760

**2. How to divide a number by 2 without using / operator?**

Ans)

**public** **class** DivisionWithoutUsingDivisionOperator {

**public** **static** **void** main(String[] args) {

**int** num = 16;

**int** dv = *devideByTwo* (num);

System.***out***.println ("Result of " + num + "/2 = " + dv);

}

**public** **static** **int** devideByTwo (**int** num) {

**return** (num >> 1);

}

}

Output:

Result of 16/2 = 8

**3. How to multiply a number by 2 without using \* operator?**

Ans)

**public** **class** MultiplyWithoutUsingMultiplyOperator {

**public** **static** **void** main(String[] args) {

**int** num = 12;

**int** mul = *multiplayByTwo* (num);

System.***out***.println ("Result of " + num + "\*2 = " + mul);

}

**public** **static** **int** multiplayByTwo (**int** num) {

**return** (num << 1);

}

}

**4.How to swap two variables, by using pass by reference method ?**

Sol)

**public** **class** SwapUsingPassByReference {

**public** **static** **void** main(String[] args) {

Animal a = **new** Animal("Lion");

Animal b = **new** Animal("Tiger");

System.***out***.println("Before Swap: " + a);

System.***out***.println("Before Swap: " + b);

*swapNames*(a,b);

System.***out***.println("After Swap: " + a);

System.***out***.println("After Swap: " + b);

}

**public** **static** **void** swapNames(Animal animal1,Animal animal2) {

String firstname = animal1.getName();

String secondName = animal2.getName();

animal1.setName(secondName);

animal2.setName(firstname);

}

}

**class** Animal {

String name;

**public** Animal(String name) {

**this**.name = name;

}

**public** String toString() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getName(){

**return** **this**.name;

}

}

**Output:**

Before Swap: Lion

Before Swap: Tiger

After Swap: Tiger

After Swap: Lion

**6. Write a sample code to reverse Singly Linked List by iterating through it only once.**

Sol)

**public** **class** ReverseSinglyLinkedList<T> {

**private** Node<T> head;

**public** **void** add(T element){

Node<T> nd = **new** Node<T>();

nd.setValue(element);

System.***out***.println("Adding: "+element);

Node<T> tmp = head;

**while**(**true**){

**if**(tmp == **null**){

//since there is only one element, both head and

//tail points to the same object.

head = nd;

**break**;

} **else** **if**(tmp.getNextRef() == **null**){

tmp.setNextRef(nd);

**break**;

} **else** {

tmp = tmp.getNextRef();

}

}

}

**public** **void** traverse(){

Node<T> tmp = head;

**while**(**true**){

**if**(tmp == **null**){

**break**;

}

System.***out***.print(tmp.getValue()+"\t");

tmp = tmp.getNextRef();

}

}

**public** **void** reverse(){

System.***out***.println("\nreversing the linked list\n");

Node<T> prev = **null**;

Node<T> current = head;

Node<T> next = **null**;

**while**(current != **null**){

next = current.getNextRef();

current.setNextRef(prev);

prev = current;

current = next;

}

head = prev;

}

**public** **static** **void** main(String[] args) {

ReverseSinglyLinkedList<Integer> sl = **new** ReverseSinglyLinkedList<Integer>();

sl.add(3);

sl.add(32);

sl.add(54);

sl.add(89);

System.***out***.println();

sl.traverse();

System.***out***.println();

sl.reverse();

sl.traverse();

}

}

**class** Node<T> **implements** Comparable<T> {

**private** T value;

**private** Node<T> nextRef;

**public** T getValue() {

**return** value;

}

**public** **void** setValue(T value) {

**this**.value = value;

}

**public** Node<T> getNextRef() {

**return** nextRef;

}

**public** **void** setNextRef(Node<T> ref) {

**this**.nextRef = ref;

}

@Override

**public** **int** compareTo(T arg) {

**if**(arg == **this**.value){

**return** 0;

} **else** {

**return** 1;

}

}

}

Output:

Adding: 3

Adding: 32

Adding: 54

Adding: 89

3 32 54 89

reversing the linked list

89 54 32 3

**7. Write a program to implement ArrayList and Linked list**

Sol)

import java.util.ArrayList;

import java.util.Collection;

import java.util.LinkedList;

import java.util.List;

public class ArrayListLinkedList {

public static void main(String[] args) {

// create a LinkedList

LinkedList list = new LinkedList();

// add some elements

list.add("Hello");

list.add(2);

list.add("Chocolate");

list.add("10");

// print the list

System.out.println("LinkedList:" + list);

// create a new collection and add some elements

Collection collection = new ArrayList();

collection.add("One");

collection.add("Two");

collection.add("Three");

// add the collection in the LinkedList at index 2

list.addAll(2, collection);

// print the new list

System.out.println("LinkedList:" + list);

}

}

**Output:**

LinkedList:[Hello, 2, Chocolate, 10]

LinkedList:[Hello, 2, One, Two, Three, Chocolate, 10]

**8. Write a program for Insertion Sort in java.**

Sol)

**package** javaTest1;

**public** **class** InsertionSort {

**public** **static** **void** main(String[] args) {

**int** i;

**int** array[] = {12,9,4,99,120,1,3,10};

System.***out***.println(" Selection Sort\n\n");

System.***out***.println("Values Before the sort:\n");

**for**(i = 0; i < array.length; i++)

System.***out***.print( array[i]+" ");

System.***out***.println();

*insertion\_srt*(array, array.length);

System.***out***.print("Values after the sort:\n");

**for**(i = 0; i <array.length; i++)

System.***out***.print(array[i]+" ");

System.***out***.println();

}

**public** **static** **void** insertion\_srt(**int** array[], **int** n){

**for** (**int** i = 1; i < n; i++){

**int** j = i;

**int** B = array[i];

**while** ((j > 0) && (array[j-1] > B)){

array[j] = array[j-1];

j--;

}

array[j] = B;

}

}

}

**Output:**

Selection Sort

Values Before the sort:

12 9 4 99 120 1 3 10

Values after the sort:

1 3 4 9 10 12 99 120

**9. Write a program to get distinct word list from the given file.**

Sol)

**import** java.io.BufferedReader;

**import** java.io.DataInputStream;

**import** java.io.FileInputStream;

**import** java.io.FileNotFoundException;

**import** java.io.IOException;

**import** java.io.InputStreamReader;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.StringTokenizer;

**public** **class** DistinctWordListFromGivenFile {

**public** List<String> getDistinctWordList(String fileName){

FileInputStream fis = **null**;

DataInputStream dis = **null**;

BufferedReader br = **null**;

List<String> wordList = **new** ArrayList<String>();

**try** {

fis = **new** FileInputStream(fileName);

dis = **new** DataInputStream(fis);

br = **new** BufferedReader(**new** InputStreamReader(dis));

String line = **null**;

**while**((line = br.readLine()) != **null**){

StringTokenizer st = **new** StringTokenizer(line, " ,.;:\"");

**while**(st.hasMoreTokens()){

String tmp = st.nextToken().toLowerCase();

**if**(!wordList.contains(tmp)){

wordList.add(tmp);

}

}

}

} **catch** (FileNotFoundException e) {

e.printStackTrace();

} **catch** (IOException e) {

e.printStackTrace();

} **finally**{

**try**{**if**(br != **null**) br.close();}**catch**(Exception ex){}

}

**return** wordList;

}

**public** **static** **void** main(String[] args) {

DistinctWordListFromGivenFile distFw = **new** DistinctWordListFromGivenFile();

List<String> wordList = distFw.getDistinctWordList("C:/Users/smeda/Desktop/Testing/javafilewordlist.txt");

**for**(String str:wordList){

System.***out***.println(str);

}

}

}

**Output:**

the

synchronized

keyword

may

be

applied

to

statement

block

or

a

method

**10. Find longest substring without repeating characters.**

Sol)

import java.util.HashSet;

import java.util.Scanner;

import java.util.Set;

public class LongestSubstringWithoutRepeatingCharacters {

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println("Please enter the longest Substring");

String s = sc.nextLine();

System.out.println(lenLongestSubstr(s));

}

public static int lenLongestSubstr(String s)

{

Set<Character> charSet = new HashSet<Character>();

int j = 0, i = 0, maxLength = 0;

while (j < s.length()) {

charSet.add(s.charAt(j));

i = j + charSet.size();

while (i < s.length() && !charSet.contains(s.charAt(i))) {

charSet.add(s.charAt(i));

i++;

}

maxLength = Math.max(charSet.size(), maxLength);

if (i == s.length())

break;

while (s.charAt(j) != s.charAt(i)) {

charSet.remove(s.charAt(j));

j++;

}

j++;

}

return maxLength;

}

}

**Output:**

Please enter the longest Substring

NiagaraFalls

4

**11. Write a program to remove duplicates from sorted array**

Sol)

**public** **class** RemoveDuplicatesFromSortedArray {

**public** **static** **int**[] removeDuplicates(**int**[] input){

**int** j = 0;

**int** i = 1;

//return if the array length is less than 2

**if**(input.length < 2){

**return** input;

}

**while**(i < input.length){

**if**(input[i] == input[j]){

i++;

}**else**{

input[++j] = input[i++];

}

}

**int**[] output = **new** **int**[j+1];

**for**(**int** k=0; k<output.length; k++){

output[k] = input[k];

}

**return** output;

}

**public** **static** **void** main(String[] args) {

**int**[] input1 = {3,4,4,5,5,5,5,6,7,7,8,8,8,9};

**int**[] output = *removeDuplicates*(input1);

**for**(**int** i:output){

System.***out***.print(i+" ");

}

}

}

**Output:**

3 4 5 6 7 8 9

**12. Write a program to print fibonacci series.**

Sol)

**package** javaTest1;

**import** java.util.Scanner;

**public** **class** RecursiveFibonacciSeries {

**public** **static** **void** main(String[] args) {

Scanner s = **new** Scanner(System.***in***);

System.***out***.print("Enter the value of n: ");

**int** n = s.nextInt();

**for** (**int** i = 0; i <= n; i++) {

System.***out***.print(fibonacci(i) + " ");

}

}

**public** **static** **int fibonacci**(**int** n) {

**if** (n == 0) {

**return** 0;

} **else** **if** (n == 1) {

**return** 1;

} **else** {

**return fibonacci**(n - 1) + fibonacci(n - 2);

}

}

}

**Output:**

Enter the value of n: 9

0 1 1 2 3 5 8 13 21 34

**13. Write a program to find out duplicate characters in a string**

Sol)

**import** java.util.HashMap;

**import** java.util.Map;

**import** java.util.Set;

**public** **class** DuplicateCharactersInString{

**public** **void** findDuplicateChars(String str){

Map<Character, Integer> dupMap = **new** HashMap<Character, Integer>();

**char**[] chrs = str.toCharArray();

**for**(Character ch:chrs){

**if**(dupMap.containsKey(ch)){

dupMap.put(ch, dupMap.get(ch)+1);

} **else** {

dupMap.put(ch, 1);

}

}

Set<Character> keys = dupMap.keySet();

**for**(Character ch:keys){

**if**(dupMap.get(ch) > 1){

System.***out***.println(ch+"--->"+dupMap.get(ch));

}

}

}

**public** **static** **void** main(String[] args) {

DuplicateCharactersInString dcs = **new** DuplicateCharactersInString();

dcs.findDuplicateChars("Iwanttolearnjava");

}

}

**Output:**

a--->4

t--->2

n--->2

**14. Write a program to create deadlock between two threads**

Sol)

**public** **class** DeadlockBetweenTwoThreads {

**public** **static** Object *Lock1* = **new** Object();

**public** **static** Object *Lock2* = **new** Object();

**public** **static** **void** main(String[] args) {

Thread1 T1 = **new** Thread1();

Thread2 T2 = **new** Thread2();

T1.start();

T2.start();

}

**private** **static** **class** Thread1 **extends** Thread {

**public** **void** run() {

**synchronized** (*Lock1*) {

System.***out***.println("Thread 1: Holding lock 1...");

**try** { Thread.*sleep*(10); }

**catch** (InterruptedException e) {}

System.***out***.println("Thread 1: Waiting for lock 2...");

**synchronized** (*Lock2*) {

System.***out***.println("Thread 1: Holding lock 1 & 2...");

}

}

}

}

**private** **static** **class** Thread2 **extends** Thread {

**public** **void** run() {

**synchronized** (*Lock2*) {

System.***out***.println("Thread 2: Holding lock 2...");

**try** { Thread.*sleep*(10); }

**catch** (InterruptedException e) {}

System.***out***.println("Thread 2: Waiting for lock 1...");

**synchronized** (*Lock1*) {

System.***out***.println("Thread 2: Holding lock 1 & 2...");

}

}

}

}

}

**Output:**

Thread 2: Holding lock 2...

Thread 1: Holding lock 1...

Thread 2: Waiting for lock 1...

Thread 1: Waiting for lock 2...

**15. Find out middle index where sum of both ends are equal**

**Sol)**

**public** **class** FindMiddleIndexWhereSumOfBothEndsEqual {

**public** **static** **int** findMiddleIndex(**int**[] numbers) **throws** Exception {

**int** endIndex = numbers.length - 1;

**int** startIndex = 0;

**int** sumLeft = 0;

**int** sumRight = 0;

**while** (**true**) {

**if** (sumLeft > sumRight) {

sumRight += numbers[endIndex--];

} **else** {

sumLeft += numbers[startIndex++];

}

**if** (startIndex > endIndex) {

**if** (sumLeft == sumRight) {

**break**;

} **else** {

**throw** **new** Exception("Please pass proper array to match the requirement");

}

}

}

**return** endIndex;

}

**public** **static** **void** main(String[] args) {

**int**[] num = { 2, 4, 4, 5, 4, 1 };

**try** {

System.***out***.println("Starting from index 0, adding numbers till index "

+ *findMiddleIndex*(num) + " and");

System.***out***.println("adding rest of the numbers can be equal");

} **catch** (Exception ex) {

System.***out***.println(ex.getMessage());

}

}

}

Output:

Starting from index 0, adding numbers till index 2 and

adding rest of the numbers can be equal

**16. Write a program to find the given number is Armstrong number or not?**

Ans)

**import** java.util.Scanner;

**public** **class** ArmstrongNumber {

**public** **static** **void** main(String[] args) {

Scanner s = **new** Scanner(System.***in***);

System.***out***

.println("Please enter any number to check whether it is Armstrong or not: ");

**int** n = s.nextInt();

**int** r, sum = 0, temp = n;

**while** (n > 0) {

r = n % 10;

n = n / 10;

sum = sum + (r \* r \* r);

}

**if** (sum == temp){

System.***out***.println("Given number " + temp + " is Armstrong.");

}

**else**{

System.***out***.println("Given number " + temp + " is not Armstrong.");

}

}

}

**Output:**

Please enter any number to check whether it is Armstrong or not:

34

Given number 34 is not Armstrong.