**1 JPA 批注参考**

版本： 5/12/06

作为 Java 企业版 5 (Java EE 5) Enterprise Java Bean (EJB) 3.0 规范的组成部分，Java 持续性 API (JPA) 显著简化了 EJB 持续性并提供了一个对象关系映射方法，该方法使您可以采用声明方式定义如何通过一种标准的可移植方式（在 Java EE 5 应用服务器内部以及 Java 标准版 (Java SE) 5 应用程序中的 EJB 容器外部均可使用）将 Java 对象映射到关系数据库表。

在 JPA 之前，Java EE 应用程序将持续类表示为容器管理的实体 bean。使用 JPA，您可以将任何普通的旧式 Java 对象 (POJO) 类指定为 JPA 实体：一个应使用 JPA 持续性提供程序的服务将其非临时字段持久保存到关系数据库（在 Java EE EJB 容器的内部或在简单 Java SE 应用程序中的 EJB 容器的外部）的 Java 对象。

使用 JPA 时，可以使用批注配置实体的 JPA 行为。批注是一种使用元数据修饰 Java 源代码的简单表达方法，它编译为相应的 Java 类文件，以便在运行时由 JPA 持续性提供程序解释以管理 JPA 行为。

例如，要将 Java 类指定为 JPA 实体，请使用 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 批注，如下所示：

@Entity

public class Employee implements Serializable {

...

}

您可以有选择地使用批注来修饰实体类以覆盖默认值。这称作按异常进行配置 (configuration by exception)。

本参考广泛引用了 [JSR-220 Enterprise JavaBean 版本 3.0](http://jcp.org/aboutJava/communityprocess/pfd/jsr220/index.html) Java 持续性 API 规范，以按类别汇总批注信息（请参阅[表 1-1](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHCEJG)），并解释了何时以及如何使用这些批注来自定义 JPA 行为，以满足应用程序的需要。

有关详细信息，请参阅：

* [批注索引](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IndexOfAnnotations)
* [完整的 JPA 批注 Javadoc](http://java.sun.com/javaee/5/docs/api/index.html?javax/persistence/package-summary.html)

表 1-1 按类别划分的 JPA 批注

| **类别** | **说明** | **批注** |
| --- | --- | --- |
| 实体 | 默认情况下，JPA 持续性提供程序假设 Java 类是非持续类，并且仅当使用此批注对其进行修饰的情况下才可用于 JPA 服务。  使用此批注将普通的旧式 Java 对象 (POJO) 类指定为实体，以便可以将它用于 JPA 服务。  要将类用于 JPA 服务，必须将该类指定为 JPA 实体（使用此批注或 orm.xml 文件）。 | [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) |
| 数据库模式属性 | 默认情况下，JPA 持续性提供程序假设实体名称对应于同名的数据库表，且实体的数据成员名称对应于同名的数据库列。  使用这些批注覆盖此默认行为，并微调对象模型与数据模型之间的关系。 | [@Table](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Table)  [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)  [@SecondaryTables](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTables)  [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)  [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)  [@JoinColumns](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumns)  [@PrimaryKeyJoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrimaryKeyJoinColumn)  [@PrimaryKeyJoinColumns](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrimaryKeyJoinColumns)  [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)  [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint) |
| 身份 | 默认情况下，JPA 持续性提供程序假设每个实体必须至少有一个用作主键的字段或属性。  使用这些批注指定以下项之一：   * 一个 @Id * 多个 @Id 和一个 @IdClass * 一个 @EmbeddedId   还可以使用这些批注微调数据库维护实体身份的方式。 | [@Id](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Id)  [@IdClass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IdClass)  [@EmbeddedId](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EmbeddedId)  [@GeneratedValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#GeneratedValue)  [@SequenceGenerator](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SequenceGenerator)  [@TableGenerator](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#TableGenerator) |
| 直接映射 | 默认情况下，JPA 持续性提供程序为大多数 Java 基元类型、基元类型的包装程序以及 enums 自动配置一个 Basic 映射。  使用这些批注微调数据库实现这些映射的方式。 | [@Basic](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Basic)  [@Enumerated](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Enumerated)  [@Temporal](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Temporal)  [@Lob](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Lob)  [@Transient](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Transient) |
| 关系映射 | JPA 持续性提供程序要求您显式映射关系。  使用这些批注指定实体关系的类型和特征，以微调数据库实现这些关系的方式。 | [@OneToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToOne)  [@ManyToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToOne)  [@OneToMany](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToMany)  [@ManyToMany](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToMany)  [@MapKey](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MapKey)  [@OrderBy](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OrderBy) |
| 组合 | 默认情况下，JPA 持续性提供程序假设每个实体均映射到它自己的表。  使用这些批注覆盖其他实体拥有的此种实体行为。 | [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable)  [@Embedded](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embedded)  [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)  [@AttributeOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverrides)  [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride)  [@AssociationOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverrides) |
| 继承 | 默认情况下，JPA 持续性提供程序假设所有持久字段均由一个实体类定义。  如果实体类继承了一个或多个超类中的某些或所有持续字段，则使用这些批注。 | [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance)  [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn)  [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue)  [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass)  [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride)  [@AssociationOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverrides)  [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)  [@AttributeOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverrides) |
| 锁定 | 默认情况下，JPA 持续性提供程序假设应用程序负责数据一致性。  使用此批注启用 JPA 管理的乐观锁定（推荐使用）。 | [@Version](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Version) |
| 生命周期回调事件 | 默认情况下，JPA 持续性提供程序处理所有持续性操作。  如果您要在实体生命周期内随时调用自定义逻辑，请使用这些批注将实体方法与 JPA 生命周期事件关联。[图 1-1](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCHFJJ) 演示了这些生命周期事件之间的关系。 | [@PrePersist](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrePersist)  [@PostPersist](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostPersist)  [@PreRemove](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PreRemove)  [@PostRemove](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostRemove)  [@PreUpdate](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PreUpdate)  [@PostUpdate](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostUpdate)  [@PostLoad](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostLoad)  [@EntityListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityListeners)  [@ExcludeDefaultListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeDefaultListeners)  [@ExcludeSuperclassListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeSuperclassListeners) |
| 实体管理器 | 在使用 JPA 持续性提供程序的应用程序中，您可以使用 EntityManager 实例执行所有持续性操作（创建、读取、更新和删除）。  使用这些批注将实体与实体管理器关联并自定义实体管理器的环境。 | [@PersistenceUnit](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnit)  [@PersistenceUnits](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnits)  [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext)  [@PersistenceContexts](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContexts)  [@PersistenceProperty](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceProperty) |
| 查询 | 在使用 JPA 持续性提供程序的应用程序中，可以使用实体管理器动态创建和执行查询，也可以预定义查询并在运行时按名称执行它们。  使用这些批注预定义查询并管理它们的结果集。 | [@NamedQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQuery)  [@NamedQueries](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQueries)  [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery)  [@NamedNativeQueries](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQueries)  [@QueryHint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#QueryHint)  [@ColumnResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ColumnResult)  [@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult)  [@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult)  [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping)  [@SqlResultSetMappings](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMappings) |

**@AssociationOverride**

默认情况下，JPA 持续性提供程序自动假设子类继承超类中定义的持久属性及其关联映射。

如果继承的列定义对实体不正确（例如，如果继承的列名与已经存在的数据模型不兼容或作为数据库中的列名无效），请使用 @AssociationOverride 批注自定义从 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 或[@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 继承的 [@OneToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToOne) 或 [@ManyToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToOne) 映射，以更改与字段或属性关联的 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)。

如果有多个要进行的 @AssociationOverride 更改，则必须使用 [@AssociationOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverrides)。

要自定义基本映射以更改它的 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)，请使用 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)。

[表 1-4](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEEJFG) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/AssociationOverride.html)。

表 1-2 @AssociationOverride 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| joinColumns | 必需 | 要指定映射到持久属性的连接列，请将 joinColums 设置为 JoinColumn 实例的数组（请参阅 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)）。  映射类型将与可嵌套类或映射的超类中定义的类型相同。 |
| name | 必需 | 如果使用了基于属性的访问，则映射的为嵌入对象中的属性名称，如果使用了基于字段的访问，则映射的为字段名称。 |

[示例 1-4](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIJJEI) 显示了[示例 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIACBE) 中的实体扩展的 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass)。[示例 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIACBE) 显示了如何在实体子类中使用 @AssociationOverride 覆盖 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) Employee 中定义（默认情况下）的 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn) 以便关联到 Address。

如果使用 @AssociationOverride，则 Employee 表包含以下列：

* ID
* VERSION
* ADDR\_ID
* WAGE

如果不使用 @AssociationOverride，则 Employee 表包含以下列：

* ID
* VERSION
* ADDRESS
* WAGE

示例 1-1 @MappedSuperclass

@MappedSuperclass

public class Employee {

@Id protected Integer id;

@Version protected Integer version;

@ManyToOne protected Address address;

...

}

示例 1-2 @AssociationOverride

@Entity@AssociationOverride(name="address", joinColumns=@JoinColumn(name="ADDR\_ID"))public class PartTimeEmployee extends Employee { @Column(name="WAGE") protected Float hourlyWage;

...

}

**@AssociationOverrides**

如果需要指定多个 [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride)，则必需使用一个 @AssociationOverrides 批注指定所有关联覆盖。

[表 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHDBB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/AssociationOverrides.html)。

表 1-3 @AssociationOverrides 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多覆盖，请将 value 设置为 AssociationOverride 实例的数组（请参阅 [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride)）。 |

[示例 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBFEFG) 显示了如何使用此批注指定两个关联覆盖。

示例 1-3 @AssociationOverrides

@Entity

@AssociationOverrides({

@AssociationOverride(name="address", joinColumn=@Column(name="ADDR\_ID")),

@AssociationOverride(name="id", joinColumn=@Column(name="PTID"))

})

public class PartTimeEmployee extends Employee {

@Column(name="WAGE")

protected Float hourlyWage;

...

}

**@AttributeOverride**

默认情况下，JPA 持续性提供程序自动假设子类继承超类中定义的持久属性及其基本映射。

如果针对实体继承的列定义不正确，请使用 @AttributeOverride 批注自定义一个从 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 或 [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 继承的基本映射以更改与字段或属性关联的 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)。（例如，如果继承的列名与事先存在的数据模型不兼容，或者作为数据库中的列名无效）。

如果有多个要进行的 @AttributeOverride 更改，则必须使用 [@AttributeOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverrides)。

要自定义关联映射以更改它的 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)，请使用 [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride)。

[表 1-4](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEEJFG) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/AttributeOverride.html)。

表 1-4 @AttributeOverride 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| column | 必需 | 映射到持久属性的 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)。映射类型将与可嵌套类或映射超类中定义的类型相同。 |
| name | 必需 | 如果使用了基于属性的访问，则映射的为嵌入对象中的属性名称，如果使用了基于字段的访问，则映射的为字段名称。 |

[示例 1-4](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIJJEI) 显示了[示例 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIACBE) 中的实体扩展的 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass)。[示例 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIACBE) 显示了如何使用实体子类中的 @AttributeOverride 覆盖 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) Employee 中定义（默认情况下）的 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)，以便基本映射到 Address。

如果使用 @AttributeOverride，则 Employee 表包含以下列：

* ID
* VERSION
* ADDR\_STRING
* WAGE

如果不使用 @AttributeOverride，则 Employee 表包含以下列：

* ID
* VERSION
* ADDRESS
* WAGE

示例 1-4 @MappedSuperclass

@MappedSuperclass

public class Employee {

@Id protected Integer id;

@Version protected Integer version;

protected String address;

...

}

示例 1-5 @AttributeOverride

@Entity

@AttributeOverride(name="address", column=@Column(name="ADDR\_STRING"))

public class PartTimeEmployee extends Employee {

@Column(name="WAGE")

protected Float hourlyWage;

...

}

**@AttributeOverrides**

如果需要指定多个 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)，则必需使用一个 @AttributeOverrides 批注指定所有属性覆盖。

[表 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHDBB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/AttributeOverrides.html)。

表 1-5 @AttributeOverrides 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多属性覆盖，请将 value 设置为 AttributeOverride 实例的数组（请参阅 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)）。 |

[示例 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBFEFG) 显示了如何使用此批注指定两个属性覆盖。

示例 1-6 @AttributeOverrides

@Entity

@AttributeOverrides({

@AttributeOverride(name="address", column=@Column(name="ADDR\_ID")),

@AttributeOverride(name="id", column=@Column(name="PTID"))

})

public class PartTimeEmployee extends Employee {

@Column(name="WAGE")

protected Float hourlyWage;

public PartTimeEmployee() {

...

}

public Float getHourlyWage() {

...

}

public void setHourlyWage(Float wage) {

...

}

}

**@Basic**

默认情况下，JPA 持续性提供程序为大多数 Java 基元类型、基元类型的包装程序以及枚举自动配置一个 @Basic 映射。

使用 @Basic 批注：

* 将获取类型配置为 LAZY
* 如果空值不适合于应用程序，则将映射配置为禁止空值（针对非基元类型）

[表 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCJEHE) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Basic.html)。

表 1-6 @Basic 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| fetch | 可选 | 默认值：FetchType.EAGER。  默认情况下，JPA 持续性提供程序使用获取类型 EAGER：这将要求持续性提供程序运行时必须迫切获取数据。  如果这不适合于应用程序或特定的持久字段，请将 fetch 设置为 FetchType.LAZY：这将提示持续性提供程序在首次访问数据（如果可以）时应不急于获取数据。 |
| optional | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设所有（非基元）字段和属性的值可以为空。  如果这并不适合于您的应用程序，请将 optional 设置为 false。 |

[示例 1-7](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHHIEF) 显示了如何使用此批注为基本映射指定获取类型 LAZY。

示例 1-7 @Basic

@Entity

public class Employee implements Serializable {

...

@Basic(fetch=LAZY)

protected String getName() {

return name;

}

...

}

**@Column**

默认情况下，JPA 持续性提供程序假设每个实体的持久字段存储在其名称与持久字段的名称相匹配的数据库表列中。

使用 @Column 批注：

* 将持久字段与其他名称关联（如果默认列名难于处理、与事先存在的数据模型不兼容或作为数据库中的列名无效）
* 将持久字段与辅助表中的列关联（请参阅 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)）
* 微调数据库中列的特征

[表 1-7](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBAHAG) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Column.html)。

表 1-7 @Column 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| columnDefinition | 可选 | 默认值：空 String。  默认情况下，JPA 使用最少量 SQL 创建一个数据库表列。  如果需要使用更多指定选项创建的列，请将 columnDefinition 设置为在针对列生成 DDL 时希望 JPA 使用的 SQL 片断。  注意：捕获批注中的 DDL 信息时，某些 JPA 持续性提供程序可以在生成数据库模式时使用此 DDL。例如，请参阅[“用于 Java2DB 模式生成的 TopLink JPA 扩展”](http://www.oracle.com/technology/products/ias/toplink/jpa/resources/toplink-jpa-extensions.html#Java2DBSchemaGen)。 |
| insertable | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设所有列始终包含在 SQL INSERT 语句中。  如果该列不应包含在这些语句中，请将 insertable 设置为 false。 |
| length | 可选 | 默认值： 255  默认情况下，JPA 持续性提供程序假设所有列在用于保存 String 值时的最大长度为 255 个字符。  如果该列不适合于您的应用程序或数据库，请将 length 设置为适合于您的数据库列的 int 值。 |
| name | 可选 | 默认值：JPA 持续性提供程序假设实体的每个持久字段都存储在其名称与持久字段或属性的名称相匹配的数据库表列中。  要指定其他列名，请将 name 设置为所需的 String 列名。 |
| nullable | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设允许所有列包含空值。  如果不允许该列包含空值，请将 nullable 设置为 false。 |
| precision | 可选 | 默认值： 0.  默认情况下，JPA 持续性提供程序假设所有列在用于保存十进制（精确数字）值时的精度为 0。  如果该精度不适合于您的应用程序或数据库，请将 precision 设置为相应的 int 精度。 |
| scale | 可选 | 默认值： 0.  默认情况下，JPA 持续性提供程序假设所有列在用于保存十进制（精确数字）值时的伸缩度为 0。  如果该伸缩度不适合于您的应用程序或数据库，请将 scale 设置为相应的 int 精度。 |
| table | 可选 | 默认值：JPA 持续性提供程序假设实体的所有持久字段都存储到一个其名称为实体名称的数据库表中（请参阅 [@Table](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Table)）。  如果该列与辅助表关联（请参阅 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)），请将 name 设置为相应辅助表名称的 String 名称，如[示例 1-8](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCEHDA) 所示。 |
| unique | 可选 | 默认值：false。  默认情况下，JPA 持续性提供程序假设允许所有列包含重复值。  如果不允许该列包含重复值，请将 unique 设置为 true。设置为 true 时，这相当于在表级别使用 [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint)。 |
| updatable | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设列始终包含在 SQL UPDATE 语句中。  如果该列不应包含在这些语句中，请将 updatable 设置为 false。 |

[示例 1-8](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCEHDA) 显示了如何使用此批注使 JPA 将 empId 持久保存到辅助表 EMP\_HR 中的列 EMP\_NUM。默认情况下，JPA 将 empName 持久保存到主表 Employee 中的列 empName。

示例 1-8 @Column

@Entity

@SecondaryTable(name="EMP\_HR")

public class Employee implements Serializable {

...

@Column(name="EMP\_NUM", table="EMP\_HR")

private Long empId;

private String empName;

...

}

**@ColumnResult**

执行 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery) 时，它可以返回实体（包括不同类型的实体）、标量值或实体和标量值的组合。

使用 @ColumnResult 批注返回标量值。标量类型由您在 @ColumnResult 中标识的列类型确定。

有关详细信息，另请参阅 [@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult)、[@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult) 和 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping)。

[表 1-8](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGAGFI) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/ColumnResult.html)。

表 1-8 @ColumnResult 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 必需 | 在原生 SQL 查询的 SELECT 语句中将 name 设置为列名的 String 等效形式。如果在 SELECT 中使用列别名（AS 语句），则将 name 设置为列别名。 |

[示例 1-9](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEGDDF) 显示了如何使用此批注将 Item（请参阅[示例 1-10](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIDFBJ)）标量 name 包含在结果列表（请参阅[示例 1-11](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIDIAI)）中。在该示例中，结果列表将为 Object 数组的 List，如：{[Order, "Shoes"], [Order, "Socks"], ...}。

示例 1-9 使用 @ColumnResult 的 Order 实体

@SqlResultSetMapping(

name="OrderResults",

entities={

@EntityResult(

entityClass=Order.class,

fields={

@FieldResult(name="id", column="order\_id"),

@FieldResult(name="quantity", column="order\_quantity"),

@FieldResult(name="item", column="order\_item")

}

)

},

columns={

@ColumnResult(

name="item\_name"

)

}

)

@Entity

public class Order {

@Id

protected int id;

protected long quantity;

protected Item item;

...

}

示例 1-10 Item 实体

@Entity

public class Item {

@Id

protected int id;

protected String name;

...

}

示例 1-11 结合使用 @SqlResultSetMapping 与 @ColumnResult 的原生查询

Query q = entityManager.createNativeQuery(

"SELECT o.id AS order\_id, " +

"o.quantity AS order\_quantity, " +

"o.item AS order\_item, " +

"i.name AS item\_name, " +

"FROM Order o, Item i " +

"WHERE (order\_quantity > 25) AND (order\_item = i.id)",

"OrderResults"

);

List resultList = q.getResultList();

// List of Object arrays:{[Order, "Shoes"], [Order, "Socks"], ...}

**@DiscriminatorColumn**

默认情况下，当 [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance) 属性策略为 InheritanceType.SINGLE\_TABLE 或 JOINED 时，JPA 持续性提供程序将创建一个名为 DTYPE 的标识符列以区分继承层次中的类。

使用 @DiscriminatorColumn 批注：

* 指定一个标识符列名（如果数据模型中的列名不是默认列名 DTYPE）。
* 指定一个适用于应用程序或事先存在的数据模型的标识符列长度
* 微调数据库中的标识符列的特征

[表 1-9](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGDIEG) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/DiscriminatorColumn.html)。

表 1-9 @DiscriminatorColumn 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| columnDefinition | 可选 | 默认值：空 String。  默认情况下，JPA 持续性提供程序使用最少量 SQL 创建一个数据库表列。  如果需要使用更多指定选项创建的列，请将 columnDefinition 设置为在针对列生成 DDL 时希望 JPA 使用的 SQL 片断。 |
| discriminatorType | 可选 | 默认值：DiscriminatorType.STRING。  默认情况下，JPA 持续性提供程序假设标识符类型为 String。  如果要使用其他类型，请将 discriminatorType 设置为 DiscriminatorType.CHAR 或 DiscriminatorType.INTEGER。  您的 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 必须符合此类型。 |
| length | 可选 | 默认值： 31  默认情况下，JPA 持续性提供程序假设标识符列在用于保存 String 值时的最大长度为 255 个字符。  如果该列不适合于您的应用程序或数据库，请将 length 设置为适合于您的数据库列的 int 值。  您的 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 必须符合此长度。 |
| name | 可选 | 默认值：JPA 持续性提供程序假设标识符列名为“DTYPE”。  要指定其他列名，请将 name 设置为所需的 String 列名。 |

[示例 1-12](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFJAHI) 显示了如何使用此批注指定一个名为 DISC、类型为 STRING、长度为 20 的标识符列。在本示例中，该类的 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 指定为 CUST。[示例 1-13](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEFCAC) 中的子类将它自己的[@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 指定为 VIP。在 Customer 和 ValuedCustomer 中，[@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 的值必须可以转换为由 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn) 属性 discriminatorType 指定的类型，并且必须符合 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn) 属性 length。

示例 1-12 @DiscriminatorColumn 和 @DiscriminatorValue — 根类

@Entity

@Table(name="CUST")

@Inheritance(strategy=SINGLE\_TABLE)

@DiscriminatorColumn(name="DISC", discriminatorType=STRING, length=20)

@DiscriminatorValue(value-"CUST")

public class Customer {

...

}

示例 1-13 @DiscriminatorValue — 子类

@Entity

@DiscriminatorValue(value="VIP")

public class ValuedCustomer extends Customer {

...

}

**@DiscriminatorValue**

默认情况下，当 [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance) 属性策略为 InheritanceType.SINGLE\_TABLE 或 JOINED 时，JPA 持续性提供程序使用 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn) 按实体名称区分继承层次中的类（请参阅[@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity)）。

使用 @DiscriminatorValue 批注指定用于区分此继承层次中的实体的标识符值：

* 如果实体名称不适合于此应用程序
* 匹配现有的数据库模式

[表 1-10](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDIEHH) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/DiscriminatorValue.html)。

表 1-10 @DiscriminatorValue 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 将 value 设置为符合 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn) 属性 discriminatorType 和 length 的标识符值的 String 等效形式。 |

[示例 1-14](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIDEIC) 显示了如何使用此批注指定一个名为 DISC、类型为 STRING、长度为 20 的标识符列。在本示例中，该类的 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 指定为 CUST。[示例 1-15](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJICCD) 中的子类将它自己的[@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 指定为 VIP。在 Customer 和 ValuedCustomer 中，[@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 的值必须可以转换为由 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn) 属性 discriminatorType 指定的类型，并且必须符合 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn) 属性 length。

示例 1-14 @DiscriminatorColumn 和 @DiscriminatorValue — 根类

@Entity

@Table(name="CUST")

@Inheritance(strategy=SINGLE\_TABLE)

@DiscriminatorColumn(name="DISC", discriminatorType=STRING, length=20)

@DiscriminatorValue(value-"CUST")

public class Customer {

...

}

示例 1-15 @DiscriminatorValue — 子类

@Entity

@DiscriminatorValue(value="VIP")

public class ValuedCustomer extends Customer {

...

}

**@Embeddable**

默认情况下，JPA 持续性提供程序假设每个实体均持久保存到它自己的数据库表。

使用 @Embeddable 批注指定一个类，该类的实例存储为拥有实体的固有部分并共享该实体的身份。嵌入对象的每个持久属性或字段都将映射到实体的数据库表。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Embeddable.html)。

[示例 1-16](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIDJHG) 显示了如何使用此批注指定：类 EmploymentPeriod 在用作批注为 [@Embedded](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embedded) 的持久字段的类型时可以嵌套到实体中（请参阅[示例 1-17](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIFFDE)）

示例 1-16 @Embeddable

@Embeddable

public class EmploymentPeriod {

java.util.Date startDate;

java.util.Date endDate;

...

}

**@Embedded**

默认情况下，JPA 持续性提供程序假设每个实体均持久保存到它自己的数据库表。

使用 @Embedded 批注指定一个持久字段，该字段的 [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 类型可以存储为拥有实体的固有部分，并共享该实体的身份。嵌入对象的每个持久属性或字段均映射到拥有实体的数据库表。

可以结合使用 @Embedded 和 [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 以建立严格所有权关系的模型，以便在删除了拥有对象的情况下还将删除被拥有的对象。

嵌入的对象不应映射到多个表。

默认情况下，[@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIDJHG) 类中指定的列定义（请参阅 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCEHDA)）适用于 @Embedded 类。如果要覆盖这些列定义，请使用 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)。

此批注没有属性。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Embedded.html)。

[示例 1-17](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIFFDE) 显示了如何使用该批注指定：[@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 类 EmploymentPeriod（请参阅[示例 1-16](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIDJHG)）可以使用指定的属性覆盖（请参阅 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)）嵌入到实体类中。如果不需要属性覆盖，则可以完全忽略 @Embedded 批注：JPA 持续性提供程序将推断出 EmploymentPeriod 是从它的 [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 批注进行嵌套。

示例 1-17 @Embedded

@Entity

public class Employee implements Serializable {

...

@Embedded

@AttributeOverrides({

@AttributeOverride(name="startDate", column=@Column("EMP\_START")),

@AttributeOverride(name="endDate", column=@Column("EMP\_END"))

)

public EmploymentPeriod getEmploymentPeriod() {

...

}

...

}

**@EmbeddedId**

使用 @EmbeddedId 批注指定一个由实体拥有的可嵌入复合主键类（通常由两个或更多基元类型或 JDK 对象类型组成）。从原有数据库映射时（此时数据库键由多列组成），通常将出现复合主键。

复合主键类具有下列特征：

* 它是一个普通的旧式 Java 对象 (POJO) 类。
* 它必须为 public，并且必须有一个 public 无参数构造函数。
* 如果使用基于属性的访问，则主键类的属性必须为 public 或 protected。
* 它必须是可序列化的。
* 它必须定义 equals 和 hashCode 方法。

这些方法的值相等性的语义必须与键映射到的数据库类型的数据库相等性一致。

或者，您可以使复合主键类成为非嵌入类（请参阅 [@IdClass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IdClass)）。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/EmbeddedId.html)。

[示例 1-18](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CEGCJDJF) 显示了一个批注为 [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 的典型复合主键类。[示例1-19](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CEGBCBEF) 显示了如何使用可嵌入的复合主键类（使用 @EmbeddedId 批注）配置一个实体。

示例 1-18 可嵌入复合主键类

@Embeddable

public class EmployeePK implements Serializable

{

private String name;

private long id;

public EmployeePK()

{

}

public String getName()

{

return name;

}

public void setName(String name)

{

this.name = name;

}

public long getId()

{

return id;

}

public void setId(long id)

{

this.id = id;

}

public int hashCode()

{

return (int) name.hashCode() + id;

}

public boolean equals(Object obj)

{

if (obj == this) return true;

if (!(obj instanceof EmployeePK)) return false;

if (obj == null) return false;

EmployeePK pk = (EmployeePK) obj;

return pk.id == id && pk.name.equals(name);

}

}

示例 1-19 @EmbeddedId

@Entity

public class Employee implements Serializable

{

EmployeePK primaryKey;

public Employee()

{

}

@EmbeddedId

public EmployeePK getPrimaryKey()

{

return primaryKey;

}

public void setPrimaryKey(EmployeePK pk)

{

primaryKey = pk;

}

...

}

**@Entity**

使用 @Entity 批注将普通的旧式 Java 对象 (POJO) 类指定为实体，并使其可用于 JPA 服务。必须将 POJO 类指定为实体，然后才可以使用任何其他 JPA 批注。

[表 1-11](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJBGAB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Entity.html)。

表 1-11 @Entity 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 可选 | 默认值：JPA 持续性提供程序假设实体名称是实体类的名称。在[示例 1-20](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHIDBI) 中，默认 name 为“Employee”。  如果实体类名难于处理、是一个保留字、与事先存在的数据模型不兼容或作为数据库中的表名无效，请将 name 设置为其他 String 值。 |

[示例 1-20](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHIDBI) 显示了该批注的用法。

示例 1-20 @Entity

@Entity

public class Employee implements Serializable {

...

}

**@EntityListeners**

可以使用生命周期批注（请参阅[生命周期事件批注](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#LifecycleAnnotations)）指定实体中的方法，这些方法在指定的生命周期事件发生时执行您的逻辑。

使用 @EntityListeners 批注将一个或多个实体监听程序类与 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 或 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 关联，条件是您需要在指定的生命周期事件发生时执行逻辑，以及：

* 不希望在实体 API 中公开生命周期监听程序方法。
* 要在不同的实体类型之间共享生命周期监听程序逻辑。

当实体或子类上发生生命周期事件时，JPA 持续性提供程序将按监听程序定义的顺序通知每个实体监听程序，并调用使用相应的生命周期事件类型进行批注的实体监听程序方法（如果有）。

实体监听程序类具有以下特征：

* 它是一个普通的旧式 Java 对象 (POJO) 类
* 它有一个或多个具有以下签名的回调方法：
* public void <MethodName>(Object)

可以指定参数类型 Object，或实体监听程序将与其关联的实体类的类型。

* 它用一个或多个生命周期事件批注对每个回调方法进行批注。

一个生命周期事件只能与一个回调监听程序方法关联，但某个给定的回调监听程序方法可以与多个生命周期事件关联。

如果使用实体监听程序，则可以管理哪些实体监听程序使用 [@ExcludeDefaultListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeDefaultListeners) 和 [@ExcludeSuperclassListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeSuperclassListeners) 调用。

[表 1-12](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJJFJC) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/EntityListeners.html)。

表 1-12 @EntityListeners 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要为 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 或 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 指定实体监听程序类的列表，请将 value 设置为实体监听程序类的 Class 数组。 |

[示例 1-21](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJBJAG) 显示了如何使用此批注将实体监听程序类 EmployeePersistListener（请参阅[示例 1-22](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCHCII)）和 EmployeeRemoveListener（请参阅[示例 1-23](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHDGAD)）与实体 Employee 关联。[示例 1-23](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHDGAD)显示了您可以将多个生命周期事件与给定的实体监听程序类方法关联，但任何给定的生命周期事件只能在实体监听程序类中出现一次。

示例 1-21 @EntityListeners

@Entity

@EntityListeners(value={EmployeePersistListner.class, EmployeeRemoveListener.class})

public class Employee implements Serializable {

...

}

示例 1-22 EmployeePersistListener

public class EmployeePersistListener {

@PrePersist

employeePrePersist(Object employee) {

...

}

...

}

示例 1-23 EmployeeRemoveListener

public class EmployeeRemoveListener {

@PreRemove

@PostRemove

employeePreRemove(Object employee) {

...

}

...

}

**@EntityResult**

执行 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery) 时，它可以返回实体（包括不同类型的实体）、标量值或实体和标量值的组合。

使用 @EntityResult 批注返回实体。

有关详细信息，另请参阅 [@ColumnResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ColumnResult)、[@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult) 和 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping)。

[表 1-8](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGAGFI) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/EntityResult.html)。

表 1-13 @EntityResult 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| entityClass | 必需 | 将 entityClass 设置为由 SELECT 语句返回的实体的 Class。 |
| discriminatorColumn | 可选 | 默认值：空 String。  默认情况下，JPA 持续性提供程序假设 SELECT 语句中不包含标识符列（请参阅 [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance)）。  如果在 SELECT 语句中使用标识符列，请将 discriminatorColumn 设置为所使用的 String 列名。 |
| fields | 可选 | 默认值：空 FieldResult 数组。  默认情况下，JPA 持续性提供程序假设 SELECT 语句包含与返回的实体的所有字段或属性相对应的所有列，且 SELECT 语句中的列名对应于字段或属性名（未使用 AS 语句）。  如果 SELECT 语句只包含某些与返回的实体的字段或属性相对应的列，或 SELECT 语句中的列名并不对应于字段或属性名（使用了 AS 语句），请将 fields 设置为[@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult) 的数组，SELECT 语句中的每一列一个 [@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult)。 |

[示例 1-24](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHGEGE) 显示了如何使用此批注将 Order 和 Item（请参阅[示例 1-25](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHAJBB)）实体包含在结果列表（请参阅[示例 1-26](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDDHDC)）中。在该示例中，结果列表将为 Object 数组的 List，如：{[Order, Item], [Order, Item], ...}。

示例 1-24 使用 @EntityResult 的 Order 实体

@SqlResultSetMapping(

name="OrderResults",

entities={

@EntityResult(

entityClass=Order.class,

fields={

@FieldResult(name="id", column="order\_id"),

@FieldResult(name="quantity", column="order\_quantity"),

@FieldResult(name="item", column="order\_item")

}

),

@EntityResult(

entityClass=Item.class,

fields={

@FieldResult(name="id", column="item\_id"),

@FieldResult(name="name", column="item\_name"),

}

)

}

)

@Entity

public class Order {

@Id

protected int id;

protected long quantity;

protected Item item;

...

}

示例 1-25 Item 实体

@Entity

public class Item {

@Id

protected int id;

protected String name;

...

}

示例 1-26 结合使用 @SqlResultSetMapping 与 @EntityResult 的原生查询

Query q = entityManager.createNativeQuery(

"SELECT o.id AS order\_id, " +

"o.quantity AS order\_quantity, " +

"o.item AS order\_item, " +

"i.id AS item\_id, " +

"i.name AS item\_name, " +

"FROM Order o, Item i " +

"WHERE (order\_quantity > 25) AND (order\_item = i.id)",

"OrderResults"

);

List resultList = q.getResultList();

// List of Object arrays:{[Order, Item], [Order, Item], ...}

**@Enumerated**

默认情况下，JPA 持续性提供程序持久保存枚举常量的序数值。

使用 @Enumerated 批注指定在 String 值适合应用程序要求或与现有数据库模式匹配的情况下，JPA 持续性提供程序是否应持久保存枚举常量的序数值或 String 值。

该批注可以与 [@Basic](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Basic) 一起使用。

[表 1-14](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFIAEE) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Enumerated.html)。

表 1-14 @Enumerated 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 可选 | 默认值：EnumType.ORDINAL。  默认情况下，JPA 持续性提供程序假设对于映射到枚举常量的属性或字段，应持久保存序数值。在[示例 1-28](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEJBHG) 中，当持久保存 Employee 时，EmployeeStatus 的序数值将写入数据库。  如果需要持久保存的枚举常量的 String 值，请将 value 设置为 EnumType.STRING。 |

根据[示例 1-27](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEJJFC) 中的枚举常量，[示例 1-28](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEJBHG) 显示了如何使用此批注指定在持久保存 Employee 时应将 SalaryRate 的 String 值写入数据库。默认情况下，会将 EmployeeStatus 的序数值写入数据库。

示例 1-27 枚举常量

public enum EmployeeStatus {FULL\_TIME, PART\_TIME, CONTRACT}

public enum SalaryRate {JUNIOR, SENIOR, MANAGER, EXECUTIVE}

示例 1-28 @Enumerated

@Entity

public class Employee {

...

public EmployeeStatus getStatus() {

...

}

@Enumerated(STRING)

public SalaryRate getPayScale() {

...

}

...

}

**@ExcludeDefaultListeners**

默认监听程序是 orm.xml 文件中指定的一个生命周期事件监听程序类，该类应用于持续性单元（请参阅 [@PersistenceUnit](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnit)）中的所有实体。在调用任何其他实体监听程序（请参阅[@EntityListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityListeners)）之前，JPA 持续性提供程序首先按照 orm.xml 文件中定义的顺序调用默认监听程序（如果有）。

如果默认监听程序行为不适用，请使用 @ExcludeDefaultListeners 批注覆盖（并阻止）针对给定 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 或 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 执行的默认监听程序。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/ExcludeDefaultListeners.html)。

[示例 1-29](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCGBHG) 显示了如何使用此批注指定不应对 Employee 实体执行默认监听程序。

示例 1-29 @ExcludeDefaultListeners

@Entity

@ExcludeDefaultListeners

public class Employee implements Serializable {

...

}

**@ExcludeSuperclassListeners**

如果继承层次中的 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 和 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 类定义了 [@EntityListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityListeners)，则默认情况下，JPA 持续性提供程序将在调用子类监听程序之前调用超类监听程序。

如果超类监听程序行为不适用，则使用 @ExcludeSuperclassListeners 批注覆盖（并阻止）针对给定 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 或 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 执行的超类监听程序。

@ExcludeSuperclassListeners 批注不影响默认监听程序（请参阅 [@ExcludeDefaultListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeDefaultListeners)）。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/ExcludeSuperclassListeners.html)。

[示例 1-29](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCGBHG) 显示了如何使用此批注指定不应对 PartTimeEmployee 实体执行超类监听程序 EmployeeListener，而是执行默认监听程序和子类监听程序 PartTimeEmployeeListener1 和PartTimeEmployeeListener2。

示例 1-30 超类级别的实体监听程序

@MappedSuperclass

@EntityListeners(value={EmployeeListener.class})

public class Employee {

...

}

示例 1-31 子类级别的 @ExcludeSuperclassListeners

@Entity

@ExcludeSuperclassListeners

@EntityListners(value={PartTimeEmployeeListener1.class, PartTimeEmployeeListener2.class})

public class PartTimeEmployee extends Employee {

...

}

**@FieldResult**

执行 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery) 时，它可以返回实体（包括不同类型的实体）、标量值或实体和标量值的组合。

默认情况下，JPA 持续性提供程序假设在使用 [@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult) 返回实体时，SELECT 语句将包含与返回的实体的所有字段或属性相对应的所有列，且 SELECT 语句中的列名对应于字段或属性名（未使用 AS 语句）。

如果 SELECT 语句只包含某些与返回的实体的字段或属性相对应的列，或 SELECT 语句中的列名并不对应于字段或属性名（使用了 AS 语句），则在使用 [@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult) 返回实体时，请使用@FieldResult 批注将 SELECT 语句中的列映射到字段或属性。

有关详细信息，另请参阅 [@ColumnResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ColumnResult) 和 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping)。

[表 1-15](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIHEDC) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/FieldResult.html)。

表 1-15 @FieldResult 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| column | 必需 | 将 column 设置为 SELECT 语句中使用的列的 String 名称。如果在 SELECT 中使用列别名（AS 语句），请将 column 设置为列别名。 |
| name | 必需 | 将 name 设置为实体的字段或属性名（作为 String），该名称对应于 column 属性指定的列名。 |

[示例 1-32](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFAFEB) 显示了如何使用此批注将 Order 和 Item（请参阅[示例 1-33](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJGDJI)）实体包含在结果列表（请参阅[示例 1-34](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDJCJC)）中。在该示例中，结果列表将为 Object 数组的 List，如：{[Order, Item], [Order, Item], ...}。

示例 1-32 使用 @EntityResult 和 @FieldResult 的 Order 实体

@SqlResultSetMapping(

name="OrderResults",

entities={

@EntityResult(

entityClass=Order.class,

fields={

@FieldResult(name="id", column="order\_id"),

@FieldResult(name="quantity", column="order\_quantity"),

@FieldResult(name="item", column="order\_item")

}

),

@EntityResult(

entityClass=Item.class,

fields={

@FieldResult(name="id", column="item\_id"),

@FieldResult(name="name", column="item\_name"),

}

)

}

)

@Entity

public class Order {

@Id

protected int id;

protected long quantity;

protected Item item;

...

}

示例 1-33 Item 实体

@Entity

public class Item {

@Id

protected int id;

protected String name;

...

}

示例 1-34 结合使用 @SqlResultSetMapping 与 @EntityResult 的原生查询

Query q = entityManager.createNativeQuery(

"SELECT o.id AS order\_id, " +

"o.quantity AS order\_quantity, " +

"o.item AS order\_item, " +

"i.id AS item\_id, " +

"i.name AS item\_name, " +

"FROM Order o, Item i " +

"WHERE (order\_quantity > 25) AND (order\_item = i.id)",

"OrderResults"

);

List resultList = q.getResultList();

// List of Object arrays:{[Order, Item], [Order, Item], ...}

**@GeneratedValue**

默认情况下，JPA 持续性提供程序管理为实体主键提供的唯一标识符（请参阅 [@Id](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Id)）。

如果要微调此机制以实现以下目的，请使用 @GeneratedValue 批注：

* 如果您感觉另一个生成器类型更适合于数据库或应用，则覆盖持续性提供程序为数据库选择的身份值生成的类型
* 如果此名称难于处理、是一个保留字、与事先存在的数据模型不兼容或作为数据库中的主键生成器名称无效，则覆盖持续性提供程序选择的主键生成器名称

[表 1-16](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBJHED) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/GeneratedValue.html)。

表 1-16 @GeneratedValue 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| generator | 可选 | 默认值：JPA 持续性提供程序为它选择的主键生成器分配一个名称。  如果该名称难于处理、是一个保留字、与事先存在的数据模型不兼容或作为数据库中的主键生成器名称无效，则将 generator 设置为要使用的 String 生成器名称。 |
| strategy | 可选 | 默认值：GenerationType.AUTO。  默认情况下，JPA 持续性提供程序选择最适合于基础数据库的主键生成器类型。  如果您感觉另一个生成器类型更适合于数据库或应用程序，请将 strategy 设置为所需的 GeneratorType：   * IDENTITY — 指定持续性提供程序使用数据库身份列 * AUTO — 指定持续性提供程序应选择一个最适合于基础数据库的主键生成器。 * SEQUENCE — 指定持续性提供程序使用数据库序列（请参阅 [@SequenceGenerator](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SequenceGenerator)） * TABLE — 指定持续性提供程序为使用基础数据库表的实体分配主键以确保唯一性（请参阅 [@TableGenerator](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#TableGenerator)） |

[示例 1-35](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJHFBJ) 显示了如何使用此批注指示持续性提供程序使用名为 CUST\_SEQ、类型为 GeneratorType.SEQUENCE 的主键生成器。

示例 1-35 @GeneratedValue

@Entity

public class Employee implements Serializable {

...

@Id

@GeneratedValue(strategy=SEQUENCE, generator="CUST\_SEQ")

@Column(name="CUST\_ID")

public Long getId() {

return id;

}

...

}

**@Id**

使用 @Id 批注将一个或多个持久字段或属性指定为实体的主键。

对于每个实体，必须至少指定以下项之一：

* 一个 @Id
* 多个 @Id 和一个 [@IdClass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IdClass)（对于复合主键）
* 一个 [@EmbeddedId](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EmbeddedId)

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Id.html)。

默认情况下，JPA 持续性提供程序选择最合适的主键生成器（请参阅 [@GeneratedValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#GeneratedValue)）并负责管理主键值：您不必采取任何进一步的操作。如果要使用 JPA 持续性提供程序的默认键生成机制，则不必采取任何进一步的操作。

[示例 1-36](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCEDIC) 显示了如何使用此批注将持久字段 empID 指定为 Employee 表的主键。

示例 1-36 @Id

@Entity

public class Employee implements Serializable {

@Id

private int empID;

...

}

**@IdClass**

使用 @IdClass 批注为实体指定一个复合主键类（通常由两个或更多基元类型或 JDK 对象类型组成）。从原有数据库映射时（此时数据库键由多列组成），通常将出现复合主键。

复合主键类具有下列特征：

* 它是一个普通的旧式 Java 对象 (POJO) 类。
* 它必须为 public，并且必须有一个 public 无参数构造函数。
* 如果使用基于属性的访问，则主键类的属性必须为 public 或 protected。
* 它必须是可序列化的。
* 它必须定义 equals 和 hashCode 方法。

这些方法的值相等性的语义必须与键映射到的数据库类型的数据库相等性一致。

* 它的字段或属性的类型和名称必须与使用 [@Id](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Id) 进行批注的实体主键字段或属性的类型和名称相对应。

或者，您可以使复合主键类成为由实体拥有的嵌入类（请参阅 [@EmbeddedId](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EmbeddedId)）。

[表 1-17](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDICGAA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/IdClass.html)。

表 1-17 @IdClass 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定复合主键类，请将 value 设置为所需的 Class（请参阅 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)）。 |

[示例 1-37](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIEDJE) 显示了一个非嵌入的复合主键类。在该类中，字段 empName 和 birthDay 的名称和类型必须对应于实体类中属性的名称和类型。[示例 1-38](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BCGFBFCC) 显示了如何使用这个非嵌入的复合主键类（使用 @IdClass 批注）配置 EJB 3.0 实体。由于实体类字段 empName 和 birthDay 在主键中使用，因此还必须使用 [@Id](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Id) 批注对其进行批注。

示例 1-37 非嵌入的复合主键类

public class EmployeePK implements Serializable

{

private String empName;

private Date birthDay;

public EmployeePK()

{

}

public String getName()

{

return empName;

}

public void setName(String name)

{

empName = name;

}

public long getDateOfBirth()

{

return birthDay;

}

public void setDateOfBirth(Date date)

{

birthDay = date;

}

public int hashCode()

{

return (int) empName.hashCode();

}

public boolean equals(Object obj)

{

if (obj == this) return true;

if (!(obj instanceof EmployeePK)) return false;

if (obj == null) return false;

EmployeePK pk = (EmployeePK) obj;

return pk.birthDay == birthDay && pk.empName.equals(empName);

}

}

示例 1-38 @IdClass

@IdClass(EmployeePK.class)

@Entity

public class Employee

{

@Id String empName;

@Id Date birthDay;

...

}

**@Inheritance**

默认情况下，JPA 持续性提供程序自动管理继承层次中实体的持续性。

使用 @Inheritance 批注自定义持续性提供程序的继承层次支持，以提高应用程序性能或匹配现有的数据模型。

[表 1-18](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIIADD) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Inheritance.html)。

表 1-18 @Inheritance 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| strategy | 可选 | 默认值：InheritanceType.SINGLE\_TABLE。  默认情况下，JPA 持续性提供程序假设层次中的所有类均映射到一个由表的标识符列（请参阅 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn)）中的标识符值（请参阅 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue)）区分的表。  如果这并不适合于应用程序，或者如果必须匹配现有的数据模型，请将 strategy 设置为所需的 InheritanceType：   * SINGLE\_TABLE[Foot?1?](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html" \l "sthref28) — 层次中的所有类均映射到一个表。该表有一个标识符列（请参阅 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn)），它的值（请参阅 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue)）标识由行表示的实例所属的特定子类。 * TABLE\_PER\_CLASS — 每个类均映射到单独的表。该类的所有属性（包括继承的属性）映射到该类的表列。 * JOINED — 类层次的根由一个表表示，而每个子类由单独的表表示。每个子类表只包含特定于该子类的那些字段（而非从其超类继承的字段）和主键列，这些主键列用作超类表主键的外键。 |

Footnote?1?该选项为跨类层次的实体和查询之间的多态关系提供了最佳支持。该选项的缺点包括需要生成应为 NOT NULL 的可空列。

[示例 1-39](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFGEJD) 显示了如何使用此批注指定 Customer 的所有子类将使用 InheritanceType.JOINED。[示例 1-40](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCHEJA) 中的子类将映射到它自己的表（该表针对 ValuedCustomer 的每个持久属性包含一列）和一个外键列（包含 Customer 表的主键）。

示例 1-39 @Inheritance — 使用 JOINED 的根类

@Entity@Inheritance(strategy=JOINED)public class Customer {

@Id

private int customerId;

...

}

示例 1-40 @Inheritance — 使用 JOINED 的子类

@Entity

public class ValuedCustomer extends Customer {

...

}

在[示例 1-41](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJHIAG) 中，默认情况下，InheritanceType.SINGLE\_TABLE 应用于 Customer 及其所有子类。在该示例中，默认标识符表列 DTYPE（请参阅 [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn)）指定为具有标识符类型 INTEGER，且 Customer 的 [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue) 指定为 1。[示例 1-42](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDGEIH) 显示了如何将子类 ValuedCustomer 的标识符值指定为 2。在该示例中，Customer 和 ValuedCustomer 的所有持久属性将映射到一个表。

示例 1-41 @Inheritance — 指定其标识符列的根类

@Entity

@DiscriminatorColumn(discriminatorType=DiscriminatorType.INTEGER)

@DiscriminatorValue(value="1")

public class Customer {

...

}

示例 1-42 @Inheritance — 指定其标识符值的子类

@Entity

@DiscriminatorValue(value="2")

public class ValuedCustomer extends Customer {

...

}

**@JoinColumn**

默认情况下，在实体关联中，JPA 持续性提供程序使用一个基于现有名称（如字段或属性名称）的数据库模式，以便它可以自动确定要使用的单个连接列（包含外键的列）。

在以下条件下使用 @JoinColumn 批注：

* 默认连接列名称难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的列名无效
* 您需要使用外部表中的列（非主键列）进行连接
* 您想要使用两个或更多连接列（请参阅 [@JoinColumns](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumns)）
* 您想要使用一个连接表（请参阅 [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)）

[表 1-19](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBCIDH) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/JoinColumn.html)。

表 1-19 @JoinColumn 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| columnDefinition | 可选 | 默认值：空 String。  JPA 使用最少量 SQL 创建一个数据库表列。  如果需要使用更多指定选项创建列，请将 columnDefinition 设置为在针对列生成 DDL 时希望 JPA 使用的 String SQL 片断。 |
| insertable | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设它可以插入到所有表列中。  如果该列为只读，请将 insertable 设置为 false。 |
| name | 可选 | 默认值：如果使用一个连接列，则 JPA 持续性提供程序假设外键列的名称是以下名称的连接：   * 引用关系属性的名称 +“\_”+ 被引用的主键列的名称。 * 引用实体的字段名称 +“\_”+ 被引用的主键列的名称。   如果实体中没有这样的引用关系属性或字段（请参阅 [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)），则连接列名称格式化为以下名称的连接：实体名称 +“\_”+ 被引用的主键列的名称。  这是外键列的名称。如果连接针对“一对一”或“多对一”实体关系，则该列位于源实体的表中。如果连接针对“多对多”实体关系，则该列位于连接表（请参阅 [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)）中。  如果连接列名难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的列名无效，请将 name 设置为所需的 String 列名。 |
| nullable | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设允许所有列包含空值。  如果不允许该列包含空值，请将 nullable 设置为 false。 |
| referencedColumnName | 可选 | 默认值：如果使用一个连接列，则 JPA 持续性提供程序假设在实体关系中，被引用的列名是被引用的主键列的名称。  如果在连接表（请参阅 [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)）中使用，则被引用的键列位于拥有实体（如果连接是反向连接定义的一部分，则为反向实体）的实体表中。  要指定其他列名，请将 referencedColumnName 设置为所需的 String 列名。 |
| table | 可选 | 默认值：JPA 持续性提供程序假设实体的所有持久字段存储到一个名称为实体类名称的数据库表中（请参阅 [@Table](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Table)）。  如果该列与辅助表关联（请参阅 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)），请将 name 设置为相应辅助表名称的 String 名称，如[示例 1-8](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCEHDA) 所示。 |
| unique | 可选 | 默认值：false。  默认情况下，JPA 持续性提供程序假设允许所有列包含重复值。  如果不允许该列包含重复值，请将 unique 设置为 true。 |
| updatable | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设它可以更新所有表列。  如果该列为只读，则将 updatable 设置为 false |

[示例 1-43](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEGCDG) 显示了如何使用此批注使 JPA 将数据库表 Employee 列 ADDR\_ID 用作连接列。

示例 1-43 @JoinColumn

@Entity

public class Employee implements Serializable {

...

@ManyToOne

@JoinColumn(name="ADDR\_ID")

public Address getAddress() {

return address;

}

}

**@JoinColumns**

默认情况下，在实体关联中，JPA 持续性提供程序假设使用一个连接列。

如果要指定两个或更多连接列（即复合主键），请使用 @JoinColumns 批注。

[表 1-20](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJCCGA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/JoinColumns.html)。

表 1-20 @JoinColumns 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多连接列，请将 value 设置为 JoinColumn 实例数组（请参阅 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)）。 |

[示例 1-44](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHEHAF) 显示了如何使用此批注指定两个连接列的名称：Employee 表中的 ADDR\_ID（其中包含 Address 表列 ID 中的外键值）以及 Employee 表中的 ADDR\_ZIP（其中包含 Address 表列ZIP 中的外键值）。

示例 1-44 @JoinColumns

@Entity

public class Employee implements Serializable {

...

@ManyToOne

@JoinColumns({

@JoinColumn(name="ADDR\_ID", referencedColumnName="ID"),

@JoinColumn(name="ADDR\_ZIP", referencedColumnName="ZIP")

})

public Address getAddress() {

return address;

}

...

}

**@JoinTable**

默认情况下，JPA 持续性提供程序在映射多对多关联（或在单向的一对多关联中）的拥有方上的实体关联时使用一个连接表。连接表名称及其列名均在默认情况下指定，且 JPA 持续性提供程序假设：在关系的拥有方上的实体主表中，每个主键列有一个连接列。

如果您需要执行以下操作，请使用 @JoinTable 批注：

* 由于默认名称难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的表名无效而更改连接表的名称
* 由于默认名称难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的列名无效而更改连接表的列名称
* 使用特定目录或模式配置连接表
* 使用唯一约束配置一个或多个连接表列
* 每个实体使用多个连接列

[表 1-21](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDDECF) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/JoinTable.html)。

表 1-21 @JoinTable 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| catalog | 可选 | 默认值：空 String。  默认情况下，JPA 使用任何适用于数据库的默认目录。  如果默认目录不适合于应用程序，请将 catalog 设置为要使用的 String 目录名。 |
| inverseJoinColumns | 可选 | 默认值：JoinColumn 的空数组。  默认情况下，JPA 持续性提供程序假设关联的被拥有方（或另一方）上有一个连接列：被拥有实体的主键列。JPA 通过连接被拥有实体的名称 +“\_”+ 被引用的主键列的名称来命名该列。  如果这样的列名难于处理、是一个保留字、与预先存在的数据模型不兼容，或者如果要指定多个连接列，则将 joinColumns 设置为 JoinColumn（请参阅 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)）的一个或多个实例。 |
| joinColumns | 可选 | 默认值：JoinColumn 的空数组。  默认情况下，JPA 持续性提供程序假设：拥有实体的每个主键列都有一个连接列。该持续性提供程序通过连接拥有实体的名称+“\_”+ 被引用主键列的名称来命名这些列。  如果这样的列名难于处理、是一个保留字、与预先存在的数据模型不兼容，或者如果要指定多个连接列，则将 joinColumns 设置为 JoinColumn（请参阅 [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)）的一个或多个实例。 |
| name | 可选 | 默认值：JPA 持续性提供程序通过使用下划线连接关联主表（拥有方优先）的表名来命名连接表。  如果这样的连接表难于处理、是一个保留字或与预先存在的数据模型不兼容，则将 name 设置为相应的连接表名。在[示例 1-45](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIEFJE) 中，JPA 使用名为 EJB\_PROJ\_EMP 的连接表。 |
| schema | 可选 | 默认值：空 String。  默认情况下，JPA 使用任何适用于数据库的默认模式。  如果默认模式不适合于应用程序，则将 schema 设置为要使用的 String 模式名。 |
| uniqueConstraints | 可选 | 默认值：UniqueConstraint 的空数组。  默认情况下，JPA 持续性提供程序假设连接表中的任何列均没有唯一约束。  如果唯一约束应用于该表中的一列或多列，则将 uniqueContraints 设置为一个或多个 UniqueConstraint 实例的数组。有关详细信息，请参阅 [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint)。 |

[示例 1-45](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIEFJE) 显示了如何使用此批注为 Employee 与 Project 之间实体的多对多关系指定一个名为 EMP\_PROJ\_EMP 的连接表。连接表中有两列：EMP\_ID 和 PROJ\_ID。EMP\_ID 列包含其主键列（被引用列）名为 ID 的 Employee 表中的主键值。PROJ\_ID 列包含其主键列（被引用列）也名为 ID 的 Project 表中的主键值。

示例 1-45 @JoinTable

@Entity

public class Employee implements Serializable {

...

@ManyToMany

@JoinTable(

name="EJB\_PROJ\_EMP",

joinColumns=@JoinColumn(name="EMP\_ID", referencedColumnName="ID"),

inverseJoinColumns=@JoinColumn(name="PROJ\_ID", referencedColumnName="ID")

)

public Collection getProjects() {

return projects;

}

...

}

**@Lob**

默认情况下，JPA 持续性提供程序假设所有持久数据均可以表示为典型的数据库数据类型。

结合使用 @Lob 批注与 [@Basic](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Basic) 映射，以指定持久属性或字段应作为大型对象持久保存到数据库支持的大型对象类型。

Lob 可以是二进制类型或字符类型。持续性提供程序从持久字段或属性的类型推断出 Lob 类型。

对于基于字符串和字符的类型，默认值为 Clob。在所有其他情况下，默认值为 Blob。

还可以使用 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column) 属性 columnDefinition 进一步改进 Lob 类型。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Lob.html)。

[示例 1-46](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBIFHG) 显示了如何使用此批注指定持久字段 pic 应作为 Blob 进行持久保存。

示例 1-46 @Lob

@Entity

public class Employee implements Serializable {

...

@Lob

@Basic(fetch=LAZY)

@Column(name="EMP\_PIC", columnDefinition="BLOB NOT NULL")

protected byte[] pic;

...

}

**@ManyToMany**

默认情况下，JPA 为具有多对多多重性的为多值关联自动定义一个 @ManyToMany 映射。

使用 @ManyToMany 批注：

* 将获取类型配置为 LAZY
* 如果空值不适合于应用程序，则将映射配置为禁止空值（针对非基元类型）
* 由于所使用的 Collection 不是使用一般参数定义的，因此配置关联的目标实体
* 配置必须层叠到关联目标的操作：例如，如果删除了拥有实体，则确保还删除关联的目标
* 配置由持续性提供程序使用的连接表的详细信息（请参阅 [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)）

[表 1-22](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHJFCI) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/ManyToMany.html)。

表 1-22 @ManyToMany 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| cascade | 可选 | 默认值：CascadeType 的空数组。  默认情况下，JPA 不会将任何持续性操作层叠到关联的目标。  如果希望某些或所有持续性操作层叠到关联的目标，请将 cascade 设置为一个或多个 CascadeType 实例，其中包括：   * ALL — 针对拥有实体执行的任何持续性操作均层叠到关联的目标。 * MERGE — 如果合并了拥有实体，则将 merge 层叠到关联的目标。 * PERSIST — 如果持久保存拥有实体，则将 persist 层叠到关联的目标。 * REFRESH — 如果刷新了拥有实体，则 refresh 为关联的层叠目标。 * REMOVE — 如果删除了拥有实体，则还删除关联的目标。 |
| fetch | 可选 | 默认值：FetchType.EAGER。  默认情况下，JPA 持续性提供程序使用获取类型 EAGER：这将要求持续性提供程序运行时必须迫切获取数据。  如果这不适合于应用程序或特定的持久字段，请将 fetch 设置为 FetchType.LAZY：这将提示持续性提供程序在首次访问数据（如果可以）时应不急于获取数据。 |
| mappedBy | 可选 | 默认值：如果关系是单向的，则 JPA 持续性提供程序确定拥有该关系的字段。  如果关系是双向的，则将关联的反向（非拥有）一方上的 mappedBy 属性设置为拥有该关系的字段或属性的名称（如[示例 1-48](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJIIFA) 所示）。 |
| targetEntity | 可选 | 默认值：使用一般参数定义的 Collection 的参数化类型。  默认情况下，如果使用通过一般参数定义的 Collection，则持续性提供程序将从被引用的对象类型推断出关联的目标实体。  如果 Collection 不使用一般参数，则必须指定作为关联目标的实体类：将关联拥有方上的 targetEntity 元素设置为作为关系目标的实体的 Class。 |

[示例 1-47](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEDECI) 和[示例 1-48](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJIIFA) 显示了如何使用此批注在使用一般参数的 Customer 和 PhoneNumber 之间配置一个多对多映射。

示例 1-47 @ManyToMany — 使用一般参数的 Customer 类

@Entity

public class Customer implements Serializable {

...

@ManyToMany

@JoinTable(

name="CUST\_PHONE",

joinColumns=

@JoinColumn(name="CUST\_ID", referencedColumnName="ID"),

inverseJoinColumns=

@JoinColumn(name="PHONE\_ID", referencedColumnName="ID")

)

public Set<PhoneNumber> getPhones() {

return phones;

}

...

}

示例 1-48 @ManyToMany — 使用一般参数的 PhoneNumber 类

@Entity

public class PhoneNumber implements Serializable {

...

@ManyToMany(mappedBy="phones")

public Set<Customer> getCustomers() {

return customers;

}

...

}

**@ManyToOne**

默认情况下，JPA 为指向具有多对一多重性的其他实体类的单值关联自动定义一个 ManyToOne 映射。

使用 @ManyToOne 批注：

* 将获取类型配置为 LAZY
* 如果空值不适合于应用程序，则将映射配置为禁止空值（针对非基元类型）
* 配置关联的目标实体（如果无法从被引用的对象类型推断出它）
* 配置必须层叠到关联目标的操作：例如，如果删除了拥有实体，则确保还删除关联的目标

[表 1-23](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDBFHJ) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/ManyToOne.html)。

表 1-23 @ManyToOne 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| cascade | 可选 | 默认值：CascadeType 的空数组。  默认情况下，JPA 不会将任何持续性操作层叠到关联的目标。  如果希望某些或所有持续性操作层叠到关联的目标，请将 cascade 设置为一个或多个 CascadeType 实例，其中包括：   * ALL — 针对拥有实体执行的任何持续性操作均层叠到关联的目标。 * MERGE — 如果合并了拥有实体，则将 merge 层叠到关联的目标。 * PERSIST — 如果持久保存拥有实体，则将 persist 层叠到关联的目标。 * REFRESH — 如果刷新了拥有实体，则 refresh 为关联的层叠目标。 * REMOVE — 如果删除了拥有实体，则还删除关联的目标。 |
| fetch | 可选 | 默认值：FetchType.EAGER。  默认情况下，JPA 持续性提供程序使用获取类型 EAGER：这将要求持续性提供程序运行时必须迫切获取数据。  如果这不适合于应用程序或特定的持久字段，请将 fetch 设置为 FetchType.LAZY：这将提示持续性提供程序在首次访问数据（如果可以）时应不急于获取数据。 |
| optional | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设所有（非基元）字段和属性的值可以为空。  如果这并不适合于您的应用程序，请将 optional 设置为 false。 |
| targetEntity | 可选 | 默认值：JPA 持续性提供程序从被引用的对象类型推断出关联的目标实体  如果持续性提供程序无法推断出目标实体的类型，则将关联拥有方上的 targetEntity 元素设置为作为关系目标的实体的 Class。 |

[示例 1-49](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDICGBB) 显示了如何使用此批注在使用一般参数的 Customer（被拥有方）和 Order（拥有方）之间配置一个多对一映射。

示例 1-49 @ManyToOne

@Entity

public class Order implements Serializable {

...

@ManyToOne(optional=false)

@JoinColumn(name="CUST\_ID", nullable=false, updatable=false)

public Customer getCustomer() {

return customer;

}

...

}

**@MapKey**

默认情况下，JPA 持续性提供程序假设关联实体的主键为 java.util.Map 类型的关联的 Map 键：

* 如果主键是批注为 [@Id](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Id) 的非复合主键，则该字段或属性的类型实例将用作 Map 键。
* 如果主键是批注为 [@IdClass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IdClass) 的复合主键，则主键类的实例将用作 Map 键。

使用 @MapKey 批注：

* 将某个其他字段或属性指定为 Map 键（如果关联实体的主键不适合于应用程序）
* 指定一个嵌入的复合主键类（请参阅 [@EmbeddedId](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EmbeddedId)）

指定的字段或属性必须具有唯一约束（请参阅 [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint)）。

[表 1-24](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJCEJD) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/MapKey.html)。

表 1-24 @MapKey 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 可选 | 默认值：默认情况下，JPA 持续性提供程序将关联实体的主键作为 Map 键，以用于映射到非复合主键或复合主键（批注为 [@IdClass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IdClass)）的 java.util.Map 的属性或字段。  如果要将某个其他字段或属性用作 Map 键，请将 name 设置为要使用的关联实体的 String 字段或属性名。 |

在[示例 1-52](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDIEIG) 中，Project 对作为 Map 的 Employee 实例拥有一对多关系。[示例 1-52](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDIEIG) 显示了如何使用 @MapKey 批注指定此 Map 的键为 Employee 字段 empPK，它是一个类型为EmployeePK（请参阅[示例 1-52](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDIEIG)）的嵌入式复合主键（请参阅[示例 1-51](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBJCCG)）。

示例 1-50 使用 @MapKey 的 Project 实体

@Entitypublic class Project { ...@OneToMany(mappedBy="project") @MapKey(name="empPK") public Map<EmployeePK, Employee> getEmployees() { ...

} ...}

示例 1-51 Employee 实体

@Entitypublic class Employee { @EmbeddedId public EmployeePK getEmpPK() { ...

} ... @ManyToOne @JoinColumn(name="proj\_id") public Project getProject() {

...

}...}

示例 1-52 EmployeePK 复合主键类

@Embeddablepublic class EmployeePK { String name; Date birthDate;}

**@MappedSuperclass**

默认情况下，JPA 持续性提供程序假设实体的所有持久字段均在该实体中定义。

使用 @MappedSuperclass 批注指定一个实体类从中继承持久字段的超类。当多个实体类共享通用的持久字段或属性时，这将是一个方便的模式。

您可以像对实体那样使用任何直接和关系映射批注（如 [@Basic](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Basic) 和 [@ManyToMany](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToMany)）对该超类的字段和属性进行批注，但由于没有针对该超类本身的表存在，因此这些映射只适用于它的子类。继承的持久字段或属性属于子类的表。

可以在子类中使用 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride) 或 [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride) 批注来覆盖超类的映射配置。

该批注没有属性。有关更多详细信息，请参阅 该批注没有属性。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/EmbeddableSuperclass.html)。

[示例 1-53](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHDJD) 显示了如何使用此批注将 Employee 指定为映射超类。[示例 1-54](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDAIHD) 显示了如何扩展实体中的此超类，以及如何在实体类中使用 [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride) 以覆盖超类中设置的配置。

示例 1-53 @MappedSuperclass

@MappedSuperclass

public class Employee {

@Id

protected Integer empId;

@Version

protected Integer version;

@ManyToOne

@JoinColumn(name="ADDR")

protected Address address;

public Integer getEmpId() {

...

}

public void setEmpId(Integer id) {

...

}

public Address getAddress() {

...

}

public void setAddress(Address addr) {

...

}

}

示例 1-54 扩展 @MappedSuperclass

@Entity

@AttributeOverride(name="address", column=@Column(name="ADDR\_ID"))

public class PartTimeEmployee extends Employee {

@Column(name="WAGE")

protected Float hourlyWage;

public PartTimeEmployee() {

...

}

public Float getHourlyWage() {

...

}

public void setHourlyWage(Float wage) {

...

}

}

**@NamedNativeQueries**

如果需要指定多个 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery)，则必须使用一个 @NamedNativeQueries 批注指定所有命名查询。

[表 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHDBB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/NamedNativeQueries.html)。

表 1-25 @NamedNativeQueries 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多属性覆盖，请将 value 设置为 NamedNativeQuery 实例数组（请参阅 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery)）。 |

[示例 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBFEFG) 显示了如何使用此批注指定两个命名原生查询。

示例 1-55 @NamedNativeQueries

@Entity

@NamedNativeQueries({

@NamedNativeQuery(

name="findAllPartTimeEmployees",

query="SELECT \* FROM EMPLOYEE WHERE PRT\_TIME=1"

),

@NamedNativeQuery(

name="findAllSeasonalEmployees",

query="SELECT \* FROM EMPLOYEE WHERE SEASON=1"

)

})

public class PartTimeEmployee extends Employee {

...

}

**@NamedNativeQuery**

在使用 JPA 持续性提供程序的应用程序中，可以使用实体管理器动态创建和执行查询，也可以预定义查询并在运行时按名称执行。

使用 @NamedNativeQuery 批注创建与 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 或 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 关联的预定义查询，这些查询：

* 使用基础数据库的原生 SQL
* 经常被使用
* 比较复杂并且难于创建
* 可以在不同实体之间共享
* 返回实体、标量值或两者的组合（另请参阅 [@ColumnResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ColumnResult)、[@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult)、[@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult) 和 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping)）

如果有多个要定义的 @NamedNativeQuery，则必须使用 [@NamedNativeQueries](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQueries)。

要预定义适合于任何数据库的可移植查询，请参阅 [@NamedQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQuery)。

[表 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCJEHE) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/NamedNativeQuery.html)。

表 1-26 @NamedNativeQuery 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| query | 必需 | 要指定查询，请将 query 设置为 SQL 查询（作为 String）。  有关原生 SQL 查询语言的详细信息，请参阅数据库文档。 |
| hints | 可选 | 默认值：空 QueryHint 数组。  默认情况下，JPA 持续性提供程序假设 SQL 查询应完全按照 query 属性提供的方式执行。  要微调查询的执行，可以选择将 hints 设置为一个 QueryHint 数组（请参阅 [@QueryHint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#QueryHint)）。在执行时，EntityManager 将向基础数据库传递提示。 |
| name | 必需 | 要指定查询名称，请将 name 设置为所需的 String 名称。  这是您在运行时调用查询所使用的名称（请参阅[示例 1-60](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BGBDHEGD)）。 |
| resultClass | 可选 | 默认值：JPA 持续性提供程序假设结果类是关联实体的 Class。  要指定结果类，请将 resultClass 设置为所需的 Class。 |
| resultSetMapping | 可选 | 默认值：JPA 持续性提供程序假设原生 SQL 查询中的 SELECT 语句：返回一个类型的实体；包括与返回的实体的所有字段或属性相对应的所有列；并使用与字段或属性名称（未使用AS 语句）相对应的列名。  要控制 JPA 持续性提供程序如何将 JDBC 结果集映射到实体字段或属性以及标量，请通过将 resultSetMapping 设置为所需的 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping) 的 String 名称来指定结果集映射。 |

[示例 1-59](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BGBBHCBF) 显示了如何使用 @NamedNativeQuery 批注定义一个使用基础数据库的原生 SQL 的查询。[示例 1-60](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BGBDHEGD) 显示了如何使用 EntityManager 获取此查询以及如何通过 Query 方法getResultList 执行该查询。

示例 1-56 使用 @NamedNativeQuery 实现一个 Oracle 层次查询

@Entity

@NamedNativeQuery(

name="findAllEmployees",

query="SELECT \* FROM EMPLOYEE"

)

public class Employee implements Serializable {

...

}

示例 1-57 执行一个命名原生查询

Query queryEmployees = em.createNamedQuery("findAllEmployees");

Collection employees = queryEmployees.getResultList();

**@NamedQueries**

如果需要指定多个 [@NamedQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQuery)，则必须使用一个 @NamedQueries 批注指定所有命名查询。

[表 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHDBB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/NamedQueries.html)。

表 1-27 @NamedQueries 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多属性覆盖，请将 value 设置为 NamedQuery 实例数组（请参阅 [@NamedQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQuery)）。 |

[示例 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBFEFG) 显示了如何使用此批注指定两个命名查询。

示例 1-58 @NamedQueries

@Entity

@NamedQueries({

@NamedQuery(

name="findAllEmployeesByFirstName",

query="SELECT OBJECT(emp) FROM Employee emp WHERE emp.firstName = :firstname"

),

@NamedQuery(

name="findAllEmployeesByLasttName",

query="SELECT OBJECT(emp) FROM Employee emp WHERE emp.lasstName = :lastname"

)

})

public class PartTimeEmployee extends Employee {

...

}

**@NamedQuery**

在使用 JPA 持续性提供程序的应用程序中，可以使用实体管理器动态创建和执行查询，也可以预定义查询并在运行时按名称执行。

使用 @NamedQuery 批注创建与 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity) 或 [@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 关联的预定义查询，这些查询：

* 使用 JPA 查询语言（请参阅 [JSR-000220 Enterprise JavaBeans v3.0](http://jcp.org/aboutJava/communityprocess/pfd/jsr220/index.html) 规范，第 4 章）进行基于任何基础数据库的可移植执行
* 经常被使用
* 比较复杂并且难于创建
* 可以在不同实体之间共享
* 只返回实体（从不返回标量值），并只返回一个类型的实体

如果有多个要定义的 @NamedQuery，则必须使用 [@NamedQueries](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQueries)。

要在已知的基础数据库中预定义原生 SQL 查询，请参阅 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery)。使用原生 SQL 查询，您可以返回实体（包括不同类型的实体）、标量值或同时返回两者。

[表 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCJEHE) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/NamedQuery.html)。

表 1-28 @NamedQuery 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| query | 必需 | 要指定查询，请将 query 设置为 JPA 查询语言（作为 String）。  有关 JPA 查询语言的详细信息，请参阅 [JSR-000220 Enterprise JavaBeans v.3.0](http://jcp.org/aboutJava/communityprocess/pfd/jsr220/index.html) 规范的第 4 章。 |
| hints | 可选 | 默认值：空 QueryHint 数组。  默认情况下，JPA 持续性提供程序假设 SQL 查询应完全按照 query 属性提供的方式执行，而不管基础数据库如何。  如果您知道基础数据库在运行时的状态，则要微调查询的执行，可以选择将 hints 设置为 QueryHint 数组（请参阅 [@QueryHint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#QueryHint)）。在执行时，EntityManager 将向基础数据库传递提示。 |
| name | 必需 | 要指定查询名称，请将 name 设置为查询名称（作为 String）。  这是您在运行时调用查询所使用的名称（请参阅[示例 1-60](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BGBDHEGD)）。 |

[示例 1-59](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BGBBHCBF) 显示了如何使用 @NamedQuery 批注定义一个JPA 查询语言查询，该查询使用名为 firstname 的参数。[示例 1-60](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#BGBDHEGD) 显示了如何使用 EntityManager 获取此查询并使用 Query 方法setParameter 设置 firstname 参数。

示例 1-59 使用 @NamedQuery 实现一个带参数的查询

@Entity

@NamedQuery(

name="findAllEmployeesByFirstName",

query="SELECT OBJECT(emp) FROM Employee emp WHERE emp.firstName = :firstname"

)

public class Employee implements Serializable {

...

}

示例 1-60 执行命名查询

Query queryEmployeesByFirstName = em.createNamedQuery("findAllEmployeesByFirstName");

queryEmployeeByFirstName.setParameter("firstName", "John");

Collection employees = queryEmployessByFirstName.getResultList();

**@OneToMany**

默认情况下，JPA 为具有一对多多重性的多值关联定义一个 OneToMany 映射。

使用 @OneToMany 批注：

* 将获取类型配置为 LAZY
* 由于所使用的 Collection 不是使用一般参数定义的，因此配置关联的目标实体
* 配置必须层叠到关联目标的操作：例如，如果删除了拥有实体，则确保还删除关联的目标
* 配置持续性提供程序对单向一对多关系使用的连接表（请参阅 [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)）的详细信息

[表 1-29](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFABBF) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/OneToMany.html)。

表 1-29 @OneToMany 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| cascade | 可选 | 默认值：CascadeType 的空数组。  默认情况下，JPA 不会将任何持续性操作层叠到关联的目标。  如果希望某些或所有持续性操作层叠到关联的目标，请将 cascade 设置为一个或多个 CascadeType 实例，其中包括：   * ALL - 针对拥有实体执行的任何持续性操作均层叠到关联的目标。 * MERGE - 如果合并了拥有实体，则将 merge 层叠到关联的目标。 * PERSIST - 如果持久保存拥有实体，则将 persist 层叠到关联的目标。 * REFRESH - 如果刷新了拥有实体，则 refresh 为关联的层叠目标。 * REMOVE - 如果删除了拥有实体，则还删除关联的目标。 |
| fetch | 可选 | 默认值：FetchType.EAGER。  默认情况下，JPA 持续性提供程序使用获取类型 EAGER：它要求持续性提供程序运行时必须急性获取数据。  如果这不适合于应用程序或特定的持久字段，请将 fetch 设置为 FetchType.LAZY：它提示持续性提供程序在首次访问数据（如果可以）时应惰性获取数据。 |
| mappedBy | 可选 | 默认值：如果关系是单向的，则该持续性提供程序确定拥有该关系的字段。  如果关系是双向的，则将关联相反（非拥有）方上的 mappedBy 元素设置为拥有此关系的字段或属性的名称（如[示例 1-62](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDECAEH) 所示）。 |
| targetEntity | 可选 | 默认值：使用一般参数定义的 Collection 的参数化类型。  默认情况下，如果使用通过一般参数定义的 Collection，则持续性提供程序从被引用的对象类型推断出关联的目标实体。  如果 Collection 不使用一般参数，则必须指定作为关联目标的实体类：将关联拥有方上的 targetEntity 元素设置为作为关系目标的实体的 Class。 |

[示例 1-61](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBJBEH) 和[示例 1-62](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDECAEH) 显示了如何使用此批注在使用一般参数的 Customer（被拥有方）和 Order（拥有方）之间配置一个一对多映射。

示例 1-61 @OneToMany - 使用一般参数的 Customer 类

@Entity

public class Customer implements Serializable {

...

@OneToMany(cascade=ALL, mappedBy="customer")

public Set<Order> getOrders() {

return orders;

}

...

}

示例 1-62 @ManyToOne - 使用一般参数的 Order 类

@Entity

public class Customer implements Serializable {

...

@ManyToOne

@JoinColumn(name="CUST\_ID", nullable=false)

public Customer getCustomer() {

return customer;

}

...

}

**@OneToOne**

默认情况下，JPA 为指向另一个具有一对一多重性的实体的单值关联定义一个 OneToOne 映射，并从被引用的对象类型推断出关联的目标实体。

使用 @OneToOne 批注：

* 将获取类型配置为 LAZY
* 如果空值不适合于应用程序，则将映射配置为禁止空值（针对非基元类型）
* 配置关联的目标实体（如果无法从被引用的对象类型推断出它）
* 配置必须层叠到关联目标的操作：例如，如果删除了拥有实体，则确保还删除关联的目标

[表 1-30](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHCJHG) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/OneToOne.html)。

表 1-30 @OneToOne 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| cascade | 可选 | 默认值：空 CascadeType 数组。  默认情况下，JPA 不会将任何持续性操作层叠到关联的目标。  如果希望某些或所有持续性操作层叠到关联的目标，请将 cascade 设置为一个或多个 CascadeType 实例，其中包括：   * ALL - 针对拥有实体执行的任何持续性操作均层叠到关联的目标。 * MERGE - 如果合并了拥有实体，则将 merge 层叠到关联的目标。 * PERSIST - 如果持久保存拥有实体，则将 persist 层叠到关联的目标。 * REFRESH - 如果刷新了拥有实体，则 refresh 为关联的层叠目标。 * REMOVE - 如果删除了拥有实体，则还删除关联的目标。 |
| fetch | 可选 | 默认值：FetchType.EAGER。  默认情况下，JPA 持续性提供程序使用获取类型 EAGER：它要求持续性提供程序运行时必须急性获取数据。  如果这不适合于应用程序或特定的持久字段，请将 fetch 设置为 FetchType.LAZY：它提示持续性提供程序在首次访问数据（如果可以）时应惰性获取数据。 |
| mappedBy | 可选 | 默认值：JPA 持续性提供程序从被引用的对象类型推断出关联的目标实体  如果持续性提供程序无法推断关联的目标实体，则将关联的相反（非拥有）方上的 mappedBy 元素设置为拥有此关系的字段或属性的 String 名称（如[示例 1-64](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHJBA)）所示。 |
| optional | 可选 | 默认值：true。  默认情况下，JPA 持续性提供程序假设所有（非基元）字段和属性的值可以为空。  如果这并不适合于您的应用程序，请将 optional 设置为 false。 |
| targetEntity | 可选 | 默认值：JPA 持续性提供程序从被引用的对象类型推断出关联的目标实体  如果持续性提供程序无法推断出目标实体的类型，则将关联的拥有方上的 targetEntity 元素设置为作为关系目标的实体的 Class。 |

[示例 1-63](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBCBGI) 和[示例 1-64](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHJBA) 显示了如何使用此批注在 Customer（拥有方）和 CustomerRecord（被拥有方）之间配置一个一对一映射。

示例 1-63 @OneToOne - Customer 类

@Entity

public class Customer implements Serializable {

...

@OneToOne(optional=false)

@JoinColumn(name="CUSTREC\_ID", unique=true, nullable=false, updatable=false)

public CustomerRecord getCustomerRecord() {

return customerRecord;

}

...

}

示例 1-64 @OneToOne - CustomerRecord 类

@Entity

public class CustomerRecord implements Serializable {

...

@OneToOne(optional=false, mappedBy="customerRecord")

public Customer getCustomer() {

return customer;

}

...

}

**@OrderBy**

默认情况下，JPA 持续性提供程序按关联实体的主键以升序顺序检索 Collection 关联的成员。

将 @OrderBy 批注与 [@OneToMany](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToMany) 和 [@ManyToMany](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToMany) 一起使用以便：

* 指定一个或多个作为排序依据的其他字段或属性
* 为每个这样的字段或属性名指定不同的排序（升序或降序）

[表 1-31](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGJDIB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/OrderBy.html)。

表 1-31 @OrderBy 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 可选 | 默认值：JPA 持续性提供程序按关联实体的主键以升序顺序检索 Collection 关联的成员。  如果要按某些其他字段或属性排序并指定了不同的排序，则将 value 设置为以下元素的逗号分隔列表："property-or-field-name ASC|DESC”（请参阅[示例 1-65](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDHGAG)）。 |

[示例 1-65](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDHGAG) 显示了如何使用 @OrderBy 批注指定 Project 方法 getEmployees 应按 Employee 字段 lastname 以升序顺序并按 Employee 字段 seniority 以降序顺序返回 Employee 的List。[示例 1-66](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEFIIA) 显示了默认情况下，Employee 方法 getProjects 按 Employee 主键 empId 以升序顺序返回 List。

示例 1-65 Project 实体

@Entity public class Project {

...

@ManyToMany

@OrderBy("lastname ASC", "seniority DESC")

public List<Employee> getEmployees() {

...

};

...

}

示例 1-66 Employee 实体

@Entity public class Employee {

@Id

private int empId;

...

private String lastname;

...

private int seniority;

...

@ManyToMany(mappedBy="employees")

// By default, returns a List in ascending order by empId

public List<Project> getProjects() {

...

};

...

}

**@PersistenceContext**

在使用 JPA 持续性提供程序的应用程序中，可以使用实体管理器执行所有持续性操作（创建、读取、更新和删除）。Java EE 应用程序使用相关性注入或在 JNDI 名称空间中直接查找实体管理器获取实体管理器。

使用 @PersistenceContext 批注获取实体管理器：

* 使用相关性注入
* 使用 JNDI 查找按名称进行
* 与特定的持续性单元关联（另请参阅 [@PersistenceUnit](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnit)）
* 具有扩展的持续性上下文
* 使用特定的持续性属性进行了自定义（请参阅 [@PersistenceProperty](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceProperty)）

如果有多个要指定的 @PersistenceContext，则必须使用 [@PersistenceContexts](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContexts)。

[表 1-32](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIHEGH) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PersistenceContext.html)。

表 1-32 @PersistenceContext 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 可选 | 默认值：JPA 持续性提供程序检索默认实体管理器。  如果要注入或查找特定实体管理器，请将 name 设置为要使用的实体管理器的 String 名称。  对于相关性注入，不需要 name。  对于 JNDI 查找，必须将 name 设置为要在环境引用上下文中访问实体管理器所使用的名称。 |
| properties | 可选 | 默认值：JPA 持续性提供程序假设实体管理器将使用默认属性。  如果要配置包含供应商特定属性的 JPA 持续性提供程序属性（例如，请参阅[“TopLink JPA Persistence.xml 文件扩展”](http://www.oracle.com/technology/products/ias/toplink/jpa/resources/toplink-jpa-extensions.html#persistence-xml)），请将 properties 设置为 [@PersistenceProperty](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceProperty) 实例数组。 |
| type | 可选 | 默认值：PersistenceContextType.TRANSACTION。  默认情况下，JPA 持续性提供程序假设实体管理器是容器管理的，并且它们的持续性上下文的生命周期伸缩到一个事务：即，持续性上下文在事务启动时开始存在，并在事务提交时停止存在。  在以下条件下，将 type 设置为 PersistenceContextType.EXTENDED：   * 您的持续性上下文是应用程序管理的 * 您希望扩展的持续性上下文在 EntityManager 实例从创建一直到关闭期间存在 * 您希望实体管理器在事务提交后维护对实体对象的引用 * 您希望调用 EntityManager 方法 persist、remove、merge 和 refresh，而不论事务是否处于活动状态 |
| unitName | 可选 | 默认值：JPA 持续性提供程序检索默认持续性单元的默认实体管理器。  如果要注入或查找与特定持续性单元关联的实体管理器，则将 unitName 设置为所需的 String 持续性单元名称。或者，如果要指定 EntityManagerFactory 和持续性单元，则可以使用[@PersistenceUnit](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnit)。  对于相关性注入，不需要 unitName。  对于 JNDI 查找，如果指定 unitName，则由 name 访问的实体管理器必须与此持续性单元关联。 |

[示例 1-67](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBFCBC) 显示了如何使用此批注在无状态会话中注入实体管理器，[示例 1-68](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGHFCD) 显示了如何使用此批注在 JNDI 中查找实体管理器。

示例 1-67 使用 @PersistenceContext 和相关性注入

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContext

EntityManager em;

public void enterOrder(int custID, Order newOrder) {

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

}

示例 1-68 使用 @PersistenceContext 和 JNDI 查找

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContext(name="OrderEM")

EntityManager em;

public void enterOrder(int custID, Order newOrder) {

em = (EntityManager)ctx.lookup("OrderEM");

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

}

**@PersistenceContexts**

如果要指定多个 [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext)，则必须使用一个 @PersistenceContexts 批注指定所有持续性上下文。

[表 1-33](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIFJIC) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PersistenceContexts.html)。

表 1-33 @PersistenceContexts 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多持续性上下文，请将 value 设置为 PersistenceContext 实例数组（请参阅 [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext)）。 |

[示例 1-69](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGEHJF) 显示了如何使用此批注指定两个持续性上下文。

示例 1-69 @PersistenceContexts

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContexts({

@PersistenceContext(name="OrderEM")

@PersistenceContext(name="ItemEM"),

})

public void enterOrder(int custID, Order newOrder) {

EntityManager em = (EntityManager)ctx.lookup("OrderEM");

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

public void enterItem(int orderID, Item newItem) {

EntityManager em = (EntityManager)ctx.lookup("ItemEM");

...

}

}

**@PersistenceProperty**

默认情况下，JPA 持续性提供程序假设您使用 [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext) 获取的实体管理器将使用默认属性。

使用 @PersistenceProperty 批注指定属性（包括供应商特定的属性），以便容器或持续性提供程序：

* 自定义实体管理器行为
* 利用供应商的 JPA 持续性提供程序实现中的特定特性

创建实体管理器时将属性传递给持续性提供程序。无法识别的属性被简单地忽略。

[表 1-34](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEDFAA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PersistenceProperty.html)。

表 1-34 @PersistenceProperty 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 必需 | 要指定持续性属性的名称，请将 name 设置为 String 属性名。  有关持续性属性的详细信息，请参阅 JPA 持续性提供程序文档。 |
| value | 必需 | 要指定持续性属性的值，请将 value 设置为所需的 String 属性值。  有关持续性属性值的详细信息，请参阅 JPA 持续性提供程序文档。 |

[示例 1-70](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCBGJA) 显示了如何使用 @PersistenceProperty 批注自定义查询以利用由 TopLink Essentials 提供的供应商 JPA 扩展：在该示例中，该属性确保在此持续性上下文中使用一个完整的 TopLink 缓存。有关详细信息，请参阅[“TopLink JPA Persistence.xml 文件扩展”](http://www.oracle.com/technology/products/ias/toplink/jpa/resources/toplink-jpa-extensions.html#persistence-xml)。

示例 1-70 @PersistenceProperty

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContext(

properties={

@PersistenceProperty={name="toplink.cache.type.default", value="CacheType.Full"}

}

)

EntityManager em;

public void enterOrder(int custID, Order newOrder) {

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

}

**@PersistenceUnit**

默认情况下，JPA 持续性提供程序使用与默认持续性单元或您使用 [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext) 属性 unitName 指定的持续性单元关联的默认 EntityManagerFactory。

使用 @PersistenceUnit 批注指定EntityManagerFactory，您希望 JPA 持续性提供程序使用它来：

* 获取指定的实体管理器
* 指定 EntityManagerFactory 和持续性单元

如果有多个要指定的 @PersistenceUnit，则必须使用 [@PersistenceUnits](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnits)。

[表 1-34](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDEDFAA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PersistenceUnit.html)。

表 1-35 @PersistenceUnit 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 可选 | 默认值：JPA 持续性提供程序从默认 EntityManagerFactory 中获取它的 EntityManager 实例。  如果希望 JPA 持续性提供程序在注入或查找实体管理器时使用特定的 EntityManagerFactory，请将 name 设置为所需的实体管理器工厂的 String 名称。  对于相关性注入，不需要 name。  对于 JNDI 查找，必须将 name 设置为要在环境引用上下文中访问实体管理器所使用的名称。 |
| unitName | 可选 | 默认值：JPA 持续性提供程序检索默认持续性单元的默认实体管理器。  如果要注入或查找与特定持续性单元关联的实体管理器，则将 unitName 设置为所需的 String 持续性单元名称。另请参阅 [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext)。  对于相关性注入，不需要 unitName。  对于 JNDI 查找，如果指定 unitName，则由 name 访问的 EntityManagerFactory 必须与此持续性单元关联。 |

[示例 1-71](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHBIHH) 显示了如何使用 @PersistenceUnit 批注指定要使用的 EntityManagerFactory 的 JNDI 名称以及与该工厂关联的持续性单元名称。当 JPA 持续性提供程序使用 JNDI 获取一个使用持续性上下文 OrderEM 的实体管理器时，它将使用 JNDI 名称 OrderEMFactory 与持续性单元 OrderEMUnit 关联的 EntityManagerFactory。

示例 1-71 使用 @PersistenceUnit 指定工厂和单元

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContext(name="OrderEM")

@PersistenceUnit(name="OrderEMFactory", unitName="OrderEMUnit")

EntityManager em;

public void enterOrder(int custID, Order newOrder) {

em = (EntityManager)ctx.lookup("OrderEM");

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

}

[示例 1-72](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDHGFB) 显示了一个使用 [@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext) 属性 unitName 仅指定持续性单元的其他方法。在该示例中，当 JPA 持续性提供程序使用 JNDI 获取一个使用持续性上下文 OrderEM 的实体管理器时，它将使用与持续性单元 OrderEMUnit 关联的默认 EntityManagerFactory。

示例 1-72 使用 @PersistenceContext 属性 unitName

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContext(name="OrderEM", unitName="OrderEMUnit")

EntityManager em;

public void enterOrder(int custID, Order newOrder) {

em = (EntityManager)ctx.lookup("OrderEM");

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

}

**@PersistenceUnits**

如果要指定多个 [@PersistenceUnit](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnit)，则必须使用一个 @PersistenceUnits 批注指定所有持续性上下文。

[表 1-36](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDGCDA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PersistenceUnits.html)。

表 1-36 @PersistenceUnits 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多持续性单元，请将 value 设置为 PersistenceUnit 实例数组（请参阅 [@PersistenceUnit](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceUnit)）。 |

[示例 1-73](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJHAHA) 显示了如何使用此批注指定两个持续性单元。在该示例中，[@PersistenceContext](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PersistenceContext) 属性 unitName 和 @PersistenceUnit 属性 unitName 必须对应以便关联持续性上下文和持续性单元。

示例 1-73 @PersistenceUnits

@Stateless

public class OrderEntryBean implements OrderEntry {

@PersistenceContexts({

@PersistenceContext(name="OrderEM", unitName="OrderEMUnit")

@PersistenceContext(name="ItemEM", unitName="ItemEMUnit"),

})

@PersistenceUnits({

@PersistenceUnit(name="OrderEMFactory", unitName="OrderEMUnit"),

@PersistenceUnit(name="ItemEMFactory", unitName="ItemEMUnit")

})

public void enterOrder(int custID, Order newOrder) {

EntityManager em = (EntityManager)ctx.lookup("OrderEM");

Customer cust = em.find(Customer.class, custID);

cust.getOrders().add(newOrder);

newOrder.setCustomer(cust);

}

public void enterItem(int orderID, Item newItem) {

EntityManager em = (EntityManager)ctx.lookup("ItemEM");

...

}

}

**@PrimaryKeyJoinColumn**

默认情况下，当一个实体使用 InheritanceType.JOINED（请参阅 [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance)）扩展另一个实体时，JPA 持续性提供程序假设子类的外键列与超类主表的主键列同名。

使用 @PrimaryKeyJoinColumn 批注：

* 如果子类的外键列与该情形中超类的主表的主键列不同名
* 使用 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable) 批注将辅助表连接到主表
* 在 [@OneToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToOne) 映射中，引用实体的主键用作被引用实体的外键。
* 使用复合外键（请参阅 [@PrimaryKeyJoinColumns](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrimaryKeyJoinColumns)）

[表 1-37](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIJEGA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PrimaryKeyJoinColumn.html)。

表 1-37 @PrimaryKeyJoinColumn 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| columnDefinition | 可选 | 默认值：空 String。  默认情况下，JPA 使用最少量 SQL 创建一个数据库表列。  如果需要使用更多指定选项创建的列，请将 columnDefinition 设置为在生成列的 DDL 时希望 JPA 使用的 String SQL 片断。  不要将此属性与 [@OneToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToOne) 映射一起使用。 |
| name | 可选 | 默认值：JPA 持续性提供程序对当前表的主键列采用以下名称之一（取决于您使用该批注的方式）：   * InheritanceType.JOINED（请参阅 [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance)）：与超类的主键列同名。 * [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable) 映射：与主表的主键列同名。 * [@OneToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToOne) 映射：与引用实体的表的主键列同名。   如果该名称难于处理、是一个保留字、与事先存在的数据模型不兼容或作为数据库中的列名无效，则将 name 设置为所需的 String 列名。 |
| referencedColumnName | 可选 | 默认值：JPA 持续性提供程序对连接到的表的主键列采用以下名称之一（取决于您使用该批注的方式）：   * InheritanceType.JOINED（请参阅 [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance)）：与超类的主表的主键列同名。 * [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable) 映射：与主表的主键列同名。 * [@OneToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#OneToOne) 映射：与被引用实体的表的主键列同名。   如果该名称难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的列名无效，请将 referencedColumnName 设置为所需的 String 列名。 |

[示例 1-74](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIADHH) 显示了一个实体基类 Customer，[示例 1-75](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJCBDC) 显示了如何使用 @PrimaryKeyJoinColumn 在 ValuedCustomer（Customer 的一个子类）的主表中指定主键连接列 CUST\_ID。

示例 1-74 @PrimaryKeyJoinColumn - InheritanceType.JOINED 超类

@Entity

@Table(name="CUST")

@Inheritance(strategy=JOINED)

@DiscriminatorValue("CUST")

public class Customer {

...

}

示例 1-75 @PrimaryKeyJoinColumn - InheritanceType.JOINED 子类

@Entity

@Table(name="VCUST")

@DiscriminatorValue("VCUST")

@PrimaryKeyJoinColumn(name="CUST\_ID")

public class ValuedCustomer extends Customer {

...

}

**@PrimaryKeyJoinColumns**

默认情况下，JPA 持续性提供程序假设每个实体有一个单列主键。

如果要指定一个由两个或更多列组成的主键，请使用 @PrimaryKeyJoinColumns 批注。

[表 1-38](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJFFEG) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PrimaryKeyJoinColumns.html)。

表 1-38 @PrimaryKeyJoinColumns 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定一个复合（多列）主键，请将 value 设置为 PrimaryKeyJoinColumn 实例的数组（请参阅 [@PrimaryKeyJoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrimaryKeyJoinColumn)）。 |

[示例 1-76](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJGBEJ) 显示了如何使用此批注指定一个由列 CUST\_ID 和 CUST\_TYPE 组成的复合主键。

示例 1-76 @PrimaryKeyJoinColumns

@Entity

@Table(name="VCUST")

@DiscriminatorValue("VCUST")

@PrimaryKeyJoinColumns({

@PrimaryKeyJoinColumn(name="CUST\_ID",referencedColumnName="ID"),

@PrimaryKeyJoinColumn(name="CUST\_TYPE",referencedColumnName="TYPE")

})

public class ValuedCustomer extends Customer {

...

}

**@QueryHint**

默认情况下，JPA 持续性提供程序假设 [@NamedQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedQuery) 或 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery) 应完全按照查询 String 指定的方式执行。

使用 @QueryHint 批注指定供应商特定的 JPA 查询扩展，以：

* 提高查询性能
* 利用供应商的 JPA 持续性提供程序实现中的特定特性

[表 1-6](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCJEHE) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/QueryHint.html)。

表 1-39 @QueryHint 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 必需 | 要指定提示名称，请将 name 设置为 String 提示名称。  有关提示的详细信息，请参阅 JPA 持续性提供程序文档。 |
| value | 必需 | 要指定提示的值，请将 value 设置为所需的 String 提示值。  有关提示值的详细信息，请参阅 JPA 持续性提供程序文档。 |

[示例 1-77](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGEIHE) 显示了如何使用 @QueryHint 批注自定义查询以利用由 TopLink Essentials 提供的供应商 JPA 扩展：在该示例中，提示确保在执行查询时始终刷新 TopLink 缓存。有关详细信息，请参阅[“TopLink JPA 查询提示扩展”](http://www.oracle.com/technology/products/ias/toplink/jpa/resources/toplink-jpa-extensions.html#QueryHints)。

示例 1-77 @QueryHint

@Entity

@NamedQuery(

name="findAllEmployees",

query="SELECT \* FROM EMPLOYEE WHERE MGR=1"

hints={@QueryHint={name="toplink.refresh", value="true"}}

)

public class Employee implements Serializable {

...

}

**@SecondaryTable**

默认情况下，JPA 持续性提供程序假设实体的所有持久字段均存储到一个名称为实体名称的数据库表中：该表称作主表（请参阅 [@Table](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Table)）。

如果希望 JPA 分别将实体的某些持久字段持久保存到主表和其他数据库表，请使用 @SecondaryTable 批注将实体与其他数据库表关联。在该示例中，您使用 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column) 批注将实体的持久字段与表关联。

如果要将两个或更多辅助表与实体关联，则可以使用 [@SecondaryTables](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTables)。

[表 1-40](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGJJJA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/SecondaryTable.html)。

表 1-40 @SecondaryTable 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| 姓名 | 必需 | 如果实体使用辅助表，请将 name 设置为 String 表名。 |
| catalog | 可选 | 默认值：JPA 持续性提供程序使用任何适用于数据库的默认目录。  如果默认目录不适合于应用程序，请将 catalog 设置为要使用的 String 目录名。 |
| pkJoinColumns | 可选 | 默认值：JPA 持续性提供程序假设实体的数据库表中的任何列均不用于主键连接。  如果对该表中的主键连接使用一个或多个列，请将 pkJoinColumns 设置为一个或多个 @PrimaryKeyJoinColumn 实例的数组。有关详细信息，请参阅 [@PrimaryKeyJoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrimaryKeyJoinColumn)。 |
| schema | 可选 | 默认值：JPA 持续性提供程序使用任何适用于数据库的默认模式。  如果默认模式不适合于应用程序，请将 schema 设置为要使用的 String 模式名。 |
| uniqueConstraints | 可选 | 默认值：JPA 持续性提供程序假设实体的数据库表中的任何列均没有唯一约束。  如果唯一约束应用于该表中的一列或多列，请将 uniqueContraints 设置为一个或多个 UniqueConstraint 实例的数组。有关详细信息，请参阅 [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint)。 |

[示例 1-78](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBCEGC) 显示了如何使用此批注指定一个名为 EMP\_HR 的辅助表。在该示例中，默认情况下，JPA 将实体持久字段 empId 持久保存到名为 Employee 的主表中的列 empId，并将 empSalary持久保存到辅助表 EMP\_HR 中的列 empSalary。有关详细信息，请参阅 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)。

示例 1-78 @SecondaryTable

@Entity

@SecondaryTable(name="EMP\_HR")

public class Employee implements Serializable {

...

private Long empId;

@Column(table="EMP\_HR", name="EMP\_SALARY"))

private Float empSalary;

...

}

**@SecondaryTables**

如果需要指定多个 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)，可以使用一个 @SecondaryTables 批注指定所有辅助表。

[表 1-41](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDHBEIA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/SecondaryTables.html)。

表 1-41 @SecondaryTables 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多辅助表，请将 value 设置为 SecondaryTable 实例的数组（请参阅 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)）。 |

[示例 1-79](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDHBGB) 显示了如何使用此批注指定两个名为 EMP\_HR 和 EMP\_TR 的辅助表。在该示例中，默认情况下，JPA 将实体持久字段 empId 持久保存到名为 Employee 的主表中的列 empId。JPA 将 empSalary 持久保存到辅助表 EMP\_HR 中的列 empSalary，并将 empClass 持久保存到辅助表 EMP\_TR 中的列 EMP\_HR。有关详细信息，请参阅 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)。

示例 1-79 @SecondaryTables

@Entity

@SecondaryTables({

@SecondaryTable(name="EMP\_HR"),

@SecondaryTable(name="EMP\_TR")

})

public class Employee implements Serializable {

...

private Long empId;

@Column(table="EMP\_HR", name="EMP\_SALARY"))

private Float empSalary;

@Column(table="EMP\_TR", name="EMP\_CLASS"))

private Float empClass;

...

}

**@SequenceGenerator**

如果使用 [@GeneratedValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#GeneratedValue) 批注指定一个 SEQUENCE 类型的主键生成器，则可以使用 @SequenceGenerator 批注微调该主键生成器以：

* 更改分配大小以匹配应用程序要求或数据库性能参数
* 更改初始值以匹配现有的数据模型（例如，如果基于已经为其分配或保留了一组主键值的现有数据集构建）
* 使用现有数据模型中预定义的序列

[表 1-42](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBBBBA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/SequenceGenerator.html)。

表 1-42 @SequenceGenerator 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 必需 | SequenceGenerator 的名称必须匹配其 startegy 设置为 SEQUENCE 的 GeneratedValue 的名称。 |
| allocationSize | 可选 | 默认值： 50.  默认情况下，JPA 持续性提供程序使用的分配大小为 50。  如果此分配大小与应用程序要求或数据库性能参数不匹配，请将 allocationSize 设置为所需的 int 值。 |
| initialValue | 可选 | 默认值： 0.  默认情况下，JPA 持续性提供程序假设持续性提供程序将所有主键值的起始值设置为 0。  如果这与现有数据模型不匹配，请将 initialValue 设置为所需的 int 值。 |
| sequenceName | 可选 | 默认值：JPA 持续性提供程序分配它自己创建的序列名。  如果要使用事先存在或预定义的序列，请将 sequenceName 设置为所需的 String 名称。 |

[示例 1-80](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBFFAH) 显示了如何使用此批注为名为 CUST\_SEQ 的 SEQUENCE 主键生成器指定分配大小。

示例 1-80 @SequenceGenerator

@Entity

public class Employee implements Serializable {

...

@Id

@SequenceGenerator(name="CUST\_SEQ", allocationSize=25)

@GeneratedValue(strategy=SEQUENCE, generator="CUST\_SEQ")

@Column(name="CUST\_ID")

public Long getId() {

return id;

}

...

**@SqlResultSetMapping**

执行 [@NamedNativeQuery](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#NamedNativeQuery) 时，它可以返回实体（包括不同类型的实体）、标量值或实体和标量值的组合。

默认情况下（如[示例 1-81](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJJDFF) 所示），JPA 持续性提供程序假设原生 SQL 查询中的 SELECT 语句：

* 返回一个实体类型
* 包含与返回的实体的所有字段或属性相对应的所有列
* 使用与字段或属性名（未使用 AS 语句）相对应的列名

示例 1-81 简单的原生 SQL 查询

Query q = entityManager.createNativeQuery(

"SELECT o.id, o.quantity, o.item " +

"FROM Order o, Item i " +

"WHERE (o.item = i.id) AND (i.name = "widget")",

Order.class

);

List resultList = q.getResultList();

// List of Order entity objects:{Order, Order, ...}

如果原生 SQL 查询满足以下条件，请使用 @SqlResultSetMapping 批注控制 JPA 持续性提供程序如何将 JDBC 结果集映射到实体字段或属性以及标量：

* 返回多个类型的实体
* 只返回标量值或实体和标量值的组合
* 使用列别名（AS 语句）

如果有多个 @SqlResultSetMapping，则必须使用 [@SqlResultSetMappings](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMappings)。

[表 1-8](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGAGFI) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/SqlResultSetMapping.html)。

表 1-43 @SqlResultSetMapping 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 必需 | 将 name 设置为此 @SqlResultSetMapping 的 String 名称。  这是用于将 @SqlResultSetMapping 与原生 SQL 查询关联的名称（请参阅[示例 1-84](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGIJGJ)）。 |
| columns | 可选 | 默认值：空 ColumnResult 数组。  默认情况下，JPA 持续性提供程序假设 SELECT 语句只返回实体。  如果 SELECT 语句返回标量值，则将 columns 设置为 ColumnResult 实例的数组，每个标量结果一个 [@ColumnResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ColumnResult)。 |
| entities | 可选 | 默认值：空 EntityResult 数组。  默认情况下，JPA 持续性提供程序假设 SELECT 语句返回一个类型的实体。  如果 SELECT 语句返回多个类型的实体，请将实体设置为 EntityResult 实例的数组，每个返回的实体类型一个 [@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult)。 |

[示例 1-82](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGCJHD) 显示了如何使用此批注将 Order 和 Item（请参阅[示例 1-83](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCBAEJ)）实体和标量 name 包含在结果列表（请参阅[示例 1-84](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGIJGJ)）中。在该示例中，结果列表将为 Object 数组的 List，如：{[Order, Item, "Shoes"], [Order, Item, "Socks"], ...}。

示例 1-82 使用 @SqlResultSetMapping 的 Order 实体

@SqlResultSetMapping(

name="OrderResults",

entities={

@EntityResult(

entityClass=Order.class,

fields={

@FieldResult(name="id", column="order\_id"),

@FieldResult(name="quantity", column="order\_quantity"),

@FieldResult(name="item", column="order\_item")

}

),

@EntityResult(

entityClass=Item.class,

fields={

@FieldResult(name="id", column="item\_id"),

@FieldResult(name="name", column="item\_name"),

}

)

}

columns={

@ColumnResult(

name="item\_name"

)

}

)

@Entity

public class Order {

@Id

protected int id;

protected long quantity;

protected Item item;

...

}

示例 1-83 Item 实体

@Entity

public class Item {

@Id

protected int id;

protected String name;

...

}

示例 1-84 将 @SqlResultSetMapping 与 @EntityResult 一起使用的原生查询

Query q = entityManager.createNativeQuery(

"SELECT o.id AS order\_id, " +

"o.quantity AS order\_quantity, " +

"o.item AS order\_item, " +

"i.id AS item\_id, " +

"i.name AS item\_name, " +

"FROM Order o, Item i " +

"WHERE (order\_quantity > 25) AND (order\_item = i.id)",

"OrderResults"

);

List resultList = q.getResultList();

// List of Object arrays:{[Order, Item, "Shoes"], [Order, Item, "Socks"], ...}

**@SqlResultSetMappings**

如果需要指定多个 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping)，则必须使用一个 @SqlResultSetMappings 批注指定所有 SQL 结果集映射。

[表 1-5](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFHDBB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/SqlResultSetMappings.html)。

表 1-44 @SqlResultSetMappings 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 要指定两个或更多 SQL 结果集映射，请将 value 设置为 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping) 实例的数组。 |

[示例 1-85](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCFDJJ) 显示了如何使用此批注指定两个 [@SqlResultSetMapping](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SqlResultSetMapping) 实例。

示例 1-85 @SqlResultSetMappings

SqlResultSetMappings({

@SqlResultSetMapping(

name="OrderItemItemNameResults",

entities={

@EntityResult(entityClass=Order.class),

@EntityResult(entityClass=Item.class)

}

columns={

@ColumnResult(name="item\_name")

}

),

@SqlResultSetMapping(

name="OrderItemResults",

entities={

@EntityResult(entityClass=Order.class),

@EntityResult(entityClass=Item.class)

}

)

})

@Entity

public class Order {

@Id

protected int id;

protected long quantity;

protected Item item;

...

}

**@Table**

默认情况下，JPA 持续性提供程序假设实体的所有持久字段均存储到一个名称为实体名称的数据库表中（请参阅 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity)）。

在以下条件下，使用 @Table 批注指定与实体关联的主表：

* 实体名称难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的表名无效
* 需要控制表所属的目录或模式

如果希望 JPA 将某些字段持久保存到主表，而将其他字段持久保存到一个或多个辅助表，请参阅 [@SecondaryTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#SecondaryTable)。

[表 1-45](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDGEAJB) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Table.html)。

表 1-45 @Table 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| catalog | 可选 | 默认值：JPA 持续性提供程序使用任何适用于数据库的默认目录。  如果默认目录不适合于应用程序，请将 catalog 设置为要使用的 String 目录名。 |
| name | 可选 | 默认值：JPA 持续性提供程序假设实体的数据库表与实体类同名。在[示例 1-86](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCGHGA) 中，默认 name 为 Employee。  如果实体类名难以处理、是一个保留字或与预先存在的数据模型不兼容，请将 name 设置为相应的数据表名称。在[示例 1-86](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCGHGA) 中，JPA 将实体类 Employee 持久保存到名为 EMP 的数据库表中。 |
| schema | 可选 | 默认值：JPA 持续性提供程序使用任何适用于数据库的默认模式。  如果默认模式不适合于应用程序，请将 schema 设置为要使用的 String 模式名。 |
| uniqueConstraints | 可选 | 默认值：JPA 持续性提供程序假设实体的数据库表中的任何列均没有唯一约束。  如果唯一约束应用于该表中的一列或多列，请将 uniqueContraints 设置为一个或多个 UniqueConstraint 实例的数组。有关详细信息，请参阅 [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint)。 |

[示例 1-86](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCGHGA) 显示了如何使用此批注指定主表名。

示例 1-86 @Table

@Entity

@Table(name="EMP")

public class Employee implements Serializable {

...

}

**@TableGenerator**

如果使用 [@GeneratedValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#GeneratedValue) 批注指定一个 TABLE 类型的主键生成器，可以使用 @TableGenerator 批注微调该主键生成器以：

* 由于名称难于处理、是一个保留字、与预先存在的数据模型不兼容或作为数据库中的表名无效而更改主键生成器的表名称
* 更改分配大小以匹配应用程序要求或数据库性能参数
* 更改初始值以匹配现有的数据模型（例如，如果基于已经为其分配或保留了一组主键值的现有数据集构建）
* 使用特定目录或模式配置主键生成器的表
* 在主键生成器表的一列或多列商配置一个唯一的约束

[表 1-46](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDJDBGJ) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/TableGenerator.html)。

表 1-46 @TableGenerator 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| name | 必需 | SequenceGenerator 的名称必须匹配其 startegy 设置为 startegy 的 GeneratedValue 的名称。生成器名称的作用域对持续性单元是全局的（跨所有生成器类型）。 |
| allocationSize | 可选 | 默认值： 50.  默认情况下，JPA 持续性提供程序使用的分配大小为 50。  如果此分配大小与应用程序要求或数据库性能参数不匹配，请将 allocationSize 设置为所需的 int 值。 |
| catalog | 可选 | 默认值：JPA 持续性提供程序使用任何适用于数据库的默认目录。  如果默认目录不适合于应用程序，请将 catalog 设置为要使用的 String 目录名。 |
| initialValue | 可选 | 默认值： 0.  默认情况下，JPA 持续性提供程序将所有主键值的起始值设置为 0。  如果这与现有数据模型不匹配，请将 initialValue 设置为所需的 int 值。 |
| pkColumnName | 可选 | 默认值：JPA 持续性提供程序为生成器表中的主键列提供名称。  如果该名称不适合于应用程序，请将 pkColumnName 设置为所需的 String 名称。 |
| pkColumnValue | 可选 | 默认值：JPA 持续性提供程序为生成器表中的主键列提供一个合适的主键值。  如果该值不适合于应用程序，请将 pkColumnValue 设置为所需的 String 值。 |
| schema | 可选 | 默认值：JPA 持续性提供程序使用任何适用于数据库的默认模式。  如果默认模式不适合于应用程序，请将 schema 设置为要使用的 String 模式名。 |
| table | 可选 | 默认值：JPA 持续性提供程序为存储生成的 ID 值的表提供了一个合适的名称。  如果默认表名不适合于应用程序，请将 table 设置为所需的 String 表名。 |
| uniqueConstraints | 可选 | 默认值：JPA 持续性提供程序假设主键生成器表中的任何列均没有唯一约束。  如果唯一约束应用于该表中的一列或多列，则将 uniqueContraints 设置为一个或多个 UniqueConstraint 实例的数组。有关详细信息，请参阅 [@UniqueConstraint](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#UniqueConstraint)。 |
| valueColumnName | 可选 | 默认值：JPA 持续性提供程序为存储生成的 ID 值的列提供了一个合适的名称。  如果默认列名不适合于应用程序，请将 valueColumnName 设置为所需的 String 列名。 |

[示例 1-87](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCIBFC) 显示了如何使用此批注为名为 empGen 的 TABLE 主键生成器指定分配大小。

示例 1-87 @TableGenerator

@Entity

public class Employee implements Serializable {

...

@Id

@TableGenerator(

name="empGen",

allocationSize=1

)

@GeneratedValue(strategy=TABLE, generator="empGen")

@Column(name="CUST\_ID")

public Long getId() {

return id;

}

...

**@Temporal**

使用 @Temporal 批注指定 JPA 持续性提供程序应只为 java.util.Date 和 java.util.Calendar 类型的字段或属性持久保存的数据库类型。

该批注可以与 [@Basic](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Basic) 一起使用。

[表 1-14](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFIAEE) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Temporal.html)。

表 1-47 @Temporal 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| value | 必需 | 将 value 设置为与希望 JPA 持续性提供程序使用的数据库类型相对应的 TemporalType：   * DATE - 等于 java.sql.Date * TIME - 等于 java.sql.Time * TIMESTAMP - 等于 java.sql.Timestamp |

[示例 1-88](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDBJJCD) 显示了如何使用此批注指定 JPA 持续性提供程序应将 java.util.Date 字段 startDate 持久保存为 DATE (java.sql.Date) 数据库类型。

示例 1-88 @Temporal

@Entity

public class Employee {

...

@Temporal(DATE) protected java.util.Date startDate;

...

}

**@Transient**

默认情况下，JPA 持续性提供程序假设实体的所有字段均为持久字段。

使用 @Transient 批注指定实体的非持久字段或属性，例如，一个在运行时使用但并非实体状态一部分的字段或属性。

JPA 持续性提供程序不会对批注为 @Transient 的属性或字段持久保存（或创建数据库模式）。

该批注可以与 [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity)、[@MappedSuperclass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#MappedSuperclass) 和 [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable) 一起使用。

该批注没有属性。有关更多详细信息，请参阅 该批注没有属性。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Transient.html)。

[示例 1-89](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDIHFCF) 显示了如何使用此批注将 Employee 字段 currentSession 指定为非持久字段。JPA 持续性提供程序将不持久保存该字段。

示例 1-89 @Transient

@Entitypublic class Employee { @Id int id; @Transient Session currentSession; ...}

**@UniqueConstraint**

默认情况下，JPA 持续性提供程序假设所有列均可以包含重复值。

使用 @UniqueConstraint 批注指定将在为主表或辅助表生成的 DDL 中包含一个唯一约束。或者，您可以在列级别指定唯一约束（请参阅 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)）。

[表 1-48](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDFDEEA) 列出了此批注的属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/UniqueConstraint.html)。

表 1-48 @UniqueConstraint 属性

| **属性** | **必需** | **说明** |
| --- | --- | --- |
| columnNames | 必需 | 如果任何列均包含唯一约束，请将 columnNames 设置为 String 列名的数组。 |

[示例 1-90](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDDBCAF) 显示了如何使用此批注对主表 EMP 中的列 EMP\_ID 和 EMP\_NAME 指定一个唯一约束。

示例 1-90 使用唯一约束的 @Table

@Entity

@Table(

name="EMP",

uniqueConstraints={@UniqueConstraint(columnNames={"EMP\_ID", "EMP\_NAME"})}

)

public class Employee implements Serializable {

...

}

**@Version**

默认情况下，JPA 持续性提供程序假设应用程序负责数据一致性。

使用 @Version 批注通过指定用作其乐观锁定值的实体类的版本字段或属性来启用 JPA 管理的乐观锁定（推荐做法）。

选择版本字段或属性时，确保：

* 每个实体只有一个版本字段或属性
* 选择一个持久保存到主表的属性或字段（请参阅 [@Table](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Table)）
* 您的应用程序不修改版本属性或字段

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/Version.html)。

[示例 1-91](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCIBDJ) 显示了如何使用此批注将属性 getVersionNum 指定为乐观锁定值。在该示例中，该属性的列名设置为 OPTLOCK（请参阅 [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)），而非属性的默认列名。

示例 1-91 @Version

@Entity

public class Employee implements Serializable {

...

@Version

@Column(name="OPTLOCK")

protected int getVersionNum() {

return versionNum;

}

...

}

**生命周期事件批注**

如果需要在生命周期事件期间执行自定义逻辑，请使用以下生命周期事件批注关联生命周期事件与回调方法：

* [@PostLoad](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostLoad)
* [@PostPersist](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostPersist)
* [@PostRemove](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostRemove)
* [@PostUpdate](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PostUpdate)
* [@PrePersist](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PrePersist)
* [@PreRemove](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PreRemove)
* [@PreUpdate](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#PreUpdate)

[图 1-1](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#CHDCHFJJ) 演示了 JPA 支持的实体生命周期事件之间的关系。

可以直接对实体方法进行批注，也可以指定一个或多个实体监听程序类（请参阅 [@EntityListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityListeners)）。

如果直接对实体方法进行批注，则该实体方法必须满足以下要求：

* 实体类方法必须具有以下签名：
* public int <MethodName>()

* 实体类方法可以有任何方法名称，只要它不以 ejb 开头。

图 1-1 JPA 实体生命周期回调事件批注

![随后是图 1-1 的描述](data:image/gif;base64,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)  
[“图 1-1 JPA 实体生命周期回调事件批注”的描述”](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/lifeent30.htm)

**@PostLoad**

将实体加载到数据库的当前持续性上下文中后或在向其应用了刷新操作后，调用实体的 @PostLoad 方法。在返回或访问查询结果之前或在遍历关联之前调用该方法。

如果要在实体生命周期中的该点调用自定义逻辑，请使用 @PostLoad 批注。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PostLoad.html)。

**@PostPersist**

在实体成为持久实体后，调用该实体的 @PostPersist 回调方法。对该操作层叠到的所有实体调用该方法。在数据库插入操作之后调用该方法。这些数据库操作可能在调用了持久操作之后立即发生，也可能在刷新操作（可能在事务结束时发生）发生之后立即发生。PostPersist 方法中提供了生成的主键值。

使用 @PostPersist 批注通知任何相关对象或更新直到插入对象时才可以访问的信息。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PostPersist.html)。

**@PostRemove**

在删除实体后，调用该实体的 @PostRemove 回调方法。对该操作层叠到的所有实体调用该方法。在数据库删除操作之后调用该方法。这些数据库操作可能在调用了删除操作之后立即发生，也可能在刷新操作（可能在事务结束时发生）发生之后立即发生。

使用 @PostRemove 批注通知任何相关对象。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PostRemove.html)。

**@PostUpdate**

在对实体数据进行了数据库更新操作后，调用实体的 @PostUpdate 回调方法。这些数据库操作可以在更新实体状态时发生，也可以在将状态刷新到数据库（位于事务结尾）时发生。注意，究竟此回调是在持久保存实体并随后在单个事务中修改实体时发生还是在修改了实体并随后在单个事务中删除实体时发生与实现相关。可移植应用程序不应依赖此行为。

如果要在实体生命周期的该点调用自定义逻辑，请使用 @PostUpdate 批注。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PostUpdate.html)。

**@PrePersist**

在执行给定实体的相应 EntityManager 持久操作之前，调用该实体的 @PrePersist 回调方法。对于向其应用了合并操作并导致创建新管理的实例的实体而言，在向其复制了实体状态后对管理的实例调用该方法。对该操作层叠到的所有实体调用该方法。

如果要在实体生命周期期间的该点调用自定义逻辑，请使用 @PrePersist 批注。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PrePersist.html)。

**@PreRemove**

在针对给定实体执行相应的 EntityManager 删除操作之前，调用该给定实体的 @PreRemove 回调方法。对该操作层叠到的所有实体调用该方法。

如果要在实体生命周期中的该点调用自定义逻辑，请使用 @PreRemove 批注。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PreRemove.html)。

**@PreUpdate**

在对实体数据进行数据库更新操作之前，调用实体的 @PreUpdate 回调方法。这些数据库操作可以在更新实体状态时发生，也可以在将状态刷新到数据库（可能位于事务结尾）时发生。请注意：此回调是否在持久保存实体并随后在单个事务中修改该实体时发生，均依赖于实施。可移植应用程序不应依赖此行为。

如果要在实体生命周期的该点调用自定义逻辑，请使用 @PreUpdate 批注。

此批注没有属性。有关更多详细信息，请参阅 。有关更多详细信息，请参阅 [API](http://java.sun.com/javaee/5/docs/api/javax/persistence/PreUpdate.html)。

**批注索引**

* A
  + [@AssociationOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverride)
  + [@AssociationOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AssociationOverrides)
  + [@AttributeOverride](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverride)
  + [@AttributeOverrides](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#AttributeOverrides)
* B
  + [@Basic](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Basic)
* C
  + [@Column](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Column)
  + [@ColumnResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ColumnResult)
* D
  + [@DiscriminatorColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorColumn)
  + [@DiscriminatorValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#DiscriminatorValue)
* E
  + [@Embeddable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embeddable)
  + [@Embedded](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Embedded)
  + [@EmbeddedId](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EmbeddedId)
  + [@Entity](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Entity)
  + [@EntityListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityListeners)
  + [@EntityResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#EntityResult)
  + [@Enumerated](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Enumerated)
  + [@ExcludeDefaultListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeDefaultListeners)
  + [@ExcludeSuperclassListeners](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ExcludeSuperclassListeners)
* F
  + [@FieldResult](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#FieldResult)
* G
  + [@GeneratedValue](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#GeneratedValue)
* I
  + [@Id](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Id)
  + [@IdClass](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#IdClass)
  + [@Inheritance](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Inheritance)
* J
  + [@JoinColumn](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumn)
  + [@JoinColumns](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinColumns)
  + [@JoinTable](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#JoinTable)
* L
  + [@Lob](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#Lob)
* M
  + [@ManyToMany](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToMany)
  + [@ManyToOne](http://www.oracle.com/technology/global/cn/products/ias/toplink/jpa/resources/toplink-jpa-annotations.html#ManyToOne)
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