**Problema A: Amanhã Eu Faço**

*TL: 2 segundos*

*ML: 128 MB*

Como todo estudante, Jonas gosta de procrastinar. Ele recebeu uma lista de números inteiros, e deve imprimí-los na tela. Porém, ao invés de imprimir todos de uma só vez, ele os imprime aos poucos.

Resumindo, Jonas decide que a cada **K** números ele vai imprimir os **D** primeiros, e o resto ele vai descartar (na verdade ele vai imprimí-los amanhã). Sua tarefa é simular o que Jonas fez.

Por exemplo, considere o caso em que **K** = 3 e **D** = 2. Se na entrada tivermos a seguinte sequência de números: **1**, **2**, 5, **1**, **4**, 0, **3**; o seu programa deve imprimir: 1, 2, 1, 4, 3. Mesmo que a sequência não termine, seu programa deve imprimir os números.

**Entrada**

A primeira linha da entrada contém três números, **N** (1 <= **N** <= 10000), **K** (1 <= **K** <= **N**) e **D** (1 <= **D** <= **K**). **N** números seguirão na próxima linha, separados por espaços em branco. Estes números vão de 0 até 2^31-1. Você deve ler até o **EOF.**

**Saída**

Para cada caso de teste imprima em linhas distintas os números imprimidos por Jonas.

|  |  |
| --- | --- |
| **Entrada de Teste**  7 3 2  1 2 5 1 4 0 3  3 2 1  1 2 3  2 1 1  1 1 | **Saída de Teste**  1  2  1  4  3  1  3  1  1 |

**Problema B: Bão Dimais**

*TL: 2 segundos*

*ML: 128 MB*

O restaurante Bão Dimais precisa que você projete um algoritmo capaz de solucionar o problema de empilhamento de pratos sujos. Você receberá uma lista de números inteiros representando os pratos, na ordem em que eles foram colocados em cima da mesa. Seu objetivo é imprimir a ordem em que os pratos seriam retirados para serem lavados.

![](data:image/png;base64,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)

**Entrada**

A primeira linha da entrada contém um número **N** (1 <= **N** <= 10000), a quantidade de pratos. **N** números seguirão na próxima linha, separados por espaços em branco. Estes números vão de 0 até 2^31-1. Você deve ler até o **EOF.**

**Saída**

Imprima para cada caso de teste a ordem pedida, imprima um número em cada linha.

|  |  |
| --- | --- |
| **Entrada de Teste**  3  1 2 3  5  7 3 12 8 5 | **Saída de Teste**  3  2  1  5  8  12  3  7 |

**Problema C: Caixa Do Banco**

*TL: 2 segundos*

*ML: 128 MB*

Em um determinado banco, as pessoas recebem uma senha que determina a ordem em que elas são atendidas. O trabalho até agora era manual, e o gerente está te pagando para automatizar o processo.

O sistema deve funcionar assim. Você receberá dois tipos de comando:

* **CHEGOU x** : este comando significa que a pessoa identificada pelo número **x** (1 <= **x** <= 2^31-1) chegou. Pode ter pessoas com mesmo número de identificação na fila! Para cada comando deste você deve imprimir o tamanho da fila depois que esta pessoa chegou.
* **ATENDER** : este comando significa que você deve atender a primeira pessoa da fila. Para cada comando deste você deve imprimir o número da pessoa atendida, e se a fila estiver vazia imprima 0.

Implemente o sistema pedido.

**Entrada**

Cada caso de teste começa com um número **N** (1 <= **N** <= 10000), que indica o número de comandos. Cada comando será do tipo indicado na descrição do problema. Você deve ler até o **EOF.**

**Saída**

Imprima os números de acordo com os comandos pedidos.

|  |  |
| --- | --- |
| **Entrada de Teste**  4  CHEGOU 1  CHEGOU 1  ATENDER  ATENDER  3  CHEGOU 1000  ATENDER  ATENDER | **Saída de Teste**  1  2  1  1  1  1000  0 |

**Problema D: Diego Na Fila**

*TL: 2 segundos*

*ML: 128 MB*

Mais um problema de filas, que chatisse.. Pessoas estão aguardando em uma fila. Porém as pessoas mais velhas são atendidas primeiro. Diego quer saber se ele será o último a ser atendido, você pode responder isto para ele?

Como Diego chegou por último, se alguma pessoa tiver a mesma idade, Diego será atendido depois.

**Entrada**

A entrada contém vários casos de teste. Cada caso começa com dois números inteiros **N** (1 <= **N** <= 10000) e **I** (1 <= **I** <= 100), que identifica quantas pessoas temos na fila e a idade de Diego. A seguir, **N** números inteiros seguirão separados por espaços. Você deve ler até o **EOF.**

**Saída**

Para cada número da entrada imprima **S** se Diego será o último ou **N** caso contrário.

|  |  |
| --- | --- |
| **Entrada de Teste**  3 1  1 2 3  3 2  1 2 3 | **Saída de Teste**  S  N |

**Problema E: Entre Strings**

*TL: 2 segundos*

*ML: 128 MB*

Você até agora achou que os problemas estão ordenados por dificuldade, não? Só que não. Este é o mais fácil da prova. Dado duas cadeias de caracteres imprima a concatenação das duas!!

**Entrada**

A entrada contém vários casos de teste. Cada caso tem duas strings separadas por espaço, contendo apenas letras do alfabeto. As strings terão tamanho máximo de 10000. Você deve ler até o **EOF.**

**Saída**

Para cada número da entrada imprima a concatenação das duas strings.

|  |  |
| --- | --- |
| **Entrada de Teste**  sim nao  tchau pardal | **Saída de Teste**  simnao  tchaupardal |

**Problema F: Fácil Ou Difícil?**

*TL: 2 segundos*

*ML: 128 MB*

É dado uma string (cadeia de caracteres) consistindo apenas de parenteses (). Uma string é balanceada se ocorre o correto casamento dos parenteses. Por exemplo, “(((())))” é balanceada enquanto que “))())” não é.

Escreva um programa que leia uma string deste tipo e decida se a string é ou não balanceada.

**Entrada**

Cada linha conterá uma string de apenas parênteses de tamanho máximo 10000 e no mínimo 1. Você deve ler até o **EOF.**

**Saída**

Para cada caso, imprima **S** se for balanceada ou **N** caso contrário.

|  |  |
| --- | --- |
| **Entrada de Teste**  (  )(  ()  ()((()))  (((())))  ))())  ()()()()()  (((()()()())))  (((((((((((((  (((((((())))) | **Saída de Teste**  N  N  S  S  S  N  S  S  N  N |

**Problema G: Gostei Desse Problema**

*TL: 2 segundos*

*ML: 128 MB*

É dado uma lista de palavras no dicionário. Dado algumas strings, imprima se elas existem ou não no dicionário.

**Entrada**

O problema tem um único caso de teste. Na primeira linha temos um número **N** (1 <= **N** <= 100000), que indica quantas palavras temos no dicionário. Nas **N** linhas seguintes teremos as palavras listadas uma a uma, de tamanho máximo 100. Depois teremos um número **Q** (1 <= **Q** <= 100000), que indica quantas strings devem ser procuradas no dicionário. Nas **Q** linhas seguintes teremos as palavras a serem procuradas, de tamanho máximo 100.

Todas as palavras contém apenas letras do alfabeto.

**Saída**

Para cada palavra a ser procurada imprima **S** se ela existe ou **N** caso contrário.

|  |  |
| --- | --- |
| **Entrada de Teste**  11  usem  hahaha  map  de  strings  asa  senao  BoLa  vai  dar  TLE  6  asa  bola  BoLa  DE  dE  vaia | **Saída de Teste**  S  N  S  N  N  N |