2024 학년도 1학기 중간과제물(온라인 제출용)

|  |  |  |  |
| --- | --- | --- | --- |
|  | **교과목명** | : | 소프트웨어공학 |
|  | **학번** | : | 202034-153746 |
|  | **성명** | : | 이동열 |
|  | **연락처** | : | 010-5264-5565 |

![EMB000023580f65](data:image/png;base64,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)

1.

DevOps는 개발(Development)과 운영(Operations)의 합성어로 개발과 운영을 통합하는 방법론, 문화, 도구 등을 모두 일컫는 개념이다. DevOps의 탄생 배경을 살펴보면, 전통적인 IT 조직구조는 개발조직과 운영조직이 명확하게 분리되어 있어 서로의 목적이 상충하는 것에서부터 시작한다. 개발조직은 요구사항을 받아 최대한 빠르게 어플리케이션을 릴리즈하는 것을 목표로 하는 반면에 운영팀은 최대한 시스템을 안정적으로 유지하는 것을 목표로 하기 때문에 릴리즈 검토에 최대한 많은 시간을 사용하면서 배포에 보수적인 입장을 취하게 된다. 이렇다보니 개발 및 운영조직은 잦은 갈등을 겪게 되고 이는 결국 생선성, 안정성 저하를 가져오게 되며, 이를 해결하기 위해 생겨난 개념이 DevOps이다.

현대에는 스마트폰 및 PC를 통한 다양한 IT 서비스들이 탄생하면서 기업이 살아남기 위한 필수적인 조건 중 하나로 변화에 대한 수용력을 꼽고 있다. DevOps는 개발부터 배포까지의 프로세스를 자동화하고 테스트를 통해 리스크를 배포에 대한 리스크를 최소화해 개발조직이 개발에만 집중할 수 있도록 하고 변화 수용력을 키우는데 중요한 역할을 하고 있다.

DevOps의 도입하기 위한 핵심요소로 크게 도구, 소프트웨어 아키텍처, 개발 방법론, 조직 문화를 꼽을 수 있다. 개발 방법론에 대한 부분부터 보면 기존 프로그램 개발 방식은 조직이 변화에 대한 수용력이 크지 않았기 때문에 대규모 업데이트를 계획된 날짜에 배포하는 워터풀방식의 프로세스가 주를 이뤘다. 이런 워터풀 방식의 개발 방법론으로는 다른 도구를 도입하거나 아키텍처를 변경하더라도 충분한 효과를 보기 힘들기 때문에 애자일과 같이 민첩성을 강점으로 하는 개발 방법론을 채택하는 것이 필수요소가 되었다. 애자일은 빠르게 변화하는 IT 업계에서 고객의 요구사항을 신속하게 반영하기 위해 민첩성에 중점을 둔 개발 방법론이다. 이 개발 방법론은 작은 단위의 프로젝트를 반복적으로 처리해 릴리즈 주기를 짧게 가져가며 고객의 요구사항이나 피드백을 더 빠르게 반영할 수 있기 때문에 변화 수용력을 높여주는 역할을 한다.

문화에 대한 부분을 보면 DevOps는 개발팀과 운영팀을 통합하는 과정인 만큼 개발 문화에 대한 부분도 많은 변화가 필요해진다. 기존 개발팀은 팀의 전략에 따라 DevOps 도구를 사용해 개발, 테스트, 배포, 운영 등 더 넓은 범위의 업무 맡게 될 수도 있고 운영팀은 아키텍처 설계, 운영 정책, 프로세스 수립, 사이트 신뢰성 엔지니어링 등의 업무를 맡게 될 수도 있다. 이렇게 변화하는 조직에서 DevOps를 성공적으로 도입하기 위해서는 각 팀간의 커뮤니케이션이나 역할 분담, 적극적인 피드백, 유연한 의사결정 등 문화적인 부분의 개선이 뒷받침 되어야 한다.

DevOps 도입시 기획부터 개발, 배포, 운영, 피드백까지 프로젝트 라이프사이클 내에서 다양한 도구들을 활용할 수 있다.

프로젝트 초기에는 부서간 커뮤니케이션, 정보 공유, 프로젝트 및 테스크 관리 등이 중요하다. 때문에 프로젝트 관리위한 Jira 같은 도구나 정보 공유, 커뮤니케이션을 위한 위키 등의 도구를 활용할 수 있다.

개발단에서는 지속적 통합 및 전달을 위해 Jenkins, Github Actions와 같은 지속적 통합/전달 도구를 활용할 수 있다. 이런 도구들은 형상 관리 툴과 연계하여 이벤트 기반(또는 수동)으로 소프트웨어의 통합을 자동화하고 통합 과정을 가시화해주며 통합된 소프트웨어를 배포 전략에 맞춰 안전하게 배포해주는 역할을 때문에 개발단에서는 핵심적인 도구로 꼽힌 다. 이 외에도 지속적 통합 시 소프트웨어의 신뢰성이나 코드 품질을 유지할 수 있도록 정적 코드 분석 도구를 활용하거나 배포시 모니터링 툴을 결합해 배포중이나 배포후에 소프트웨어가 문제가 없는지 확인할 수 있다.

운영팀에서는 소프트웨어의 신뢰성을 위해 Observability를 확보해야 한다. 개발된 소프트웨어 특성에 맞게 지표를 설정하고 SLO와 SLA를 관리해야하거나 에러예산을 계산해야하기 때문에 각종 로깅, 모니터링, APM 등의 도구를 활용할 수 있다.

인프라 레벨에서도 DevOps 도구를 활용할 수 있다. 컨테이너를 오케스트레이션 도구인 쿠버네티스나 인프라 코드로 관리할 수 있는 Terraform, 서버 구성 관리 도구인 Ansible 등이 있다.

DevOps는 아키텍처와 깊게 연관되어 있다. 전통작인 모놀리식 아키텍처는 서비스 규모와 코드베이스 규모가 비례하기 때문에 컴파일, 빌드, 테스트 속도가 느려지고 에러가 발생하기 쉬워 DevOps를 도입하더라도 요구사항에 빠르게 대처할 수 없어진다. 때문에 서비스 규모가 어느 정도 커지면 어플리케이션 수준의 아키텍처를 재설계하거나 인프라 수준에서 아키텍처를 재설계하는 경우가 일반적이다.

서비스 규모가 커지면서 채택되는 아키텍처 중 가장 DevOps에 적합한 아키텍처가 있는데 바로 마이크로 서비스 아키텍처이다. 마이크로 서비스 아키텍처는 서비스를 동작 가능한 가장 작은 단위로 쪼개 구축하는 방식이다. 이렇게 서비스를 직은 단위로 쪼개놓으면 각 서비스 규모가 작아져 요구사항이나 장애에 신속하게 대응이 가능하며 이는 DevOps 핵심인 변화 수용력을 최대화시켜준다. 하지만 마이크로 서비스 아키텍처는 서비스간 팀이 다른 경우가 많고 통합 테스트 수행이 어려우며 장애 지점을 찾기 어려워 높은 수준의 DevOps가 필수적으로 요구되는 아키텍처이다.

이렇게 보면 DevOps가 무조건 적으로 좋아보일 수 있지만 분명하게 장단점이 존재한다. DevOps의 가장 큰 장점은 요구사항에 빠르게 대응하면서 확장성, 안정성, 보안 향상, 비용 최적화를 달성할 수 있다는 점입니다. 하지만 이 정도 수준의 DevOps를 달성하려면 조직 전체에서 DevOps 필요성에 대해 공감해야하고 적극적인 지원을 해줘야한다는 단점도 있습니다. 만약 조직 차원의 지원이 없다면 무리한 DevOps 도입이 조직에 더 큰 혼란을 가져올 수도 있습니다.

[참고 문헌]

* [What is DevOps Culture? – Atlassian](https://www.atlassian.com/devops/what-is-devops/devops-culture)

2.

(1)

임계 경로 프로젝트 중 가장 긴 시간이 걸리는 작업 경로를 말한다. CPM에서 전체 경로를 구하면 다음과 같다.

* A > B > D > G > I = 13
* A > B > D > H > I = 12
* A > B > E > H > I = 14
* A > C > E > H > I = 15
* A > C > F > I = 12

이 중 가장 긴 시간이 걸리는 작업 경로는 총 15인 A > C > E > H > I로 이 경로가 임계경로가 된다.

(2)

작업 F가 가장 빠르게 시작하려면 A > C > F 순서로 대기 시간없이 수행하면 된다. 따라서 가장 빠르게 시작할 수 있는 시간은 A(2) > C(4)를 합한 시간인 6이 된다.

임계 시간을 초과하지 않는 선에서 가장 늦게 시작하려면 I 작업이 시작되는 시간에 맞춰 F 작업이 종료되면 된다. I의 시작 시간은 A(2) > C(4) > E(6) > H(2)로 해서 총 14이며 14에 맞춰 F 작업을 완료하려면 9에 F작업을 시작하면 된다.

* 가장 빨리 시작할 수 있는 시간 : 6
* 가장 늦게 시작할 수 있는 시간 : 9