## abstract class AbstractStringBuilder implements Appendable, CharSequence

### 和扩容的关系是什么?

/\*\*

\*Creates an AbstractStringBuilder of the specified capacity.

\*创建指定容量的AbstractStringBuilder。

\*

\*

\*/

AbstractStringBuilder(**int** capacity) {

value = **new** **char**[capacity];

}

仍然遵守扩容规则.

### length()

返回当前的字符串长度

### capacity()

返回当前字符串数组的长度

### 扩容机制

如果当前字符数组的长度不能满足需要,则执行扩容,扩容的大小为当前的2倍再加上2

**private** **int** newCapacity(**int** minCapacity) {

// overflow-conscious code

**int** newCapacity = (value.length << 1) + 2;

**if** (newCapacity - minCapacity < 0) {

newCapacity = minCapacity;

}

**return** (newCapacity <= 0 || ***MAX\_ARRAY\_SIZE*** - newCapacity < 0)

? hugeCapacity(minCapacity)

: newCapacity;

}

### trimToSize()

为了优化使用空间,防止扩容过多浪费造成空间的浪费,调用此方法可以去掉多余的未使用的数组元素位置.

**public** **void** trimToSize() {

**if** (count < value.length) {

value = Arrays.*copyOf*(value, count);

}

}

估计效率比较差.

### setLength(int newLength)

给可变数组设置固定的长度,如果新的长度大于原来长度,那么就是复制原来的内容到新的数组中,长度为新的长度,如果小于现有的长度,那么原长度不变,而实际的字符序列长度变成了新的长度.

### setCharAt(int index, char ch)

设置可变字符序列中某个位置的字符,判断index与实际存储的字符个数的大小,如果大于实际存储数量,那么报数组越界异常.

**public** **void** setCharAt(**int** index, **char** ch) {

**if** ((index < 0) || (index >= count))

**throw** **new** StringIndexOutOfBoundsException(index);

value[index] = ch;

}

### substring(int start) subSequence(int start, int end)

截取字符串,创建新的数组字符串,当前的不会改变.

## final class StringBuffer extends AbstractStringBuilder implements java.io.Serializable, CharSequence

### final字段的详解

final修饰修饰类的时候说明这个类不能被继承.

Final修饰基本数据类型的时候,不能被修改.

Final修饰引用类型,不能再重新指向别的位置.

Final修改方法的时候不能被覆盖.

### StringBuffer默认初始化大小

默认初始化大小为16;

**public** StringBuffer() {

**super**(16);

}

也可以指定初始化的大小.

**public** StringBuffer(String str) {

**super**(str.length() + 16);

append(str);

}

这个构造器是默认初始化字符串参数的长度再加上16个大小.

### synchronized void ensureCapacity(int minimumCapacity)

保证字符数组容量的api,注意这里的加了synchronized关键字.

总的来说这个类和它的父类没有什么差别,就是在所有的方法上无脑的加关键字synchronized;属于一个线程安全的类.

## final class StringBuilder extends AbstractStringBuilder implements java.io.Serializable, CharSequence

### StringBuilder初始化大小

默认初始化大小为16

**public** StringBuilder() {

**super**(16);

}

和父类没有太大差别,这个是线程不安全的.

## final class Boolean implements java.io.Serializable, Comparable<Boolean>

1该类不可继承,因为加了final关键字

2 该类内部有两个本类的内部实例分别为false和true

**public** **static** **final** Boolean ***TRUE*** = **new** Boolean(**true**);

**public** **static** **final** Boolean ***FALSE*** = **new** Boolean(**false**);

3 既有基本类型也有包装类型,基本类型为boolean

**public** **static** **final** Class<Boolean> ***TYPE*** = Class.*getPrimitiveClass*("boolean");

4 字符串忽略大小写的构造器

**public** Boolean(String s) {

**this**(*toBoolean*(s));

}

5 Boolean类的toString方法挺有意思

**public** **static** String toString(**boolean** b) {

**return** b ? "true" : "false";

}

## final class Byte extends Number implements Comparable<Byte>

1 该类加了final字段,并且实现了conparable接口

2 类中有两个本类初始化的属性,即byte的最大值和最小值

**public** **static** **final** **byte** ***MIN\_VALUE*** = -128;

**public** **static** **final** **byte** ***MAX\_VALUE*** = 127;

3 存在基本数据类型

**public** **static** **final** Class<Byte> ***TYPE*** = (Class<Byte>) Class.*getPrimitiveClass*("byte");

4 Byte的toString(),将byte转换成integer类型对象,然后toString

**public** **static** String toString(**byte** b) {

**return** Integer.*toString*((**int**)b, 10);

}

5 Byte有个私有化的内部静态类,用来缓存byte所有元素的byte类型的数组

**private** **static** **class** ByteCache {

**private** ByteCache(){}

**static** **final** Byte ***cache***[] = **new** Byte[-(-128) + 127 + 1];

**static** {

**for**(**int** i = 0; i < ***cache***.length; i++)

***cache***[i] = **new** Byte((**byte**)(i - 128));

}

}

6 承上,有意思, valueOf(**byte** b)的方法用内部静态类的缓存数组来获取对应的值,不明白为什么这么做的原因.

**public** **static** Byte valueOf(**byte** b) {

**final** **int** offset = 128;

**return** ByteCache.***cache***[(**int**)b + offset];

}

## final class Double extends Number implements Comparable<Double>

1 加了final修饰,不能被继承.

2 Double类中有个正无穷的数

**public** **static** **final** **double** ***POSITIVE\_INFINITY*** = 1.0 / 0.0;

返回的结果是infinity.

3 Double 类的负无穷的数

**public** **static** **final** **double** ***NEGATIVE\_INFINITY*** = -1.0 / 0.0;

4 不是一个数字

**public** **static** **final** **double** ***NaN*** = 0.0d / 0.0;

5 Double类型既有包装类,也有非包装类

**public** **static** **final** Class<Double> ***TYPE*** = (Class<Double>) Class.*getPrimitiveClass*("double");

## final class Float extends Number implements Comparable<Float>

1 无穷大无穷小

**public** **static** **final** **float** ***POSITIVE\_INFINITY*** = 1.0f / 0.0f;

**public** **static** **final** **float** ***NEGATIVE\_INFINITY*** = -1.0f / 0.0f;

## final class Integer extends Number implements Comparable<Integer>

1 最大值和最小值

**public** **static** **final** **int** ***MAX\_VALUE*** = 0x7fffffff;

**public** **static** **final** **int** ***MIN\_VALUE*** = 0x80000000;

2 基本数据类型

**public** **static** **final** Class<Integer> ***TYPE*** = (Class<Integer>) Class.*getPrimitiveClass*("int");

3将数字变成字符的一个字符数组

**final** **static** **char**[] ***digits*** = {

'0' , '1' , '2' , '3' , '4' , '5' ,

'6' , '7' , '8' , '9' , 'a' , 'b' ,

'c' , 'd' , 'e' , 'f' , 'g' , 'h' ,

'i' , 'j' , 'k' , 'l' , 'm' , 'n' ,

'o' , 'p' , 'q' , 'r' , 's' , 't' ,

'u' , 'v' , 'w' , 'x' , 'y' , 'z'

};
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