Ejercicio práctico Análisis Discriminante

# 1. Planteamiento del problema

Para este ejercicio nos enfocaremos en un set de datos que representa la calidad de distintos tipos de tinto portugués. Dicha calidad comprende valores entre 3 y 8. En función de 11 atributos distintos que caracterizan cada tipo de vino debemos ser capaces de clasificar la calidad que tendrá dicho vino.

El dataset y el diccionario de datos podrás encontrarlo en la carpeta data.

Así pues, lo primero que haremos es cargar el dataset en R:

# cargamos depenendias necesarias  
require(MASS)  
require(caret)  
require(randomForest)  
require(e1071)  
require(dplyr)

# leemos los datos  
data <- read.csv("/Users/lgutierrez/Proyectos/master/M4/data/4.3\_AD\_ejercicio.csv", sep = ";")  
  
# creamos un dataframe tibble  
df <- as\_tibble(data)  
  
# creamos un auxiliar para no trabajar sobre nuestro dataframe original  
df\_aux <- df  
  
# previsualizamos datos  
head(df\_aux)

## # A tibble: 6 × 12  
## fixed.acidity volatile.acidity citric.acid residual.sugar chlorides  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 7.4 0.7 0 1.9 0.076  
## 2 7.8 0.88 0 2.6 0.098  
## 3 7.8 0.76 0.04 2.3 0.092  
## 4 11.2 0.28 0.56 1.9 0.075  
## 5 7.4 0.7 0 1.9 0.076  
## 6 7.4 0.66 0 1.8 0.075  
## # ℹ 7 more variables: free.sulfur.dioxide <dbl>, total.sulfur.dioxide <dbl>,  
## # density <dbl>, pH <dbl>, sulphates <dbl>, alcohol <dbl>, quality <int>

# vemos resumen  
summary(df\_aux)

## fixed.acidity volatile.acidity citric.acid residual.sugar   
## Min. : 4.60 Min. :0.1200 Min. :0.000 Min. : 0.900   
## 1st Qu.: 7.10 1st Qu.:0.3900 1st Qu.:0.090 1st Qu.: 1.900   
## Median : 7.90 Median :0.5200 Median :0.260 Median : 2.200   
## Mean : 8.32 Mean :0.5278 Mean :0.271 Mean : 2.539   
## 3rd Qu.: 9.20 3rd Qu.:0.6400 3rd Qu.:0.420 3rd Qu.: 2.600   
## Max. :15.90 Max. :1.5800 Max. :1.000 Max. :15.500   
## chlorides free.sulfur.dioxide total.sulfur.dioxide density   
## Min. :0.01200 Min. : 1.00 Min. : 6.00 Min. :0.9901   
## 1st Qu.:0.07000 1st Qu.: 7.00 1st Qu.: 22.00 1st Qu.:0.9956   
## Median :0.07900 Median :14.00 Median : 38.00 Median :0.9968   
## Mean :0.08747 Mean :15.87 Mean : 46.47 Mean :0.9967   
## 3rd Qu.:0.09000 3rd Qu.:21.00 3rd Qu.: 62.00 3rd Qu.:0.9978   
## Max. :0.61100 Max. :72.00 Max. :289.00 Max. :1.0037   
## pH sulphates alcohol quality   
## Min. :2.740 Min. :0.3300 Min. : 8.40 Min. :3.000   
## 1st Qu.:3.210 1st Qu.:0.5500 1st Qu.: 9.50 1st Qu.:5.000   
## Median :3.310 Median :0.6200 Median :10.20 Median :6.000   
## Mean :3.311 Mean :0.6581 Mean :10.42 Mean :5.636   
## 3rd Qu.:3.400 3rd Qu.:0.7300 3rd Qu.:11.10 3rd Qu.:6.000   
## Max. :4.010 Max. :2.0000 Max. :14.90 Max. :8.000

## 1.1 Preparación del dataset.

Tal y como podrás comprobar, el dataset tiene una dimensión de 1599 observaciones y 11 variables.

* **Ejercicio 1**: Modifica la variable quality, de tal modo que si la calidad se encuentra en los valores 3 o 4, pasará a categorizarse como “pobre”, si se encuentra en los valores 5 o 6 pasará a categorizarse como “aceptable” y si se encuentra en los valores 7 o 8, pasará a categorizarse como “bueno”. Posteriormente transforma la variable quality a factor.

# modifico la variable quality  
df\_aux$quality\_r <- cut(df\_aux$quality, breaks = c(-Inf, 4, 6, Inf))  
  
# observamos resultado de mapeo  
print(df\_aux[, c("quality","quality\_r")], n=20)

## # A tibble: 1,599 × 2  
## quality quality\_r  
## <int> <fct>   
## 1 5 (4,6]   
## 2 5 (4,6]   
## 3 5 (4,6]   
## 4 6 (4,6]   
## 5 5 (4,6]   
## 6 5 (4,6]   
## 7 5 (4,6]   
## 8 7 (6, Inf]   
## 9 7 (6, Inf]   
## 10 5 (4,6]   
## 11 5 (4,6]   
## 12 5 (4,6]   
## 13 5 (4,6]   
## 14 5 (4,6]   
## 15 5 (4,6]   
## 16 5 (4,6]   
## 17 7 (6, Inf]   
## 18 5 (4,6]   
## 19 4 (-Inf,4]   
## 20 6 (4,6]   
## # ℹ 1,579 more rows

# observamos los levels de nuestro factor  
levels(df\_aux$quality\_r)

## [1] "(-Inf,4]" "(4,6]" "(6, Inf]"

# convertimos los levels a etiquetas legibles  
levels(df\_aux$quality\_r) <- c("pobre", "aceptable", "bueno")  
  
# controlamos algunas ocurrencias de nuestro mapeo  
print(df\_aux[, c("quality","quality\_r")], n=50)

## # A tibble: 1,599 × 2  
## quality quality\_r  
## <int> <fct>   
## 1 5 aceptable  
## 2 5 aceptable  
## 3 5 aceptable  
## 4 6 aceptable  
## 5 5 aceptable  
## 6 5 aceptable  
## 7 5 aceptable  
## 8 7 bueno   
## 9 7 bueno   
## 10 5 aceptable  
## 11 5 aceptable  
## 12 5 aceptable  
## 13 5 aceptable  
## 14 5 aceptable  
## 15 5 aceptable  
## 16 5 aceptable  
## 17 7 bueno   
## 18 5 aceptable  
## 19 4 pobre   
## 20 6 aceptable  
## 21 6 aceptable  
## 22 5 aceptable  
## 23 5 aceptable  
## 24 5 aceptable  
## 25 6 aceptable  
## 26 5 aceptable  
## 27 5 aceptable  
## 28 5 aceptable  
## 29 5 aceptable  
## 30 6 aceptable  
## 31 5 aceptable  
## 32 6 aceptable  
## 33 5 aceptable  
## 34 6 aceptable  
## 35 5 aceptable  
## 36 6 aceptable  
## 37 6 aceptable  
## 38 7 bueno   
## 39 4 pobre   
## 40 5 aceptable  
## 41 5 aceptable  
## 42 4 pobre   
## 43 6 aceptable  
## 44 5 aceptable  
## 45 5 aceptable  
## 46 4 pobre   
## 47 5 aceptable  
## 48 5 aceptable  
## 49 5 aceptable  
## 50 5 aceptable  
## # ℹ 1,549 more rows

# checkeamos que no tengamos valores faltantes  
sum(is.na(df\_aux))

## [1] 0

* **Ejercicio 2**: Crea un nuevo dataset que contenga todas las variables explicativas normalizadas en rango 0-1 y la etiqueta a predecir (denominada quality en el conjunto de datos inicial).

# excluyo variable categoria  
dataset <- df\_aux[,-which(names(df\_aux) == "quality\_r" | names(df\_aux) == "quality")]  
  
# nnormalizo las variables del datset en rango 0-1  
maxs <- apply(dataset, 2, max)  
mins <- apply(dataset, 2, min)  
  
# creo nuevo dataset con las variables normalizadas y la etiqueta a predecir  
dataset <- as.data.frame(scale(dataset, center=mins, scale= maxs - mins))  
  
dataset$class <- df\_aux$quality\_r  
  
# visualizamos resumen de los datos  
head(dataset)

## fixed.acidity volatile.acidity citric.acid residual.sugar chlorides  
## 1 0.2477876 0.3972603 0.00 0.06849315 0.1068447  
## 2 0.2831858 0.5205479 0.00 0.11643836 0.1435726  
## 3 0.2831858 0.4383562 0.04 0.09589041 0.1335559  
## 4 0.5840708 0.1095890 0.56 0.06849315 0.1051753  
## 5 0.2477876 0.3972603 0.00 0.06849315 0.1068447  
## 6 0.2477876 0.3698630 0.00 0.06164384 0.1051753  
## free.sulfur.dioxide total.sulfur.dioxide density pH sulphates  
## 1 0.1408451 0.09893993 0.5675477 0.6062992 0.1377246  
## 2 0.3380282 0.21554770 0.4941263 0.3622047 0.2095808  
## 3 0.1971831 0.16961131 0.5088106 0.4094488 0.1916168  
## 4 0.2253521 0.19081272 0.5822320 0.3307087 0.1497006  
## 5 0.1408451 0.09893993 0.5675477 0.6062992 0.1377246  
## 6 0.1690141 0.12014134 0.5675477 0.6062992 0.1377246  
## alcohol class  
## 1 0.1538462 aceptable  
## 2 0.2153846 aceptable  
## 3 0.2153846 aceptable  
## 4 0.2153846 aceptable  
## 5 0.1538462 aceptable  
## 6 0.1538462 aceptable

summary(dataset)

## fixed.acidity volatile.acidity citric.acid residual.sugar   
## Min. :0.0000 Min. :0.0000 Min. :0.000 Min. :0.00000   
## 1st Qu.:0.2212 1st Qu.:0.1849 1st Qu.:0.090 1st Qu.:0.06849   
## Median :0.2920 Median :0.2740 Median :0.260 Median :0.08904   
## Mean :0.3292 Mean :0.2793 Mean :0.271 Mean :0.11225   
## 3rd Qu.:0.4071 3rd Qu.:0.3562 3rd Qu.:0.420 3rd Qu.:0.11644   
## Max. :1.0000 Max. :1.0000 Max. :1.000 Max. :1.00000   
## chlorides free.sulfur.dioxide total.sulfur.dioxide density   
## Min. :0.00000 Min. :0.00000 Min. :0.00000 Min. :0.0000   
## 1st Qu.:0.09683 1st Qu.:0.08451 1st Qu.:0.05654 1st Qu.:0.4060   
## Median :0.11185 Median :0.18310 Median :0.11307 Median :0.4905   
## Mean :0.12599 Mean :0.20951 Mean :0.14300 Mean :0.4902   
## 3rd Qu.:0.13022 3rd Qu.:0.28169 3rd Qu.:0.19788 3rd Qu.:0.5701   
## Max. :1.00000 Max. :1.00000 Max. :1.00000 Max. :1.0000   
## pH sulphates alcohol class   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 pobre : 63   
## 1st Qu.:0.3701 1st Qu.:0.1317 1st Qu.:0.1692 aceptable:1319   
## Median :0.4488 Median :0.1737 Median :0.2769 bueno : 217   
## Mean :0.4497 Mean :0.1965 Mean :0.3112   
## 3rd Qu.:0.5197 3rd Qu.:0.2395 3rd Qu.:0.4154   
## Max. :1.0000 Max. :1.0000 Max. :1.0000

* **Ejercicio 3**: Crea un subconjunto de entreno que represente el 70% del nuevo dataframe creado y un subconjunto de testing que represente el otro 30%.

# creo subconjunto de entreno (70% de las observaciones) y test (30%)  
set.seed(12345)  
  
index <- sample(1:nrow(dataset), round(nrow(dataset) \* 0.7), replace = FALSE)  
x\_train <- dataset[index,]  
  
# observamos tamaño y algunos valores  
glimpse(x\_train)

## Rows: 1,119  
## Columns: 12  
## $ fixed.acidity <dbl> 0.32743363, 0.37168142, 0.22123894, 0.15929204, 0…  
## $ volatile.acidity <dbl> 0.40753425, 0.36986301, 0.36986301, 0.51027397, 0…  
## $ citric.acid <dbl> 0.15, 0.26, 0.00, 0.03, 0.22, 0.46, 0.14, 0.13, 0…  
## $ residual.sugar <dbl> 0.06164384, 0.05479452, 0.20547945, 0.15753425, 0…  
## $ chlorides <dbl> 0.12854758, 0.10350584, 0.12353923, 0.09849750, 0…  
## $ free.sulfur.dioxide <dbl> 0.12676056, 0.04225352, 0.22535211, 0.36619718, 0…  
## $ total.sulfur.dioxide <dbl> 0.16254417, 0.06007067, 0.13780919, 0.18374558, 0…  
## $ density <dbl> 0.4941263, 0.5161527, 0.5528634, 0.3619677, 0.604…  
## $ pH <dbl> 0.3858268, 0.3228346, 0.5669291, 0.6850394, 0.496…  
## $ sulphates <dbl> 0.26347305, 0.24550898, 0.12574850, 0.09580838, 0…  
## $ alcohol <dbl> 0.1692308, 0.1230769, 0.1692308, 0.6615385, 0.169…  
## $ class <fct> aceptable, aceptable, aceptable, aceptable, acept…

# Creo subconjunto de testing (30% de las observaciones)  
test <- dataset[-index,]  
  
# observamos tamaño y algunos valores  
glimpse(test)

## Rows: 480  
## Columns: 12  
## $ fixed.acidity <dbl> 0.28318584, 0.24778761, 0.23893805, 0.18584071, 0…  
## $ volatile.acidity <dbl> 0.4383562, 0.3972603, 0.3630137, 0.3150685, 0.342…  
## $ citric.acid <dbl> 0.04, 0.00, 0.00, 0.08, 0.19, 0.56, 0.51, 0.31, 0…  
## $ residual.sugar <dbl> 0.09589041, 0.06849315, 0.02054795, 0.06164384, 0…  
## $ chlorides <dbl> 0.13355593, 0.10684474, 0.08848080, 0.14190317, 0…  
## $ free.sulfur.dioxide <dbl> 0.19718310, 0.14084507, 0.19718310, 0.19718310, 0…  
## $ total.sulfur.dioxide <dbl> 0.16961131, 0.09893993, 0.05300353, 0.20848057, 0…  
## $ density <dbl> 0.5088106, 0.5675477, 0.3325991, 0.4280470, 0.626…  
## $ pH <dbl> 0.4094488, 0.6062992, 0.5118110, 0.4251969, 0.338…  
## $ sulphates <dbl> 0.19161677, 0.13772455, 0.08383234, 0.12574850, 0…  
## $ alcohol <dbl> 0.2153846, 0.1538462, 0.2461538, 0.1230769, 0.123…  
## $ class <fct> aceptable, aceptable, bueno, aceptable, aceptable…

## 1.2 El LDA como predictor.

* **Ejercicio 4**: Crea un modelo LDA y grafica las 2 nuevas dimensiones creadas en un gráfico en el que se puedan visualizar las 3 categorías de la etiqueta a predecir por colores.¿Consideras que el LDA ha segmentado adecuadamente las observaciones en función de la clase a predecir? Justifica tu respuesta.

# creo el objeto con el modelo LDA llamado model  
set.seed(12345)  
model <- lda(class ~ ., data = x\_train)  
  
# visualizamos parametros del modelo  
model

## Call:  
## lda(class ~ ., data = x\_train)  
##   
## Prior probabilities of groups:  
## pobre aceptable bueno   
## 0.04468275 0.82394996 0.13136729   
##   
## Group means:  
## fixed.acidity volatile.acidity citric.acid residual.sugar chlorides  
## pobre 0.2922124 0.4086301 0.1760000 0.1131507 0.1357262  
## aceptable 0.3216363 0.2876192 0.2584165 0.1112754 0.1284896  
## bueno 0.3725844 0.2017752 0.3703401 0.1262464 0.1050617  
## free.sulfur.dioxide total.sulfur.dioxide density pH  
## pobre 0.1642254 0.10466431 0.4861233 0.5080315  
## aceptable 0.2199597 0.15365084 0.4978786 0.4506977  
## bueno 0.1828591 0.09944472 0.4425115 0.4380524  
## sulphates alcohol  
## pobre 0.1568862 0.2853846  
## aceptable 0.1915453 0.2857111  
## bueno 0.2459978 0.4840572  
##   
## Coefficients of linear discriminants:  
## LD1 LD2  
## fixed.acidity 1.0830962 6.6124626  
## volatile.acidity -2.7959736 7.7538052  
## citric.acid 0.3537256 1.5109893  
## residual.sugar 1.6700830 4.3235823  
## chlorides -3.1160322 1.3625196  
## free.sulfur.dioxide -0.1211744 -0.5416563  
## total.sulfur.dioxide -1.1144274 -3.3511436  
## density -1.0157856 -7.2154780  
## pH -1.1303057 6.2183206  
## sulphates 3.3154444 1.1721989  
## alcohol 4.4212734 -1.2621647  
##   
## Proportion of trace:  
## LD1 LD2   
## 0.8288 0.1712

# graficamos las dos nuevas dimensiones creadas por el modelo LDA  
proyected\_data <- as.matrix(x\_train[,-which(names(x\_train) == "class")]) %\*% model$scaling  
plot(proyected\_data, col = x\_train[,which(names(x\_train) == "class")], pch = 19)

![](data:image/png;base64,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)

* **Ejercicio 5**: Crea un modelo utilizando el LDA como clasificador, aplica las predicciones al subconjunto de testing y calcula la matriz de confusión. ¿Consideras que el modelo está acertando adecuadamente las observaciones cuya clase es minoritaria?

# creamos dataset de test excluyendo la variable a predecir  
x\_test <- test[, -which(names(test) == "class")]  
  
# aplicamos modelo para predecir valores de class  
model\_result <- predict(model, x\_test)  
  
# vemos conteo total de clases   
summary(test$class)

## pobre aceptable bueno   
## 13 397 70

# Creo la matriz de confusión  
t <- table(model\_result$class, test$class)  
  
print(confusionMatrix(t))

## Confusion Matrix and Statistics  
##   
##   
## pobre aceptable bueno  
## pobre 2 7 0  
## aceptable 10 370 38  
## bueno 1 20 32  
##   
## Overall Statistics  
##   
## Accuracy : 0.8417   
## 95% CI : (0.8059, 0.8732)  
## No Information Rate : 0.8271   
## P-Value [Acc > NIR] : 0.2179   
##   
## Kappa : 0.3983   
##   
## Mcnemar's Test P-Value : 0.0683   
##   
## Statistics by Class:  
##   
## Class: pobre Class: aceptable Class: bueno  
## Sensitivity 0.153846 0.9320 0.45714  
## Specificity 0.985011 0.4217 0.94878  
## Pos Pred Value 0.222222 0.8852 0.60377  
## Neg Pred Value 0.976645 0.5645 0.91101  
## Prevalence 0.027083 0.8271 0.14583  
## Detection Rate 0.004167 0.7708 0.06667  
## Detection Prevalence 0.018750 0.8708 0.11042  
## Balanced Accuracy 0.569428 0.6768 0.70296

### Respuesta

El modelo tiene una precisión de 0.8417, y muestra una tasa de error elevada para las clases minoritarias. Es así como para la clase catalogada como ‘pobre’ tenemos una tasa de error del 84% (11/13)y para la clase ‘bueno’, la misma métrica es del 54% (38/70). El modelo muestra buena precisión para clases mas voluminosas.

## 1.3 El LDA como reductor de dimensionalidad.

Una vez aplicado el LDA como clasificador, procederemos a aplicarlo como reductor de dimensionalidad para utilizar posteriormente un clasificador distinto.

* **Ejercicio 6**: Crea un nuevo dataset de entreno y otro de testing utilizando como variables explicativas las variables creadas por el modelo LDA que has creado anteriormente.

# creamos del nuevo dataset de entreno  
dim\_x\_train <- as.matrix(x\_train[-which(names(x\_train) == "class")]) %\*% model$scaling  
  
dim\_x\_train <- as.data.frame(dim\_x\_train)  
  
dim\_x\_train$class <- x\_train$class  
  
head(dim\_x\_train)

## LD1 LD2 class  
## 142 -0.5421487 4.309116 aceptable  
## 51 -0.3737467 4.287820 aceptable  
## 720 -1.0544402 4.273608 aceptable  
## 730 0.5639612 5.981774 aceptable  
## 1244 -0.7836617 3.136396 aceptable  
## 664 1.5782694 2.561829 aceptable

# creamos del nuevo dataset de testing  
dim\_x\_test <- as.matrix(test[-which(names(test) == "class")]) %\*% model$scaling  
  
dim\_x\_test <- as.data.frame(dim\_x\_test)  
  
head(dim\_x\_test)

## LD1 LD2  
## 3 -0.7657742 4.080824  
## 5 -1.3132183 4.394924  
## 8 -0.6306356 4.890001  
## 11 -1.2011338 2.994643  
## 16 -0.8849784 2.495887  
## 17 0.7667208 2.029179

* **Ejercicio 7**: Entrena un nuevo modelo utilizando el algoritmo del Random Forest sobre el nuevo dataset de entreno que has creado y aplica las predicciones al nuevo dataset de testing que has creado. Posteriormente, extrae la matriz de confusión. ¿Este modelo tiene mayor accuracy que el anterior? ¿Este modelo acierta más o menos en las clases minoritarias que el modelo anterior?

# entreno el modelo con random forest  
set.seed(12345)  
dim.model.rf <- randomForest(class ~ ., data=dim\_x\_train)  
  
# Predicciones con random forest  
dim.predictions.rf <- predict(dim.model.rf, as.data.frame(dim\_x\_test), type='class')  
  
# predictions.rf  
  
# Matriz de confusión  
dim.t <- table(dim.predictions.rf, test$class)  
  
print(confusionMatrix(dim.t))

## Confusion Matrix and Statistics  
##   
##   
## dim.predictions.rf pobre aceptable bueno  
## pobre 1 3 2  
## aceptable 12 372 28  
## bueno 0 22 40  
##   
## Overall Statistics  
##   
## Accuracy : 0.8604   
## 95% CI : (0.8262, 0.8902)  
## No Information Rate : 0.8271   
## P-Value [Acc > NIR] : 0.02824   
##   
## Kappa : 0.4848   
##   
## Mcnemar's Test P-Value : 0.04360   
##   
## Statistics by Class:  
##   
## Class: pobre Class: aceptable Class: bueno  
## Sensitivity 0.076923 0.9370 0.57143  
## Specificity 0.989293 0.5181 0.94634  
## Pos Pred Value 0.166667 0.9029 0.64516  
## Neg Pred Value 0.974684 0.6324 0.92823  
## Prevalence 0.027083 0.8271 0.14583  
## Detection Rate 0.002083 0.7750 0.08333  
## Detection Prevalence 0.012500 0.8583 0.12917  
## Balanced Accuracy 0.533108 0.7275 0.75889

* **Ejercicio 8**: Entrena un nuevo modelo utilizando el algoritmo del Random Forest sobre el dataset de entreno inicial que has utilizado para el modelo del LDA como clasificador y aplica las predicciones al dataset de testing que utilizaste para el modelo del LDA como clasificador. ¿Este modelo tiene mayor accuracy que los anteriores? ¿Este modelo acierta más o menos en las clases minoritarias que los modelos anteriores?

set.seed(12345)  
  
# entreno el modelo con random forest  
model.rf.1 <- randomForest(class ~ ., data=x\_train)  
  
# obtenemos predicciones con random forest  
predictions.rf.1 <- predict(model.rf.1, as.data.frame(x\_test), type='class')  
  
# vemos la matriz de confusión  
t.1 <- table(predictions.rf.1, test$class)  
  
print(confusionMatrix(t.1))

## Confusion Matrix and Statistics  
##   
##   
## predictions.rf.1 pobre aceptable bueno  
## pobre 0 0 0  
## aceptable 13 384 37  
## bueno 0 13 33  
##   
## Overall Statistics  
##   
## Accuracy : 0.8688   
## 95% CI : (0.8352, 0.8976)  
## No Information Rate : 0.8271   
## P-Value [Acc > NIR] : 0.00773   
##   
## Kappa : 0.449   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: pobre Class: aceptable Class: bueno  
## Sensitivity 0.00000 0.9673 0.47143  
## Specificity 1.00000 0.3976 0.96829  
## Pos Pred Value NaN 0.8848 0.71739  
## Neg Pred Value 0.97292 0.7174 0.91475  
## Prevalence 0.02708 0.8271 0.14583  
## Detection Rate 0.00000 0.8000 0.06875  
## Detection Prevalence 0.00000 0.9042 0.09583  
## Balanced Accuracy 0.50000 0.6824 0.71986

### Respuesta

Para este modelo obtuvimos una precisión del 0.8604. La tasa de error para la clase ‘pobre’, es levemente mayor al primer modelo, con un 92% (12/13) de inexactitud. A su vez para la clase ‘bueno’ la tasa de error se redujo a 42% (30/70). Para la clase ‘aceptable’ acierta el 93% (370/397) de las veces.

* **Ejercicio 9**: Si tuvieras que presentar uno de estos 3 modelos, cuál elegirías? Justifica tu respuesta.

# Escribe tu respuesta  
print("Podemos notar en el primer modelo, donde utilizamos el Análisis de Discriminante Lineal (LDA) como clasificador, obtuvimos una precisión del 0.8417. Así mismo, se observa un tasa de error eleveada para las clases minoritarias, por ejemplo, para la clase que define la calidad de un vino como 'pobre' nuestro modelo falla el 84% de los casos (11/13), y para la clases 'bueno' la tasa de error ronda el 54% (38/70). Mientras que para la clase más voluminosa, 'aceptable', se tiene una precisión del 93% (370/397), dejando clara una mejor precisión para clases con mayor cantidad de exponentes.  
  
En el segundo modelo donde utilizamos primero LDA para reducir la dimensionalidad de nuestros datos y luego Random Forest como clasificador, obtuvimos una precisión del 0.8604, mejorando sensiblemente al primer modelo. La tasa de error sobre las clase mas pequeña, 'pobre', es levemente mayor al primer modelo, con un 92% (12/13) de inexactitud. A su vez para la clase 'bueno' la tasa de error se redujo a 42% (30/70). Al igual que el primer modelo, cuanto mayor el tamaño de la clase, mejor la precisión del modelo, acierta el 93% de las veces.  
  
El tercer modelo donde el algoritmo Random Forest funciona como predictor sobre el conjunto de datos original, obtuvo una precisión general del 0.8688, ligeramente superior a los dos modelos anteriores. Sin embargo, demostró peor sensibilidad ante clases minoritarias, con un 100% de ineficacia para el grupo 'pobre', y un 52% para 'bueno'. Como contrapartida demuestra gran eficiencia en la clasificación del grupo 'aceptable', el cual cuenta con 397 observaciones.  
  
Considerando los tres modelos y sus características parece adecuado seleccionar al segundo de ellos, donde se realizó la reducción de dimensiones con LDA y se utilizó el algoritmo de Random Forest para clasificar, como el mejor de ellos. Éste modelo parece balancear mejor su precision en clases minoritarias, siendo mas preciso que sus contrincantes al predecir ocurrencias de la clase 'bueno', y siendo levemente mas impreciso para detectar 'pobres' que el modelo primero.")

## [1] "Podemos notar en el primer modelo, donde utilizamos el Análisis de Discriminante Lineal (LDA) como clasificador, obtuvimos una precisión del 0.8417. Así mismo, se observa un tasa de error eleveada para las clases minoritarias, por ejemplo, para la clase que define la calidad de un vino como 'pobre' nuestro modelo falla el 84% de los casos (11/13), y para la clases 'bueno' la tasa de error ronda el 54% (38/70). Mientras que para la clase más voluminosa, 'aceptable', se tiene una precisión del 93% (370/397), dejando clara una mejor precisión para clases con mayor cantidad de exponentes.\n\nEn el segundo modelo donde utilizamos primero LDA para reducir la dimensionalidad de nuestros datos y luego Random Forest como clasificador, obtuvimos una precisión del 0.8604, mejorando sensiblemente al primer modelo. La tasa de error sobre las clase mas pequeña, 'pobre', es levemente mayor al primer modelo, con un 92% (12/13) de inexactitud. A su vez para la clase 'bueno' la tasa de error se redujo a 42% (30/70). Al igual que el primer modelo, cuanto mayor el tamaño de la clase, mejor la precisión del modelo, acierta el 93% de las veces.\n\nEl tercer modelo donde el algoritmo Random Forest funciona como predictor sobre el conjunto de datos original, obtuvo una precisión general del 0.8688, ligeramente superior a los dos modelos anteriores. Sin embargo, demostró peor sensibilidad ante clases minoritarias, con un 100% de ineficacia para el grupo 'pobre', y un 52% para 'bueno'. Como contrapartida demuestra gran eficiencia en la clasificación del grupo 'aceptable', el cual cuenta con 397 observaciones.\n\nConsiderando los tres modelos y sus características parece adecuado seleccionar al segundo de ellos, donde se realizó la reducción de dimensiones con LDA y se utilizó el algoritmo de Random Forest para clasificar, como el mejor de ellos. Éste modelo parece balancear mejor su precision en clases minoritarias, siendo mas preciso que sus contrincantes al predecir ocurrencias de la clase 'bueno', y siendo levemente mas impreciso para detectar 'pobres' que el modelo primero."

## 1.4 Puntuación del del ejercicio

Este ejercicio se puntuará con 10 puntos, siendo el mínimo necesario para superar la prueba de 5 puntos. La puntuación es la siguiente:

* Ejercicio 1: 1 punto
* Ejercicio 2: 1 punto
* Ejercicio 3: 1 punto
* Ejercicio 4: 1.5 puntos
* Ejercicio 5: 1.5 puntos
* Ejercicio 6: 1 punto
* Ejercicio 7: 1.5 puntos
* Ejercicio 8: 1 punto
* Ejercicio 9: 0.5 puntos