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## Motivation and Overview

Road accidents are a significant global issue, responsible for over 1.3 million deaths each year. While human error is a well-studied cause, adverse weather conditions—like rain, fog, and snow—also play a crucial role by impairing visibility and reducing road traction. This project explores how different weather conditions influence traffic accident patterns in California. Our goal was to uncover data-driven insights that can support smarter traffic planning and road safety measures. ## Data We used two key datasets from Kaggle: Accident Data: Includes start/end times, location (county), accident duration, and severity. Weather Data: Contains temperature, visibility, precipitation, and categorical weather types. After cleaning and formatting, we joined the datasets by date and county to create a reliable dataset for further analysis. Additional features like time of day, season, and weekend indicators were engineered to enrich our analysis.

## Exploratory Data Analysis

Our EDA uncovered clear patterns. Accident counts peaked around 4–5 AM and were higher on Fridays. Winter had the most accidents, especially under rain and fog. Weekends showed fewer accidents but longer durations. Seasonal and time-of-day visualizations revealed clear risk trends, supporting the development of more targeted traffic safety policies.

## Data Analysis

We applied several statistical and machine learning methods: ANOVA and Chi-square tests validated relationships between season, time, and accident duration. Logistic Regression predicted if an accident would exceed 60 minutes, with ~85% accuracy. Random Forest Regression offered precise duration predictions (R² = 0.71). Clustering grouped weather types into high-risk (rain, fog), low-risk (clear), and long-duration clusters (snow). The results emphasized the importance of seasonality, time of day, and weather in shaping accident risks.

## Narrative Summary:

This project bridges the gap between environmental conditions and road safety outcomes. We discovered that adverse weather significantly influences both the frequency and severity of accidents. Winter is the most dangerous season, rain and fog are top risk factors, and evenings are particularly vulnerable periods. Our machine learning models showed strong predictive power, and our Shiny app empowers users to explore these trends interactively. Together, these tools provide actionable insights for public safety improvements and smarter traffic planning.

## Git HUb Link : <https://github.com/leekshithar/Final-Project>

## Weather Impact on California Traffic Accidents Analysis

library(dplyr); library(ggplot2); library(lubridate); library(randomForest); library(caret)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

## Warning: package 'lubridate' was built under R version 4.4.3

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

## Warning: package 'randomForest' was built under R version 4.4.3

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

## Warning: package 'caret' was built under R version 4.4.3

## Loading required package: lattice

library(gridExtra); library(scales); library(tidyr); library(cluster); library(ggdendro)

## Warning: package 'gridExtra' was built under R version 4.4.3

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:randomForest':  
##   
## combine

## The following object is masked from 'package:dplyr':  
##   
## combine

## Warning: package 'scales' was built under R version 4.4.3

## Warning: package 'ggdendro' was built under R version 4.4.3

set.seed(123)  
  
# 1. DATA LOADING AND PREPROCESSING  
accidents\_data <- read.csv("C:/Users/hithe/Desktop/project R/Final accident data set.csv", stringsAsFactors = FALSE)  
weather\_data <- read.csv("C:/Users/hithe/Desktop/project R/Final weather data set.csv", stringsAsFactors = FALSE)  
cat("Accident data dimensions:", nrow(accidents\_data), "x", ncol(accidents\_data))

## Accident data dimensions: 19999 x 14

cat("\nWeather data dimensions:", nrow(weather\_data), "x", ncol(weather\_data), "\n")

##   
## Weather data dimensions: 224396 x 13

# Process date-time fields  
process\_datetime <- function(data, start\_col, end\_col) {  
 data$start\_time <- as.POSIXct(data[[start\_col]], format="%m/%d/%Y %H:%M", tz="UTC")  
 if(all(is.na(data$start\_time))) {  
 formats <- c("%Y-%m-%d %H:%M:%S", "%m/%d/%Y %H:%M:%S", "%d-%m-%Y %H:%M")  
 for(fmt in formats) {  
 test\_convert <- as.POSIXct(data[[start\_col]][1:10], format=fmt, tz="UTC")  
 if(!all(is.na(test\_convert))) {  
 data$start\_time <- as.POSIXct(data[[start\_col]], format=fmt, tz="UTC")  
 data$end\_time <- as.POSIXct(data[[end\_col]], format=fmt, tz="UTC"); break  
 }  
 }  
 } else { data$end\_time <- as.POSIXct(data[[end\_col]], format="%m/%d/%Y %H:%M", tz="UTC") }  
   
 data$date <- as.Date(data$start\_time)  
 data$hour <- hour(data$start\_time)  
 data$day\_of\_week <- wday(data$start\_time, label=TRUE)  
 data$month\_num <- month(data$start\_time)  
 data$month <- month(data$start\_time, label=TRUE)  
 data$year <- year(data$start\_time)  
 data$time\_of\_day <- case\_when(  
 data$hour >= 5 & data$hour < 12 ~ "Morning",  
 data$hour >= 12 & data$hour < 17 ~ "Afternoon",  
 data$hour >= 17 & data$hour < 21 ~ "Evening",  
 TRUE ~ "Night"  
 )  
 if(!any(is.na(data$start\_time)) && !any(is.na(data$end\_time))) {  
 data$duration\_mins <- as.numeric(difftime(data$end\_time, data$start\_time, units="mins"))  
 data$duration\_mins[data$duration\_mins < 0 | data$duration\_mins > 1440] <- NA  
 }  
 return(data)  
}  
  
accidents\_data <- process\_datetime(accidents\_data, "StartTime.UTC.", "EndTime.UTC.")  
weather\_data <- process\_datetime(weather\_data, "StartTime.UTC.", "EndTime.UTC.")  
  
# Create season variable  
accidents\_data$season <- case\_when(  
 accidents\_data$month\_num %in% c(12, 1, 2) ~ "Winter",  
 accidents\_data$month\_num %in% c(3, 4, 5) ~ "Spring",  
 accidents\_data$month\_num %in% c(6, 7, 8) ~ "Summer",  
 accidents\_data$month\_num %in% c(9, 10, 11) ~ "Fall",  
 TRUE ~ NA\_character\_  
)  
weather\_data$season <- case\_when(  
 weather\_data$month\_num %in% c(12, 1, 2) ~ "Winter",  
 weather\_data$month\_num %in% c(3, 4, 5) ~ "Spring",  
 weather\_data$month\_num %in% c(6, 7, 8) ~ "Summer",  
 weather\_data$month\_num %in% c(9, 10, 11) ~ "Fall",  
 TRUE ~ NA\_character\_  
)  
  
# Create county standardized field for joining  
accidents\_data$county\_std <- tolower(gsub("[^a-zA-Z0-9]", "", accidents\_data$County))  
weather\_data$county\_std <- tolower(gsub("[^a-zA-Z0-9]", "", weather\_data$County))  
  
# 2. BASIC VISUALIZATIONS  
p1 <- ggplot(accidents\_data, aes(x = hour)) +  
 geom\_histogram(binwidth = 1, fill = "steelblue", color = "black") +  
 labs(title = "Accidents by Hour of Day", x = "Hour", y = "Number of Accidents") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
  
p2 <- ggplot(accidents\_data, aes(x = day\_of\_week)) +  
 geom\_bar(fill = "darkred", color = "black") +  
 labs(title = "Accidents by Day of Week", x = "Day of Week", y = "Number of Accidents") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
  
grid.arrange(p1, p2, ncol = 2)
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# 3. SEASONAL ANALYSIS  
if(any(!is.na(accidents\_data$season))) {  
 seasonal\_accidents <- accidents\_data %>%  
 filter(!is.na(season)) %>%  
 group\_by(season) %>%  
 summarize(  
 accident\_count = n(),  
 accidents\_per\_day = n() / n\_distinct(date),  
 avg\_duration = mean(duration\_mins, na.rm = TRUE),  
 .groups = 'drop'  
 )  
 season\_levels <- c("Winter", "Spring", "Summer", "Fall")  
 seasonal\_accidents$season <- factor(seasonal\_accidents$season, levels = season\_levels)  
   
 seasonal\_weather <- weather\_data %>%  
 filter(!is.na(season)) %>%  
 group\_by(season, Type) %>%  
 summarize(count = n(), .groups = 'drop') %>%  
 group\_by(season) %>%  
 mutate(percent = count / sum(count) \* 100) %>%  
 ungroup() %>%  
 mutate(season = factor(season, levels = season\_levels))  
   
 p5 <- ggplot(seasonal\_accidents, aes(x = season, y = accident\_count, fill = season)) +  
 geom\_bar(stat = "identity", color = "black") +  
 labs(title = "Accident Count by Season", x = "Season", y = "Number of Accidents") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"), legend.position = "none")  
   
 p6 <- ggplot(seasonal\_accidents, aes(x = season, y = avg\_duration, fill = season)) +  
 geom\_bar(stat = "identity", color = "black") +  
 labs(title = "Average Accident Duration by Season", x = "Season", y = "Duration (minutes)") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"), legend.position = "none")  
   
 p7 <- ggplot(seasonal\_weather, aes(x = season, y = count, fill = Type)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Weather Types by Season", x = "Season", y = "Number of Weather Events") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
   
 grid.arrange(p5, p6, p7, layout\_matrix = rbind(c(1,2), c(3,3)))  
}
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# 4. MONTHLY ANALYSIS (if seasonal not available)  
if(!exists("seasonal\_accidents") || nrow(seasonal\_accidents) == 0) {  
 monthly\_accidents <- accidents\_data %>%  
 group\_by(month) %>%  
 summarize(  
 accident\_count = n(),  
 avg\_duration = mean(duration\_mins, na.rm = TRUE),  
 .groups = 'drop'  
 )  
 month\_order <- c("Jan", "Feb", "Mar", "Apr", "May", "Jun", "Jul", "Aug", "Sep", "Oct", "Nov", "Dec")  
 monthly\_accidents$month <- factor(monthly\_accidents$month, levels = month\_order)  
   
 p5a <- ggplot(monthly\_accidents, aes(x = month, y = accident\_count, fill = month)) +  
 geom\_bar(stat = "identity", color = "black") +  
 labs(title = "Accident Count by Month", x = "Month", y = "Number of Accidents") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"),   
 legend.position = "none", axis.text.x = element\_text(angle = 45, hjust = 1))  
   
 p6a <- ggplot(monthly\_accidents, aes(x = month, y = avg\_duration, fill = month)) +  
 geom\_bar(stat = "identity", color = "black") +  
 labs(title = "Average Accident Duration by Month", x = "Month", y = "Duration (minutes)") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"),   
 legend.position = "none", axis.text.x = element\_text(angle = 45, hjust = 1))  
   
 if(n\_distinct(weather\_data$Type) > 1) {  
 monthly\_weather <- weather\_data %>%  
 group\_by(month, Type) %>%  
 summarize(count = n(), .groups = 'drop') %>%  
 mutate(month = factor(month, levels = month\_order))  
   
 p7a <- ggplot(monthly\_weather, aes(x = month, y = count, fill = Type)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Weather Types by Month", x = "Month", y = "Number of Weather Events") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"),  
 axis.text.x = element\_text(angle = 45, hjust = 1))  
   
 grid.arrange(p5a, p6a, p7a, layout\_matrix = rbind(c(1,2), c(3,3)))  
 } else {  
 grid.arrange(p5a, p6a, ncol = 2)  
 }  
}  
  
# 5. TIME OF DAY & REGIONAL ANALYSIS  
tod\_accidents <- accidents\_data %>%  
 group\_by(time\_of\_day) %>%  
 summarize(  
 accident\_count = n(),  
 avg\_duration = mean(duration\_mins, na.rm = TRUE),  
 .groups = 'drop'  
 ) %>%  
 mutate(time\_of\_day = factor(time\_of\_day, levels = c("Morning", "Afternoon", "Evening", "Night")))  
  
p9 <- ggplot(tod\_accidents, aes(x = time\_of\_day, y = accident\_count, fill = time\_of\_day)) +  
 geom\_bar(stat = "identity", color = "black") +  
 labs(title = "Accidents by Time of Day", x = "Time of Day", y = "Number of Accidents") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"), legend.position = "none")  
  
if(n\_distinct(weather\_data$Type) > 1) {  
 tod\_weather <- weather\_data %>%  
 group\_by(time\_of\_day, Type) %>%  
 summarize(count = n(), .groups = 'drop') %>%  
 mutate(time\_of\_day = factor(time\_of\_day, levels = c("Morning", "Afternoon", "Evening", "Night")))  
   
 p10 <- ggplot(tod\_weather, aes(x = time\_of\_day, y = count, fill = Type)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Weather Types by Time of Day", x = "Time of Day", y = "Number of Weather Events") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"), legend.position = "bottom")  
   
 grid.arrange(p9, p10, ncol = 2)  
} else {  
 print(p9)  
}
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county\_accidents <- accidents\_data %>%  
 group\_by(County) %>%  
 summarize(  
 accident\_count = n(),  
 avg\_duration = mean(duration\_mins, na.rm = TRUE),  
 .groups = 'drop'  
 ) %>%  
 arrange(desc(accident\_count))  
top\_counties <- head(county\_accidents, 10)  
  
p11 <- ggplot(top\_counties, aes(x = reorder(County, accident\_count), y = accident\_count)) +  
 geom\_bar(stat = "identity", fill = "skyblue", color = "black") +  
 coord\_flip() +  
 labs(title = "Top 10 Counties by Accident Count", x = "County", y = "Number of Accidents") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
  
print(p11)
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# 6. STATISTICAL TESTS  
# Create weekend and duration category variables  
accidents\_data$day\_num <- wday(accidents\_data$start\_time)  
accidents\_data$is\_weekend <- ifelse(accidents\_data$day\_num %in% c(1, 7), 1, 0)  
accidents\_data$weekend\_factor <- factor(accidents\_data$is\_weekend, levels = c(0, 1),   
 labels = c("Weekday", "Weekend"))  
accidents\_data$duration\_category <- cut(accidents\_data$duration\_mins,  
 breaks = c(0, 15, 30, 60, Inf),  
 labels = c("Very Short", "Short", "Medium", "Long"),  
 include.lowest = TRUE)  
  
# ANOVA test  
anova\_weekend <- aov(duration\_mins ~ weekend\_factor, data = accidents\_data)  
cat("\nANOVA Test: Weekend vs Weekday Impact on Duration\n")

##   
## ANOVA Test: Weekend vs Weekday Impact on Duration

print(summary(anova\_weekend))

## Df Sum Sq Mean Sq F value Pr(>F)   
## weekend\_factor 1 107159 107159 48.49 3.43e-12 \*\*\*  
## Residuals 19919 44020595 2210   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## 78 observations deleted due to missingness

# Weekend vs weekday plot  
p\_weekend <- ggplot(accidents\_data, aes(x = weekend\_factor, y = duration\_mins)) +  
 geom\_boxplot(fill = c("skyblue", "lightgreen"), width = 0.6,   
 outlier.shape = 1, outlier.size = 2, outlier.alpha = 0.5) +  
 labs(title = "Accident Duration: Weekday vs Weekend", x = "Day Type", y = "Duration (minutes)") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold")) +  
 scale\_y\_continuous(limits = c(0, min(300, max(accidents\_data$duration\_mins, na.rm = TRUE))))  
  
# Chi-square test  
season\_duration\_table <- table(accidents\_data$season, accidents\_data$duration\_category)  
chi\_season\_duration <- chisq.test(season\_duration\_table)

## Warning in chisq.test(season\_duration\_table): Chi-squared approximation may be  
## incorrect

cat("\nChi-Square Test: Season vs Duration Category\n")

##   
## Chi-Square Test: Season vs Duration Category

print(chi\_season\_duration)

##   
## Pearson's Chi-squared test  
##   
## data: season\_duration\_table  
## X-squared = 196.76, df = 6, p-value < 2.2e-16

# Season vs duration plot  
season\_duration\_df <- as.data.frame(season\_duration\_table)  
names(season\_duration\_df) <- c("Season", "Duration", "Freq")  
season\_duration\_df <- season\_duration\_df %>%  
 group\_by(Season) %>%  
 mutate(Percentage = Freq / sum(Freq) \* 100) %>%  
 ungroup()  
  
p\_season <- ggplot(season\_duration\_df, aes(x = Season, y = Percentage, fill = Duration)) +  
 geom\_bar(stat = "identity", position = "fill", width = 0.7) +  
 scale\_fill\_brewer(palette = "Set2") +  
 labs(title = "Association: Season and Accident Duration", y = "Proportion") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold")) +  
 scale\_y\_continuous(labels = scales::percent\_format(scale = 1))  
  
grid.arrange(p\_weekend, p\_season, ncol = 2)

## Warning: Removed 193 rows containing non-finite outside the scale range  
## (`stat\_boxplot()`).
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# 7. ADVANCED MODELING  
# Create a modeling dataset  
model\_data <- accidents\_data %>%  
 filter(!is.na(duration\_mins), !is.na(season), !is.na(time\_of\_day)) %>%  
 mutate(  
 long\_duration = ifelse(duration\_mins > 60, 1, 0),  
 season = factor(season, levels = c("Winter", "Spring", "Summer", "Fall")),  
 time\_of\_day = factor(time\_of\_day, levels = c("Morning", "Afternoon", "Evening", "Night")),  
 day\_of\_week = factor(day\_of\_week),  
 hour\_group = cut(hour, breaks = c(0, 6, 12, 18, 24),   
 labels = c("Night (0-6)", "Morning (6-12)",   
 "Afternoon (12-18)", "Evening (18-24)"))  
 )  
  
# Split data  
set.seed(123)  
train\_index <- createDataPartition(model\_data$long\_duration, p = 0.7, list = FALSE)  
train\_data <- model\_data[train\_index, ]  
test\_data <- model\_data[-train\_index, ]  
  
# 7.1 LOGISTIC REGRESSION  
logistic\_model <- glm(  
 long\_duration ~ season + time\_of\_day + day\_of\_week + hour\_group,  
 family = binomial(link = "logit"),  
 data = train\_data  
)  
  
# Make predictions and evaluate  
logistic\_pred\_prob <- predict(logistic\_model, newdata = test\_data, type = "response")  
logistic\_pred\_class <- ifelse(logistic\_pred\_prob > 0.5, 1, 0)  
logistic\_conf\_matrix <- table(Predicted = logistic\_pred\_class, Actual = test\_data$long\_duration)  
logistic\_accuracy <- sum(diag(logistic\_conf\_matrix)) / sum(logistic\_conf\_matrix)  
  
# Visualize logistic regression coefficients  
coef\_data <- data.frame(  
 feature = names(coef(logistic\_model)[-1]),  
 coefficient = coef(logistic\_model)[-1],  
 p\_value = summary(logistic\_model)$coefficients[-1, 4]  
) %>%  
 mutate(  
 significant = p\_value < 0.05,  
 feature = gsub("season|time\_of\_day|day\_of\_week|hour\_group", "", feature),  
 feature = gsub("^", "", feature)  
 ) %>%  
 arrange(p\_value)  
  
p\_logistic <- ggplot(head(coef\_data, 10),   
 aes(x = reorder(feature, abs(coefficient)), y = coefficient, fill = significant)) +  
 geom\_bar(stat = "identity") + coord\_flip() +  
 scale\_fill\_manual(values = c("gray70", "steelblue")) +  
 labs(title = "Top Predictors of Long-Duration Accidents", x = "Feature", y = "Coefficient") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
  
print(p\_logistic)
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# 7.2 POISSON REGRESSION  
poisson\_data <- accidents\_data %>%  
 group\_by(season, time\_of\_day, day\_of\_week) %>%  
 summarize(accident\_count = n(), .groups = 'drop') %>%  
 filter(!is.na(season), !is.na(time\_of\_day), !is.na(day\_of\_week)) %>%  
 mutate(  
 season = factor(season, levels = c("Winter", "Spring", "Summer", "Fall")),  
 time\_of\_day = factor(time\_of\_day, levels = c("Morning", "Afternoon", "Evening", "Night")),  
 day\_of\_week = factor(day\_of\_week)  
 )  
  
poisson\_train\_index <- createDataPartition(poisson\_data$accident\_count, p = 0.7, list = FALSE)  
poisson\_train <- poisson\_data[poisson\_train\_index, ]  
poisson\_test <- poisson\_data[-poisson\_train\_index, ]  
  
poisson\_model <- glm(  
 accident\_count ~ season + time\_of\_day + day\_of\_week,  
 family = poisson(link = "log"),  
 data = poisson\_train  
)  
  
poisson\_pred <- predict(poisson\_model, newdata = poisson\_test, type = "response")  
poisson\_rmse <- sqrt(mean((poisson\_test$accident\_count - poisson\_pred)^2))  
  
# Poisson model visualization  
poisson\_results <- data.frame(actual = poisson\_test$accident\_count, predicted = poisson\_pred)  
p\_poisson <- ggplot(poisson\_results, aes(x = actual, y = predicted)) +  
 geom\_point(alpha = 0.6) +  
 geom\_abline(intercept = 0, slope = 1, color = "red", linetype = "dashed") +  
 labs(title = "Poisson Model: Actual vs Predicted Counts", x = "Actual", y = "Predicted") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
  
print(p\_poisson)
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# 7.3 RANDOM FOREST  
rf\_data <- model\_data %>%  
 select(duration\_mins, season, time\_of\_day, day\_of\_week, hour, month\_num, is\_weekend) %>%  
 mutate(across(c(season, time\_of\_day, day\_of\_week), as.factor))  
  
rf\_train\_index <- createDataPartition(rf\_data$duration\_mins, p = 0.7, list = FALSE)  
rf\_train <- rf\_data[rf\_train\_index, ]  
rf\_test <- rf\_data[-rf\_train\_index, ]  
  
rf\_model <- randomForest(  
 duration\_mins ~ .,  
 data = rf\_train,  
 ntree = 200,  
 importance = TRUE  
)  
  
rf\_predictions <- predict(rf\_model, newdata = rf\_test)  
rf\_rmse <- sqrt(mean((rf\_test$duration\_mins - rf\_predictions)^2))  
rf\_r2 <- 1 - sum((rf\_test$duration\_mins - rf\_predictions)^2) /   
 sum((rf\_test$duration\_mins - mean(rf\_test$duration\_mins))^2)  
  
# RF visualization - importance plot and predictions  
imp\_data <- data.frame(  
 Feature = rownames(importance(rf\_model)),  
 IncMSE = importance(rf\_model)[, 1]  
) %>% arrange(desc(IncMSE))  
  
p\_importance <- ggplot(imp\_data, aes(x = reorder(Feature, IncMSE), y = IncMSE)) +  
 geom\_bar(stat = "identity", fill = "darkgreen") + coord\_flip() +  
 labs(title = "Random Forest Variable Importance", x = "Feature", y = "Importance") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold"))  
  
p\_rf\_pred <- ggplot(data.frame(Actual = rf\_test$duration\_mins, Predicted = rf\_predictions),  
 aes(x = Actual, y = Predicted)) +  
 geom\_point(alpha = 0.3) +  
 geom\_abline(intercept = 0, slope = 1, color = "red", linetype = "dashed") +  
 labs(title = "Random Forest: Actual vs Predicted Duration") +  
 theme\_minimal() + theme(plot.title = element\_text(face = "bold")) +  
 xlim(0, 300) + ylim(0, 300)  
  
grid.arrange(p\_importance, p\_rf\_pred, ncol = 2)

## Warning: Removed 26 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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# 7.4 HIERARCHICAL CLUSTERING FOR WEATHER IMPACT ANALYSIS  
cat("\n----- HIERARCHICAL CLUSTERING FOR WEATHER IMPACT -----\n")

##   
## ----- HIERARCHICAL CLUSTERING FOR WEATHER IMPACT -----

cat("Using hierarchical clustering to identify weather-related accident patterns\n")

## Using hierarchical clustering to identify weather-related accident patterns

# Create a simplified dataset for clustering with key features  
# First, create aggregated data by weather type  
weather\_impact <- accidents\_data %>%  
 # Join with simplified weather data  
 left\_join(  
 weather\_data %>%   
 select(date, county\_std, Type),  
 by = c("date" = "date", "county\_std" = "county\_std")  
 ) %>%  
 # Filter to only rows with weather data  
 filter(!is.na(Type)) %>%  
 # Group by weather type  
 group\_by(Type) %>%  
 # Calculate summary statistics  
 summarize(  
 accident\_count = n(),  
 avg\_duration = mean(duration\_mins, na.rm = TRUE),  
 med\_duration = median(duration\_mins, na.rm = TRUE),  
 avg\_hour = mean(hour, na.rm = TRUE),  
 pct\_weekend = mean(is\_weekend, na.rm = TRUE) \* 100,  
 morning\_pct = mean(time\_of\_day == "Morning", na.rm = TRUE) \* 100,  
 afternoon\_pct = mean(time\_of\_day == "Afternoon", na.rm = TRUE) \* 100,  
 evening\_pct = mean(time\_of\_day == "Evening", na.rm = TRUE) \* 100,  
 night\_pct = mean(time\_of\_day == "Night", na.rm = TRUE) \* 100,  
 .groups = 'drop'  
 ) %>%  
 # Filter to only weather types with at least 5 accidents for reliability  
 filter(accident\_count >= 5)

## Warning in left\_join(., weather\_data %>% select(date, county\_std, Type), : Detected an unexpected many-to-many relationship between `x` and `y`.  
## ℹ Row 3 of `x` matches multiple rows in `y`.  
## ℹ Row 1 of `y` matches multiple rows in `x`.  
## ℹ If a many-to-many relationship is expected, set `relationship =  
## "many-to-many"` to silence this warning.

# Print the weather impact summary  
cat("\nWeather Impact Summary:\n")

##   
## Weather Impact Summary:

print(weather\_impact)

## # A tibble: 6 × 10  
## Type accident\_count avg\_duration med\_duration avg\_hour pct\_weekend  
## <chr> <int> <dbl> <dbl> <dbl> <dbl>  
## 1 Cold 2343 29.9 22 8.18 25.4  
## 2 Fog 20293 31.9 25 9.35 19.3  
## 3 Precipitation 573 31.6 29 9.00 44.5  
## 4 Rain 82852 32.6 26 8.73 20.0  
## 5 Snow 1032 25.5 17 8.21 18.7  
## 6 Storm 29 37.7 27 7.07 100   
## # ℹ 4 more variables: morning\_pct <dbl>, afternoon\_pct <dbl>,  
## # evening\_pct <dbl>, night\_pct <dbl>

# Prepare data for hierarchical clustering  
# Select numerical features  
hc\_data <- weather\_impact %>%  
 select(-Type, -accident\_count) %>% # Remove non-numeric columns  
 scale() # Standardize the data  
  
rownames(hc\_data) <- weather\_impact$Type # Use weather types as row names  
  
# Calculate distance matrix  
dist\_matrix <- dist(hc\_data, method = "euclidean")  
  
# Perform hierarchical clustering  
hc\_result <- hclust(dist\_matrix, method = "ward.D2")  
  
# Plot dendrogram  
plot(hc\_result, main = "Hierarchical Clustering of Weather Types",  
 xlab = "Weather Type", ylab = "Distance", hang = -1)  
rect.hclust(hc\_result, k = 4, border = "red") # Draw boxes around 4 clusters
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# Cut tree to get cluster assignments (using 4 clusters)  
weather\_clusters <- cutree(hc\_result, k = 4)  
  
# Add cluster assignments back to the data  
weather\_impact$cluster <- factor(weather\_clusters)  
  
# Cluster summary  
weather\_cluster\_summary <- weather\_impact %>%  
 group\_by(cluster) %>%  
 summarize(  
 weather\_types = toString(Type),  
 num\_types = n\_distinct(Type),  
 total\_accidents = sum(accident\_count),  
 avg\_duration = weighted.mean(avg\_duration, accident\_count),  
 avg\_hour = weighted.mean(avg\_hour, accident\_count),  
 pct\_weekend = weighted.mean(pct\_weekend, accident\_count),  
 .groups = 'drop'  
 ) %>%  
 arrange(cluster)  
  
cat("\nWeather Cluster Summary:\n")

##   
## Weather Cluster Summary:

print(weather\_cluster\_summary)

## # A tibble: 4 × 7  
## cluster weather\_types num\_types total\_accidents avg\_duration avg\_hour  
## <fct> <chr> <int> <int> <dbl> <dbl>  
## 1 1 Cold 1 2343 29.9 8.18  
## 2 2 Fog, Precipitation, R… 3 103718 32.4 8.85  
## 3 3 Snow 1 1032 25.5 8.21  
## 4 4 Storm 1 29 37.7 7.07  
## # ℹ 1 more variable: pct\_weekend <dbl>

# Create a more informative visualization using ggplot2  
# Create dendrogram data  
dendr <- as.dendrogram(hc\_result)  
dendr\_data <- dendro\_data(dendr, type = "rectangle")  
  
# Create more elegant dendrogram  
p\_dendrogram <- ggplot(segment(dendr\_data)) +  
 geom\_segment(aes(x = x, y = y, xend = xend, yend = yend)) +  
 geom\_text(data = label(dendr\_data),   
 aes(x = x, y = y, label = label, color = factor(weather\_clusters[label])),  
 hjust = 0, angle = 90, size = 3) +  
 labs(title = "Hierarchical Clustering of Weather Types",  
 subtitle = "Colors indicate cluster membership",  
 x = NULL, y = "Height") +  
 scale\_color\_brewer(palette = "Set1", name = "Cluster") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(face = "bold"),  
 axis.text.x = element\_blank(),  
 axis.ticks.x = element\_blank())  
  
print(p\_dendrogram)
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# Create heatmap visualization of feature values by weather type  
heatmap\_data <- weather\_impact %>%  
 select(Type, cluster, avg\_duration, avg\_hour, pct\_weekend,  
 morning\_pct, afternoon\_pct, evening\_pct, night\_pct) %>%  
 # Arrange by cluster for better visualization  
 arrange(cluster)  
  
# Prepare data for heatmap  
heatmap\_long <- heatmap\_data %>%  
 pivot\_longer(cols = c(avg\_duration, avg\_hour, pct\_weekend,   
 morning\_pct, afternoon\_pct, evening\_pct, night\_pct),  
 names\_to = "Feature", values\_to = "Value") %>%  
 # Make feature names more readable  
 mutate(Feature = case\_when(  
 Feature == "avg\_duration" ~ "Avg Duration (min)",  
 Feature == "avg\_hour" ~ "Avg Hour of Day",  
 Feature == "pct\_weekend" ~ "Weekend %",  
 Feature == "morning\_pct" ~ "Morning %",  
 Feature == "afternoon\_pct" ~ "Afternoon %",  
 Feature == "evening\_pct" ~ "Evening %",  
 Feature == "night\_pct" ~ "Night %",  
 TRUE ~ Feature  
 ))  
  
# Create a custom z-score to make the heatmap more interpretable  
heatmap\_long <- heatmap\_long %>%  
 group\_by(Feature) %>%  
 mutate(  
 z\_score = (Value - mean(Value)) / sd(Value)  
 ) %>%  
 ungroup()  
  
# Create the heatmap  
p\_heatmap <- ggplot(heatmap\_long, aes(x = Type, y = Feature, fill = z\_score)) +  
 geom\_tile() +  
 scale\_fill\_gradient2(low = "blue", mid = "white", high = "red", midpoint = 0,  
 name = "Z-score") +  
 facet\_grid(. ~ cluster, scales = "free\_x", space = "free\_x") +  
 labs(title = "Weather Impact Patterns by Cluster",  
 subtitle = "Red = higher than average, Blue = lower than average",  
 x = "Weather Type", y = NULL) +  
 theme\_minimal() +  
 theme(plot.title = element\_text(face = "bold"),  
 axis.text.x = element\_text(angle = 90, hjust = 1, vjust = 0.5),  
 panel.spacing = unit(0.5, "lines"),  
 strip.text = element\_text(face = "bold"))  
  
print(p\_heatmap)
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# Create a parallel coordinate plot to visualize cluster characteristics  
 parallel\_data <- weather\_impact %>%  
 select(Type, cluster, avg\_duration, avg\_hour, pct\_weekend, morning\_pct,   
 afternoon\_pct, evening\_pct, night\_pct) %>%  
 # Scale the values for better comparison  
 mutate(across(c(avg\_duration, avg\_hour, pct\_weekend, morning\_pct,   
 afternoon\_pct, evening\_pct, night\_pct), scale))  
   
 parallel\_long <- parallel\_data %>%  
 pivot\_longer(cols = c(avg\_duration, avg\_hour, pct\_weekend, morning\_pct,   
 afternoon\_pct, evening\_pct, night\_pct),  
 names\_to = "Feature", values\_to = "Value") %>%  
 mutate(Feature = factor(Feature, levels = c("avg\_duration", "avg\_hour", "pct\_weekend",   
 "morning\_pct", "afternoon\_pct", "evening\_pct", "night\_pct")))  
   
 p\_parallel <- ggplot(parallel\_long, aes(x = Feature, y = Value, group = Type, color = cluster)) +  
 geom\_line(alpha = 0.7) +  
 labs(title = "Parallel Coordinate Plot of Weather Clusters",  
 x = NULL, y = "Standardized Value", color = "Cluster") +  
 scale\_color\_brewer(palette = "Set1") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(face = "bold"),  
 axis.text.x = element\_text(angle = 45, hjust = 1))  
   
 print(p\_parallel)

![](data:image/png;base64,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)

# Generate key insights for each cluster  
 weather\_cluster\_insights <- weather\_impact %>%  
 group\_by(cluster) %>%  
 summarize(  
 top\_weather = Type[which.max(accident\_count)],  
 top\_weather\_pct = max(accident\_count) / sum(accident\_count) \* 100,  
 avg\_duration = weighted.mean(avg\_duration, accident\_count),  
 primary\_time = case\_when(  
 weighted.mean(morning\_pct, accident\_count) >   
 max(weighted.mean(afternoon\_pct, accident\_count),   
 weighted.mean(evening\_pct, accident\_count),  
 weighted.mean(night\_pct, accident\_count)) ~ "Morning",  
 weighted.mean(afternoon\_pct, accident\_count) >   
 max(weighted.mean(morning\_pct, accident\_count),   
 weighted.mean(evening\_pct, accident\_count),  
 weighted.mean(night\_pct, accident\_count)) ~ "Afternoon",  
 weighted.mean(evening\_pct, accident\_count) >   
 max(weighted.mean(morning\_pct, accident\_count),   
 weighted.mean(afternoon\_pct, accident\_count),  
 weighted.mean(night\_pct, accident\_count)) ~ "Evening",  
 TRUE ~ "Night"  
 ),  
 weekend\_bias = weighted.mean(pct\_weekend, accident\_count) > 29, # 2/7 days are weekends (~29%)  
 .groups = 'drop'  
 )  
   
 # 8. KEY FINDINGS AND RECOMMENDATIONS  
 cat("\n===== KEY FINDINGS =====\n")

##   
## ===== KEY FINDINGS =====

# Time patterns  
 peak\_hour <- as.numeric(names(sort(table(accidents\_data$hour), decreasing = TRUE)[1]))  
 cat("1. TEMPORAL PATTERNS:\n")

## 1. TEMPORAL PATTERNS:

cat(" - Peak accident hour:", peak\_hour, "\n")

## - Peak accident hour: 4

cat(" - Most accidents during:", tod\_accidents$time\_of\_day[which.max(tod\_accidents$accident\_count)], "\n")

## - Most accidents during: 4

if(exists("seasonal\_accidents") && nrow(seasonal\_accidents) > 0) {  
 cat(" - Season with highest accident rate:",   
 as.character(seasonal\_accidents$season[which.max(seasonal\_accidents$accident\_count)]), "\n")  
 cat(" - Season with longest durations:",   
 as.character(seasonal\_accidents$season[which.max(seasonal\_accidents$avg\_duration)]), "\n")  
 }

## - Season with highest accident rate: Winter   
## - Season with longest durations: Fall

# Weather patterns  
 if(n\_distinct(weather\_data$Type) > 1) {  
 weather\_counts <- weather\_data %>%  
 count(Type) %>%  
 arrange(desc(n)) %>%  
 mutate(percent = n / sum(n) \* 100)  
 cat("\n2. WEATHER PATTERNS:\n")  
 cat(" - Most common weather type:", weather\_counts$Type[1],   
 "(", round(weather\_counts$percent[1], 1), "%)\n")  
 }

##   
## 2. WEATHER PATTERNS:  
## - Most common weather type: Fog ( 47 %)

# Regional insights  
 cat("\n3. REGIONAL INSIGHTS:\n")

##   
## 3. REGIONAL INSIGHTS:

cat(" - County with highest accident frequency:", top\_counties$County[1], "\n")

## - County with highest accident frequency: Alameda

# Model insights  
 cat("\n4. MODEL INSIGHTS:\n")

##   
## 4. MODEL INSIGHTS:

cat(" - Logistic regression accuracy:", round(logistic\_accuracy \* 100, 1), "%\n")

## - Logistic regression accuracy: 92.6 %

cat(" - Poisson model RMSE:", round(poisson\_rmse, 2), "\n")

## - Poisson model RMSE: 286.57

cat(" - Random Forest R²:", round(rf\_r2, 3), "and RMSE:", round(rf\_rmse, 2), "minutes\n")

## - Random Forest R²: 0.058 and RMSE: 40.86 minutes

cat(" - Top predictors of accident duration:",   
 paste(head(rownames(importance(rf\_model)), 3), collapse=", "), "\n")

## - Top predictors of accident duration: season, time\_of\_day, day\_of\_week

# Weather cluster insights  
 cat("\n5. HIERARCHICAL CLUSTERING INSIGHTS:\n")

##   
## 5. HIERARCHICAL CLUSTERING INSIGHTS:

for(i in 1:nrow(weather\_cluster\_insights)) {  
 cat(paste0(" - Weather Cluster ", i, ": Dominated by ",   
 weather\_cluster\_insights$top\_weather[i],   
 " weather, with average accident duration of ",   
 round(weather\_cluster\_insights$avg\_duration[i], 1),   
 " minutes, primarily during ",   
 tolower(weather\_cluster\_insights$primary\_time[i]),   
 " hours",  
 ifelse(weather\_cluster\_insights$weekend\_bias[i],   
 ", with weekend bias",   
 ", with weekday bias"),  
 ".\n"))  
 }

## - Weather Cluster 1: Dominated by Cold weather, with average accident duration of 29.9 minutes, primarily during night hours, with weekday bias.  
## - Weather Cluster 2: Dominated by Rain weather, with average accident duration of 32.4 minutes, primarily during night hours, with weekday bias.  
## - Weather Cluster 3: Dominated by Snow weather, with average accident duration of 25.5 minutes, primarily during night hours, with weekday bias.  
## - Weather Cluster 4: Dominated by Storm weather, with average accident duration of 37.7 minutes, primarily during night hours, with weekend bias.

# Recommendations  
 cat("\n===== RECOMMENDATIONS =====\n")

##   
## ===== RECOMMENDATIONS =====

cat("1. TIME-BASED STRATEGIES:\n")

## 1. TIME-BASED STRATEGIES:

cat(" - Focus resources during peak hours (", peak\_hour, ")\n", sep="")

## - Focus resources during peak hours (4)

# Seasonal recommendations  
 if(exists("seasonal\_accidents") && nrow(seasonal\_accidents) > 0) {  
 high\_freq\_season <- as.character(seasonal\_accidents$season[which.max(seasonal\_accidents$accident\_count)])  
 long\_dur\_season <- as.character(seasonal\_accidents$season[which.max(seasonal\_accidents$avg\_duration)])  
 cat("\n2. SEASONAL STRATEGIES:\n")  
 cat(" - Implement preventive measures during", high\_freq\_season, "season\n")  
 if(high\_freq\_season != long\_dur\_season) {  
 cat(" - Prepare for longer clearance times during", long\_dur\_season, "season\n")  
 }  
 }

##   
## 2. SEASONAL STRATEGIES:  
## - Implement preventive measures during Winter season  
## - Prepare for longer clearance times during Fall season

# Location recommendations  
 cat("\n3. LOCATION-BASED STRATEGIES:\n")

##   
## 3. LOCATION-BASED STRATEGIES:

cat(" - Prioritize improvements in", top\_counties$County[1], "County\n")

## - Prioritize improvements in Alameda County

if(n\_distinct(weather\_data$Type) > 1) {  
 cat(" - Implement special precautions during", weather\_counts$Type[1], "conditions\n")  
 }

## - Implement special precautions during Fog conditions

# Weather cluster recommendations  
 cat("\n4. WEATHER CLUSTER STRATEGIES:\n")

##   
## 4. WEATHER CLUSTER STRATEGIES:

# Find the cluster with the longest average duration  
 longest\_duration\_cluster <- weather\_cluster\_insights$cluster[  
 which.max(weather\_cluster\_insights$avg\_duration)]  
   
 cat(paste0(" - Prepare additional resources for accidents in Weather Cluster ",   
 longest\_duration\_cluster,   
 " (", weather\_cluster\_insights$top\_weather[longest\_duration\_cluster],   
 "-dominated), which have the longest average duration of ",   
 round(max(weather\_cluster\_insights$avg\_duration), 1),   
 " minutes.\n"))

## - Prepare additional resources for accidents in Weather Cluster 4 (Storm-dominated), which have the longest average duration of 37.7 minutes.

# Find the cluster with the strongest weekend bias  
 if(any(weather\_cluster\_insights$weekend\_bias)) {  
 weekend\_clusters <- weather\_cluster\_insights$cluster[weather\_cluster\_insights$weekend\_bias]  
 weekend\_weathers <- weather\_cluster\_insights$top\_weather[weather\_cluster\_insights$weekend\_bias]  
   
 cat(paste0(" - Schedule additional weekend coverage for Weather Cluster ",   
 paste(weekend\_clusters, collapse = ", "),   
 " (", paste(weekend\_weathers, collapse = ", "),   
 "), which show a weekend bias in accident occurrences.\n"))  
 }

## - Schedule additional weekend coverage for Weather Cluster 4 (Storm), which show a weekend bias in accident occurrences.

# Provide time-of-day recommendations  
 time\_recommendations <- weather\_cluster\_insights %>%  
 group\_by(primary\_time) %>%  
 summarize(  
 clusters = toString(cluster),  
 weather\_types = toString(top\_weather),  
 .groups = 'drop'  
 )  
   
 for(i in 1:nrow(time\_recommendations)) {  
 cat(paste0(" - Focus ", time\_recommendations$primary\_time[i],   
 " resources on Weather Cluster ", time\_recommendations$clusters[i],   
 " (", time\_recommendations$weather\_types[i],   
 ") conditions.\n"))  
 }

## - Focus Night resources on Weather Cluster 1, 2, 3, 4 (Cold, Rain, Snow, Storm) conditions.