What is Testng and Junit?

TestNG is a testing framework inspired from JUnit and NUnit but introducing some new functionalities that make it more powerful and easier to use, such as:

Annotations.

Run your tests in arbitrarily big thread pools with various policies available (all methods in their own thread, one thread per test class, etc...).Test that your code is multithread safe.Flexible test configuration.Support for data-driven testing (with @DataProvider).Support for parameters.Powerful execution model (no more TestSuite).Supported by a variety of tools and plug-ins (Eclipse, IDEA, Maven, etc...).Embeds BeanShell for further flexibility.Default JDK functions for runtime and logging (no dependencies)Dependent methods for application server testing.TestNG is designed to cover all categories of tests: unit, functional, end-to-end, integration, etc...

Example:

import org.testng.annotations.\*;

public class SimpleTest {

public void setUp() {

}

public void aFastTest() {

System.out.println("Fast test");

}

public void aSlowTest() {

System.out.println("Slow test");

}

}

Junit:

JUnit is a unit testing framework for Java programming language. JUnit has been important in the development of test-driven development, and is one of a family of unit testing frameworks collectively known as xUnit, that originated with JUnit.

Example to find maximum number for an array

package com.javatpoint.logic;

public class Calculation {

public static int findMax(int arr[]){

int max=0;

for(int i=1;i<arr.length;i++){

if(max<arr[i])

max=arr[i];

}

return max;

}

}

unit test cases with Testng

package com.asjava;

import org.testng.annotations.\*;

public class TestNGSimpleTest {

int testInt;

public void setUp() {

testInt = 0;

}

public void addTest() {

testInt++;

assert (testInt == 1);

System.out.println("add test");

}

public void subtractTest() {

testInt--;

assert (testInt == -1);

System.out.println("subtract test");

}

}

package com.javarticles.testng;

import org.testng.annotations.Test;

public class UnitLevelTesting {

public void unitTest1() {

System.out.println("Unit test1");

}

public void unitTest2() {

System.out.println("Unit test2");

}

public void unitTest3() {

System.out.println("Unit test3");

}

}

What are important elements in testng.xml?

testng.xml is the main configuration file that defines the suite and tests. suite is top level element in TestNG configuration file and is defined by one XML file.

If you need to have more suites then you need to define separate testng.xml file for each suite like database\_testng.xml, feature\_testng.xml, performance\_testng.xml etc.

Structure of testng.xml

suite is the first element of testng.xml. A suite contains one or more test elements.

![Top level structure of testng](data:image/png;base64,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)

A test is made of one or more classes and a class is made or one or more methods.
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What are different annotations in testng and junit?

TESTNG:

@BeforeSuite Annotates methods that will be run before any method in a given is run.

@BeforeGroups Annotates methods that will be run before the first method in any of the specified groups is run.

@BeforeClass Annotates methods that will be run before the first method on the current test class is run.

@BeforeTest Annotates methods that will be run before any method in a given is run.

@BeforeMethod Annotates methods that will be run before each test method.

@AfterMethod Annotates methods that will be run after every test method.

@AfterTest Annotates methods that will be run after all the test methods in a given have been run.

@AfterClass Annotates methods that will be run after the last test method on the current class is run.

@AfterGroups Annotates methods that will be run after the last test method belonging to the groups specified in its value attribute has been run. The annotated method is automatically put into these specified groups.

@AfterSuite Annotates methods that will be run after all the test methods in a given have been run.

@Factory When you wants to execute specific group of test cases with different values, you need to use @Factory annotation. An array of class objects is returned by @Factory annotated method and those TestNG will those objects as test classes.

@Listeners are used to with test class. It is helpful for logging purpose.

package automationFramework;

import org.testng.annotations.AfterClass;

import org.testng.annotations.AfterMethod;

import org.testng.annotations.AfterSuite;

import org.testng.annotations.AfterTest;

import org.testng.annotations.BeforeClass;

import org.testng.annotations.BeforeMethod;

import org.testng.annotations.BeforeSuite;

import org.testng.annotations.BeforeTest;

import org.testng.annotations.Test;

public class Sequencing {

public void testCase1() {

System.out.println("This is the Test Case 1");

}

public void testCase2() {

System.out.println("This is the Test Case 2");

}

public void beforeMethod() {

System.out.println("This will execute before every Method");

}

public void afterMethod() {

System.out.println("This will execute after every Method");

}

public void beforeClass() {

System.out.println("This will execute before the Class");

}

public void afterClass() {

System.out.println("This will execute after the Class");

}

public void beforeTest() {

System.out.println("This will execute before the Test");

}

public void afterTest() {

System.out.println("This will execute after the Test");

}

public void beforeSuite() {

System.out.println("This will execute before the Test Suite");

}

public void afterSuite() {

System.out.println("This will execute after the Test Suite");

}

}

JUNIT:

* After: If you allocate external resources in a Before method you need to release them after the test runs.
* AfterClass: If you allocate expensive external resources in a BeforeClass method you need to release them after all the tests in the class have run.
* Before: When writing tests, it is common to find that several tests need similar objects created before they can run.
* BeforeClass: Sometimes several tests need to share computationally expensive setup (like logging into a database).
* Ignore : Sometimes you want to temporarily disable a test or a group of tests.
* Test: The Test annotation tells JUnit that the public void method to which it is attached can be run as a test case.

What is group and suite and parallel execution in testng

Group test is a new innovative feature in TestNG, which doesn’t exist in JUnit framework. It permits you to dispatch methods into proper portions and perform sophisticated groupings of test methods. Not only can you declare those methods that belong to groups, but you can also specify groups that contain other groups. Then, TestNG can be invoked and asked to include a certain set of groups (or regular expressions), while excluding another set. Group tests provide maximum flexibility in how you partition your tests and doesn't require you to recompile anything if you want to run two different sets of tests back to back.

A test suite is a collection of test cases intended to test a behavior or a set of behaviors of software program. In TestNG, we cannot define a suite in testing source code, but it is represented by one XML file, as suite is the feature of execution. It also allows flexible configuration of the tests to be run. A suite can contain one or more tests and is defined by the <suite> tag.

How to decide which test cases needs to be automated?

Step 1:

Identify the parameters on which you will base your test case as a candidate for automation.

As of now I am identifying the below parameters, you can have your own parameters depending on your application.

* Test case executed with different set of data
* Test case executed with different browser
* Test case executed with different environment
* Test case executed with complex business logic
* Test case executed with different set of users
* Test case Involves large amount of data
* Test case has any dependency
* Test case requires Special data

Break each application into modules. For each module, analyze and try to identify the test cases which should be automated based on the parameters.

Consolidate and group the number of test cases for each module

We should also take into account the below attributes which forms the basis of deterring the ROI:

* Purchasing and licensing cost of the tool
* Time to develop the scripts
* Time to maintain the scripts.
* Time to analyze the results manually and automatically
* Time and cost to train the resources.
* Management overheads

Difference between junit and testing?

Similarities Between JUnit and TestNG

* We can create test suite in JUnit and TestNG both frameworks.
* Timeout Test Is possible very easily in both the frameworks.
* We can ignore specific test case execution of software web application from suite in both the frameworks.
* It is possible to create expected exception test for software web application in both the frameworks.
* Annotations - Few annotations are similar in both frameworks suite like @Test, @BeforeClass, @AfterClass. JUnit's Annotations @Before and @After are similar to TestNG's @BeforeMethod and @AfterMethod annotations.

Difference Between JUnit and TestNG

* In TestNG, Parameterized test configuration is very easy while It is very hard to configure Parameterized test in JUnit.
* TestNG support group test but it is not supported in JUnit.
* TestNG has a feature to configure dependency test. Dependency test configuration for software web application is not possible in JUnit.
* TestNG support @BeforeTest, @AfterTest, @BeforeSuite, @AfterSuite, @BeforeGroups, @AfterGroups which are not supported in JUnit.
* Test prioritization, Parallel testing is possible in TestNG. It is not supported by JUnit.

How to generate reports using testing?

TestNG, by default, generates a different type of report for its test execution. This includes an HTML and an XML report output. TestNG also allows its users to write their own reporter and use it with TestNG. There is also an option to write your own loggers, which are notified at runtime by TestNG.

There are two ways to generate a report with TestNG:

Listeners: For implementing a listener class, the class has to implement the org.testng.ITestListener interface. These classes are notified at runtime by TestNG when the test starts, finishes, fails, skips, or passes.

Reporters: For implementing a reporting class, the class has to implement an org.testng.IReporter interface. These classes are called when the whole suite run ends. The object containing the information of the whole test run is passed to this class when called.

Here, we will have four different examples to demonstrate four different cases of reporting and logging:

Custom Logging: This example illustrates how to write your own logger.

Custom Reporter: This example illustrates how to write your own reporter.

HTML and XML report : This example illustrates the default HTML and XML report generated by TestNG.

JUnit Reports : This example illustrates how to generate JUnit reports from TestNG reports.

What is the use of framework in automation testing?

A framework is considered to be a combination of set protocols, rules, standards and guidelines that can be incorporated or followed as a whole so as to leverage the benefits of the scaffolding provided by the Framework.

Advantage of Test Automation framework

* Reusability of code
* Maximum coverage
* Recovery scenario
* Low cost maintenance
* Minimal manual intervention
* Easy Reporting

Ex: selenium jar file is framework and we add this file jar file in our project. We use classes/methods of selenium framework (WebDriver, Webelement classes, get method)

What are things u consider/keep in framework?

Create classes/methods to handle exceptions/custom reports, reading data from database, excel file. constructive blend of various guidelines, coding standards, concepts, processes, practices, project hierarchies, modularity, reporting mechanism, test data injections etc. to pillar automation testing. Thus, user can follow these guidelines while automating application to take advantages of various productive results.

What are the different types of frameworks we have in selenium/qtp?

Few most popularly used Test Automation Frameworks are:

* Module Based Testing Framework
* Library Architecture Testing Framework
* Data Driven Testing Framework
* Keyword Driven Testing Framework
* Hybrid Testing Framework
* Behavior Driven Development Framework

What is data driven frame work and when do we use it?

Data in an application flows across different modules and layers of the application and so we need to think about how to structure our data and pass it to different layers. The layers can be database, api, messaging engines, browser UI and so on. Since we are focused on test data here, we would talk in terms of how to input and output data through an Automation framework and what capabilities do we have to facilitate that movement of data.

When do we use it?

In financial and heathcare sector, data is an extremely important piece of IT system, in fact data handling is to be done with extreme care. With respect to Automation, we will need to think about how we can set data (with multiple data sets) on the browser UI through selenium. We have already seen enough number of examples in Test Data section in terms of data-driven capabilities.

There might be situations where we might already have data in an existing format and we would want to re-use that to set values during Automation. That means we might have different data formats. Luckily we already covered dealing with test data in multiple formats again in the Test Data Section. With increasing number of layers in an integrated application, depending on data at each layer might become tricky at times, especially if each layer is managed by a different team and each team has different timelines and priorities. In such situations, we have to rely on data virtualization. The capabilities to parse data in any of the following formats.

* Excel
* XML
* JSON
* YML
* Database

What is keyword frame work and when do we use it?

A keyword-driven framework is a table-driven testing or action word based testing. It is a software testing method suitable for both manual and automated testing.

n Keyword Driven Testing, you first identify a set of keywords and then associate an action (or function) related to these keywords. Here, every testing action like opening or closing of browser, mouse click, keystrokes, etc. is described by a keyword such as openbrowser, click, Typtext and so on.

* login to “ Amazon” website – Keyword "login" will be used in our automation framework, to the test the login function or action associated with it.
* logout to " Amazon " website— Keyword "logout" will be used in our automation framework, to test the logout function or action associated with it.

In order to create a Keyword driven framework, you need following things

Excel Sheet- Identify the keywords and store them in an Excel sheet

Function Library- Function library consist of the function for the business flows ( login button for any website).So when test is executed, it will read the keyword from the Excel sheet and call the functions accordingly

Data Sheets- Data sheets is used to store the test data that will be used in the application

Object Repository- based on your keyword driven framework you can use an object repository

Test Scripts- Based on the design of your framework, you can have test scripts for each manual test case or a single driver script.

What is hybrid framework and when do we use it?

Hybrid Test framework is a concept where we are using the advantage of both Keyword and Data driven framework. This hybrid test automation framework is what most frameworks evolve into over time and multiple projects. Maximum industry uses Keyword Framework in combination of Function decomposition method.

The hybrid framework that you create should suite your requirements or your stakeholder’s requirements. And there can be a lot of factors that influence your decisions. For example –

* you might want to use a particular feature in your hybrid framework but it might not be useful or necessary for the application you are testing. Example – you might want to use excel sheets to store test data. But in case your application takes the same data every time, it makes more sense to hard-code the data in your code itself or maybe taking it as environment variables
* you might have a disliking for certain features and hence you always tend to use the features that you like. For example, I’m more biased towards functions and hence I tend to use them more than say, using action calls
* your client may have a preference towards certain type of framework as they would have seen a similar sort of framework being used previously. So if you can convince the client, then its well and good, else you would have to stick around with what they have suggested (this is something that I have had to deal with in few of my automation projects)

Taking all the above points into consideration, you can safely say that the features that you select to create your hybrid framework may vary vastly from someone else’s framework. And hence, there is no predefined structure of this type of framework.

What is POM and modular framework?

POM

Creating Selenium test cases can result in an unmaintainable project. One of the reasons is that too many duplicated code is used. Duplicated code could be caused by duplicated functionality and this will result in duplicated usage of locators. The disadvantage of duplicated code is that the project is less maintainable. If some locator will change, you have to walk through the whole test code to adjust locators where necessary. By using the page object model we can make non-brittle test code and reduce or eliminate duplicate test code. Beside of that it improves the readability and allows us to create interactive documentation. Last but not least, we can create tests with less keystroke. An implementation of the page object model can be achieved by separating the abstraction of the test object and the test scripts.

Modular Driven Framework

In most of the web application we have few set of actions which are always executed in the series of actions. Rather than writing those actions again and again in our test, we can club those actions in to a method and then calling that method in our test script. Modularity avoids duplicacy of code. In future if there is any change in the series of action, all you have to do is to make changes in your main modular method script. No test case will be impacted with the change.