***Strings***

Strings in python are contiguous series of characters delimited by single or double quotes. Strings in python are immutable. String is a datatype in python.

**Creating strings**

* name = “wozti” # a string
* mychar = ‘A’ # a character
* name1 = str() # this will create empty string object
* name2 = str("WOZTI") # string object containing ‘WOZTI'
* String\_var = """ This document will help you to

explore all the concepts

of Python Strings!!! """

**Example:**

print('doesn\'t')

**Result:**

doesn't

**Example:**

print(' "Yes," they said.')

**Result:**

"Yes," they said.

**Example:**

print("\"Yes,\" they said.")

**Result:**

"Yes," they said.

**Example:**

print(' "Isn\'t," they said.')

**Result:**

"Isn't," they said.

**Example:**

print('C:\some\name')

**Result:**

C:\some

ame

/////////////////////////////

If you don’t want characters prefaced by \ to be interpreted as special characters, you can use raw strings by adding an r before the first quote:

//////////////////////////////////

**Example:**

print(r'C:\some\name')

**Result:**

C:\some\name

**Example:**

print("""

Usage: thingy [OPTIONS]

-h Display this usage message

-H hostname Hostname to connect to

""")

**Result:**

Usage: thingy [OPTIONS]

-h Display this usage message

-H hostname Hostname to connect to

/////////////////////////////////////

End of lines are automatically included in the string, but it’s possible to prevent this by adding a \ at the end of the line. The following example:

////////////////////////////////////

**Example:**

print("""\

Usage: thingy [OPTIONS]

-h Display this usage message

-H hostname Hostname to connect to

""")

**Result:**

Usage: thingy [OPTIONS]

-h Display this usage message

-H hostname Hostname to connect to

**Example:**

print(3 \* 'un' + 'ium')

**Result:**

unununium

**Example:**

print('py''thon')

**Result:**

python

**Example:**

a = 'py'

print(a+'thon')

**Result:**

Python

**Example:**

word = 'Python'

print(word[:2] + word[2:])

**Result:**

Python

**Example:**

word = 'Python'

print(word[:4] + word[4:])

**Result:**

Python

**Example:**

word = 'Python'

print(word[-2:])

**Result:**

on

**Example:**

word = 'Python'

print(word[4:42])

**Result:**

on

**Example:**

word = 'Python'

print(word[42:])

**Result:**

**Example:**

word = 'Python'

print('J' + word[1:])

**Result:**

Jython

**Example:**

word = 'Python'

print(word[:2] + 'py')

**Result:**

Pypy

**Example:**

a = "PYTHON IS AWESOME"

print("Lowercase string:", a.casefold())

a = "PYthon IS AWESOME"

print("Lowercase string:", a.casefold())

**Result:**

Lowercase string: python is awesome

Lowercase string: python is awesome

**Example:**

c = 'My name is ¦֎©༂' # unicode characters taken from web

print('The string is:', c)

a = c.encode()

print('The encoded version is:', a)

b = a.decode()

print('The decoded version is:', b)

**Result:**

The string is: My name is ¦֎©༂

The encoded version is: b'My name is \xc2\xa6\xd6\x8e\xc2\xa9\xe0\xbc\x82'

The encoded version is: My name is ¦֎©༂

**Example:**

# endswith() method can take start and end parameters.

a = "Python is easy to learn."

b = a.endswith('to learn')

print(b)

c = a.endswith('to learn.')

print(c)

d = a.endswith('Python is easy to learn.')

print(d)

**Result:**

False

True

True

**Example:**

print('a\tb\tc'.expandtabs(0))

print('a\tb\tc'.expandtabs(5))

print('a\tb\tc'.expandtabs(10))

**Result:**

abc

a b c

a b c

**Example:**

print("The sum of 1 + 2 is {}".format(1+2))

print("The sum of some numbers is {}, {}, {}".format(1+2, 4+5, 9+1))

print("you are {} at {}{}".format('good', 'python', 3))

print("you are {2} at {1}{0}".format(3, 'python', 'good'))

print("you are {b} at {1}{0}".format(3,'python',b = 'good'))

print("My salary is {0:f}".format(100))

print("My salary is {0:.0f}".format(10.4685))

print("My salary is {0:.0f}".format(10.7685))

print("My salary is {0:.2f}".format(10.7685))

**Result:**

The sum of 1 + 2 is 3

The sum of some numbers is 3, 9, 10

you are good at python3

you are good at python3

you are good at python3

My salary is 100.000000

My salary is 10

My salary is 11

My salary is 10.77

**Example:**

def unorganized(a, b):

for i in range (a, b):

print ( i, i\*\*2, i\*\*3, i\*\*4 )

def organized(a, b):

for i in range (a, b):

print("{:6d} {:6d} {:6d} {:6d}".format(i, i \*\* 2, i \*\* 3, i \*\* 4))

n1 = int(input("Enter lower range :-\n"))

n2 = int(input("Enter upper range :-\n"))

print("------Before Using Formatters-------")

unorganized(n1, n2)

print()

print("-------After Using Formatters---------")

print()

organized(n1, n2)

**Result:**

Enter lower range :-

2

Enter upper range :-

5

------Before Using Formatters-------

2 4 8 16

3 9 27 81

4 16 64 256

-------After Using Formatters---------

2 4 8 16

3 9 27 81

4 16 64 256

**Example:**

# format\_map is used to fetch values in a dictionary

a = {'x':'John', 'y':'Wick'}

print("{x}'s last name is {y}".format\_map(a))

**Result:**

John's last name is Wick

**Example:**

# The isdecimal() doesn't take any parameters.

s = "28212"

print(s.isdecimal())

# contains alphabets

s = "32ladk3"

print(s.isdecimal())

# contains spaces

s = "32l 3"

print(s.isdecimal())

# contains alphabets and spaces

s = "Mo3 nicaG el l22er"

print(s.isdecimal())

**Result:**

True

False

False

False

**Example:**

# String Containing digits and Numeric Characters

s = '23455'

print(s.isdecimal())

s = '²3455'

print(s.isdecimal())

s = '½'

print(s.isdecimal())

**Result:**

True

False

False

///////////////////////////////////

The isdigit() method returns True if all the characters are digits, otherwise False.

Exponents, like ², are also considered to be a digit.

///////////////////////////////////////

**Example:**

txt = "50800"

x = txt.isdigit()

a = "\u0030" #unicode for 0

print("u0030")

print("\u0030")

b = "\u00B2" #unicode for ²

print(a.isdigit())

print(b.isdigit())

**Result:**

u0030

0

True

True

////////////////////////////////////////////////////

Difference between *keyword* and *identifier*.

Every language has keywords and identifiers, which are only understood by its compiler. Keywords are predefined reserved words, which possess special meaning. An identifier is a unique name given to a particular variable, function or label of class in the program. The identifier is only used to identify an entity uniquely in a program at the time of execution whereas, a variable is a name given to a memory location, that is used to hold a value. Variable is only a kind of identifier, other kinds of identifiers are function names, class names, structure names, etc.

![Image result for difference between identifier and keyword](data:image/jpeg;base64,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)

**str.isidentifier()**

Return True if the string is a valid identifier according to the language definition, section [Identifiers and keywords](https://docs.python.org/3/reference/lexical_analysis.html#identifiers).

Call ‘[keyword.iskeyword()](https://docs.python.org/3/library/keyword.html#keyword.iskeyword)’ to test whether string s is a reserved identifier, such as [def](https://docs.python.org/3/reference/compound_stmts.html#def) and [class](https://docs.python.org/3/reference/compound_stmts.html#class).

///////////////////////////////////////////////////////////

**Example:**

from keyword import iskeyword

print('hello'.isidentifier(), iskeyword('hello'))

print('def'.isidentifier(), iskeyword('def'))

**Result:**

True False

True True

///////////////////////////////////

The *issnumeric()* methods returns “True” if all characters in the string are numeric characters, Otherwise, It returns “False”.

This function is used to check if the argument contains all numeric characters such as : integers, fractions, subscript, superscript, roman numerals etc.(all written in unicode).

**Syntax :**

*string*.isnumeric()

**Parameters:**

isnumeric() does not take any parameters

**Returns :**

1.True- If all characters in the string are numeric characters.

2.False- If the string contains 1 or more non-numeric characters.

////////////////////////////////////

**Example:**

a = '123ayu456'

print(a.isnumeric())

b = '123456'

print( b.isnumeric())

**Result:**

False

True

////////////////////////////////////////////

The *isprintable()* methods returns “True” if all characters in the string are printable or the string is empty, Otherwise, It returns “False”.  
This function is used to check if the argument contains any printable characters such as :

* Digits ( 0123456789 )
* Uppercase letters ( ABCDEFGHIJKLMNOPQRSTUVWXYZ )
* Lowercase letters ( abcdefghijklmnopqrstuvwxyz )
* Punctuation characters ( !”#$%&'()\*+, -./:;?@[\]^\_`{ | }~ )
* Space ( )

**Syntax :**

**string.isprintable()**

**Parameters:**

isprintable() does not take any parameters

**Returns :**

1.True- If all characters in the string are printable or the string is empty.

2.False- If the string contains 1 or more non printable characters.

///////////////////////////////////////////////////////////

**Example:**

a = 'My name is Ayush'

print(a.isprintable())

a = 'My name is \n Ayush'

print(a.isprintable())

a = ''

print(a.isprintable())

**Result:**

True

False

True

**Example:**

a ='hello\ngood\nmorning\nall dear friends'

b = ''

count = 0

for x in a:

if (x.isprintable()) == False:

count += 1

b += ' '

else:

b += x

print(count)

print(b)

**Result:**

3

hello good morning all dear friends

////////////////////////////////////////

The *isspace()* method returns ‘True’ if there are only whitespace characters in the string. If not, it return ‘False’.

Characters that are used for spacing are called whitespace characters. For example: tabs, spaces, newline etc.

The syntax of *isspace()* is:

string.isspace()

The *isspace()* method doesn't take any parameters.

The *isspace()* method returns:

* True -  if all characters in the string are whitespace characters
* False -  if the string is empty or contains at least one non-printable() character

**Example:**

s = '\t'

print(s.isspace())

s = ' a '

print(s.isspace())

s = ''

print(s.isspace())

s = ' '

print(s.isspace())

s = '\n'

print(s.isspace())

**Result:**

True

False

False

True

True

**Example:**

a = "Good Morning Friends"

x = a.istitle()

print(x)

**Result:**

True

/////////////////////////////////////////////////

The partition() method splits the string at the first occurrence of the argument string and returns a tuple containing the part before separator, argument string and the part after the separator.

The syntax of partition() is:

string.partition(separator)

The partition() method takes a string parameter separator that separates the string at the first occurrence of it.

The partition method returns a 3-tuple containing:

* the part before the separator, separator parameter, and the part after the separator if the separator parameter is found in the string
* string itself and two empty strings if the separator parameter is not found

////////////////////////////////

**Example:**

a = "hello good morning"

print(a.partition('good'))

print(a.partition('not'))

a = "hello good morning, have a good day!"

print(a.partition('good'))

**Result:**

('hello ', 'good', ' morning')

('hello good morning', '', '')

('hello ', 'good', ' morning, have a good day!')

**Example:**

a = "hello good morning, have a good day!"

print(a.rpartition('good'))

**Result:**

('hello good morning, have a ', 'good', ' day!')

/////////////////////////////////////////////////

The *rsplit()* method splits a string into a list, starting from the right.

Syntax

*string*.rsplit(*separator, maxsplit*)

*Separator* is optional. Itspecifies the separator to use when splitting the string. By default any whitespace is a separator.

*Maxsplit* is optional. It specifies how many splits to do. Default value is -1, which is "all occurrences".

If no "maxsplit" is specified, this method will return the same as the [*split()*](https://www.w3schools.com/python/ref_string_split.asp) method.

////////////////////////////////////////////////

**Example:**

a = "Bus, Truck, Car"

x = a.rsplit(", ")

print(x)

x = a.rsplit(", ", 1)

print(x)

x = a.rsplit(", ", 2)

print(x)

x = a.rsplit(", ", 5)

print(x)

**Result:**

['Bus', 'Truck', 'Car']

['Bus, Truck', 'Car']

['Bus', 'Truck', 'Car']

['Bus', 'Truck', 'Car']

/////////////////////////////////////////

The *startswith()* method returns *True* if the string starts with the specified value, otherwise *False*.

## Syntax

*string*.startswith(*value, start, end*)

*Value* is required. To check if the string starts with *value*.

*Start* is optional. An Integer specifying at which position to start the search.

*End* is optional. An Integer specifying at which position to end the search.

////////////////////////////////////////////////

**Example:**

#Check if position 6 to 15 starts with the characters "goo":

a = "hello good morning"

x = a.startswith("go", 6, 15)

print(x)

x = a.startswith("g", 6, 15)

print(x)

x = a.startswith("m", 6, 15)

print(x)

**Result:**

True

True

False

**Example:**

print ('I am % d years old' %20) # 'd' represent digit and '%' represent starting position

print ('I am % s years old' %'some') # 's' represent string and '%' represent starting position

**Result:**

I am 20 years old

I am some years old

**Example:**

a = '%d' %100

print(a)

print(type(a))

**Result:**

100

<class 'str'>

**Example:**

b = '%s' %'hai'

print(b)

print(type(b))

**Result:**

hai

<class 'str'>

**Example:**

print('%i' % 0b1111) # Converting binary value to integer

print(int(0b1111)) # Converting binary value to integer

print(bin(15)) # Converting integer to binary value

print(hex(15)) # Converting integer to hexadecimal string

**Result:**

15

15

0b1111

0xf

**Example:**

d = 'z'

print(ord(d)) #'ord()' function is used to convert a character to integer.

**Result:**

122

**Example:**

d = 122

print(chr(d)) #'chr()' function is used to convert an integer to character.

**Result:**

z

**Example:**

s = "100100"

c = int(s,2)

print ("After converting to integer base 2 : ",c)

# printing string converting to int base 2

print(bin(c))

**Result:**

After converting to integer base 2 : 36

0b100100

**Example:**

# printing integer converting to octal string

c = oct(56)

print ("After converting 56 to octal string : ",c)

# printing integer converting from octal string

print(int(c,8))

**Result:**

After converting 56 to octal string : 0o70

56