**10)**  Определить АТД Полином, обеспечивающий метод calc для вычисления значения полинома в точке x𝑥 (используйте [схему Горнера или барицентрическую форму интерполяционного многочлена Лагранжа](https://ipc.susu.ru/51495.html)).

Реализовать полином через представление на значениях в точках. В конструкторе задается набор значений y0,...,yn−1𝑦0,...,𝑦𝑛-1, x0𝑥0 и ΔxΔ𝑥 (xi=x0+i⋅Δx𝑥𝑖=𝑥0+𝑖⋅Δ𝑥). Определить операцию +.

#include <iostream>

#include <vector>

using namespace std;

class Polynom

{

private:

vector<double> y;

double x0;

double deltaX;

public:

// Конструктор с заданием значений y, начальной точки x0 и шага dx

Polynom(const vector<double>& values, double x0, double deltaX)

: y(values), x0(x0), deltaX(deltaX) {}

// Метод для вычисления значения полинома в точке x

double calc(double x) const{

size\_t n = y.size();

if (n == 0){

throw runtime\_error("Многочлен не имеет значений");

}

double result = 0.0;

double term = 1.0

for (size\_t i = 0; i < n; i++){

result+=y[i]\*term;

term \*=(x-(x0+i\*deltaX));//хранение текущего значения множителя на шаге цикла

}

return result;

}

// Операция сложения двух полиномов

Polynom operator+(const Polynom& other) const

{

// Находим степень полинома, являющегося суммой двух слагаемых полиномов

int n = max(y.size() - 1, other.y.size() - 1);

// Новый начальная точка

double new\_x0 = min(x0, other.x0);

// Новый шаг

double new\_deltaX = min(deltaX, other.deltaX);

// Кол-во точек в новом полиноме

size\_t new\_size = static\_cast<size\_t>(n + 1);

// Новый вектор значений y

vector<double> new\_y(new\_size);

// Вычисление значений нового полинома в точках

for (size\_t i = 0; i < new\_size; i++){

double x = x0 + i \* new\_deltaX;

new\_y[i] = this->calc(x) + other.calc(x);

}

return Polynom(new\_y, new\_x0, new\_deltaX);

}

};

**Задание 4 исправленное**) Предложите структуры данных для представления АТД из задания 3. Перечислите поля, их типы и комментарии к каждому полю. Укажите оценку эффективности (амортизированную или среднюю) для каждого метода с учетом использованных структур данных. Хранимая в структуре информация не должна дублироваться.

*Структуры данных и их поля:*

Таблица StolbName: vector<string>— Массив названий столбцов

Stroki: vector<vector<string>> — Массив массивов строк, где каждая строка представляет собой массив значений.

StolbKey: string — Название столбца, по которому осуществляется сортировка.

indexStolbKey: int — Индекс ключевого столбца.

SortedIndex: vector<int> — Отсортированный массив индексов строк для итерации по ключевому столбцу.

GetColumnName(i: int) -> string — Имя таблицы

GetColumnIndex(StolbName: string) -> int — индекс стобца по имени

*Оценка эффективности методов:*

CreateTable:O(1)

Stradd:O(n) –n- количество строк в таблице

StrDel:O(n) - -//-

StrGet:O(n)

ValueUpd:O(1)

SetupSortKey:O(nlogn)

**17)** Укажите какой алгоритм нужно использовать для решения задачи и обоснуйте свой выбор. Из каких вершин и ребер граф будет состоять?  
Джон решил украсить дом иллюминацией к Рождеству. Он соединил проводами несколько ламп и подключил их к электросети. Затем Джон повернул рубильник, но некоторые лампы не загорелись. Напишите программу, которая определит, используя информацию о выполненных соединениях, какие лампы будут гореть.  
В первой строке ввода содержатся два целых числа, разделенных пробелом – количество ламп N𝑁 (1≤N≤1001≤𝑁≤100) и количество проводов K𝐾 (1≤K≤10001≤𝐾≤1000). Далее следует K𝐾 строк, в каждой строке сначала указывается номер элемента (0 для электросети, от 1 до N𝑁 для лампы), к которому был присоединен один из концов провода, потом через пробел – номер контакта 1 или 2 (все элементы имеют два контакта), затем указывается элемент и контакт, к которому был присоединен другой конец провода, в том же формате.  
В выходной файл в первой строке вывести N𝑁 целых чисел, разделяя их пробелами – если i𝑖-ая лампа будет гореть, то i𝑖-ое число должно быть равно 1, иначе 0. Лампа будет гореть, только если ее контакты подсоединены к вершинам с различными потенциалами. Провод имеет нулевое сопротивление, поэтому разность потенциалов на вершинах, соединенных между собой проводами без нагрузки в виде других ламп будет равна 0

Структура графа:

Вершины представляют собой лампу и электросеть с двумя контактами у каждого элемента

Ребра представляют собой провода между лампами и электросетью

![](data:image/png;base64,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)

Так как лампы будут гореть только если их контакты подсоединены к вершинам с различными потенциалами, то задача сводится к определению компонент связности и проверке, принадлежат ли контакты одной лампы к разным компонентам.

Для решения можно воспользоваться алгоритмом DFS(поиск в глубину), так как он будет обходить все вершины на максимальную глубину, что выгодно для задачи, где лампы подсоединены последовательно

**24)** Напишите функцию для нахождения стороны выпуклого многоугольника, ближайшей к его центру тяжести. В качестве параметра функции передается вектор координат вершин многоугольника против часовой стрелки. Многоугольник является сплошной фигурой.

Для точки использовать [класс из лекций и его методы](https://ipc.susu.ru/51512.html).

struct Point {

double x, y;

double len() const { return hypot(x, y); } // расстояние от начала координат

double phi() const { return atan2(y, x); } // угол

Point operator+(Point p) const { return {x + p.x, y + p.y}; }

Point operator-(Point p) const { return {x - p.x, y - p.y}; }

double operator\*(Point p) const { return x \* p.x + y \* p.y; } // скалярное произведение

double operator^(Point p) const { return x \* p.y - y \* p.x; } // векторное произведение

Point operator\*(double a) const { return {a \* x, a \* y}; } // "масштабирование"

Point turn(double a) const { double ca = cos(a), sa = sin(a); return {x \* ca - y \* sa, -x \* sa + y \* ca}; } // поворот

Point turn() const { return {-y, x}; } // поворот на п/2

Point operator-() const { return {-x, -y}; } // поворот на п

};

// Функция для нахождения центра тяжести многоугольника

Point findCentroid(const vector<Point>& vertices) {

Point centroid = {0, 0};

for (const Point& vertex : vertices) {

centroid = centroid + vertex;

}

centroid = centroid \* (1.0 / vertices.size());//среднее значение коорд всех вешин

return centroid;

}

// Функция для нахождения расстояния от точки до прямой

double distanceToLine(Point p, Point a, Point b) {

// Векторное произведение

double area = abs((b - a) ^ (p - a));

double base = (b - a).len();

return area / base;

}

// Функция для нахождения ближайшей стороны к центру тяжести

pair<Point, Point> findClosestSide(const vector<Point>& vertices) {

Point centroid = findCentroid(vertices);

double minDistance = numeric\_limits<double>::infinity();//установил начальное значение на бесконечность, но наверное, можно было бы и просто поставить какое-либо большое число

pair<Point, Point> closestSide;

for (size\_t i = 0; i < vertices.size(); ++i) {

Point a = vertices[i];

Point b = vertices[(i + 1) % vertices.size()];//если текущая вершина последняя в массиве, то след вершиной будет самая первая, то есть получим замкнутый многоугольник

double distance = distanceToLine(centroid, a, b);

if (distance < minDistance) {

minDistance = distance;

closestSide = {a, b};

}

}

return closestSide;

}

И вопрос по структуре, Point turn(double a) const { double ca = cos(a), sa = sin(a); return {x \* ca - y \* sa, -x \* sa + y \* ca}; }  
Почему для поиска поворота по оси ординат мы считаем по формуле –x\*sina+y\*cosa, у нас же тогда поворот будет по часовой стрелке, хотя обычно поворты идут против часовой стрелки, почему тут именно так сделано?