1. Какими качествами должны обладать требования

Полнота

Непротиворечивость

Последовательность изложены

Понятность

1. Виды взаимодействия (синхронное и асинхронное)

Синхронное отправляем запрос и система блокируется, пока не получим запрос от сервера. Регситрация или отображение товаров, пока загружается главная страница, остальное не появляется

Асинхронное -  когда пользователь не ждет, сайт отправил запрос и сервер долго обрабатывает запрос, что портит uix, например отправляет документ на подписание, чтобы не держать на экране задача ставится в очередь и он может пользоваться другими частями системы

1. Первичный уникально идентифицирует строку. Вторичный ключ – устанавливает связь с соседней таблицей.
2. Бизнес требования -  требования. Которые помогают бизнесу добиться свои цели (заработать деньги или сократить расходы) путем привлечения пользователей, всегда связаны с ценностью бизнесу

Функциональные требования -  как именно будем реализовывать бизнес требования функционально, описывают поведения, функции системы

1. Документирование требований – текст, диаграммы, таблицы, прототип, регламенты для спецификации userStory, RSS, RAP, UseCase, поведенческие диаграммы, потоки данных.  Смотрим что лучше ложится под структуры, которые сейчас в работе, чтобы процесс был четко описан. Иногда сложно воспринимать алгоритм в виде текста, поэтому используем диаграммы.

Rest что это и SOAP. Rest архитектурный стиль, содержит набор 7 правил. Это HTTP.  SOAP – протокол. Они не в одной линейки, но с точки зрения интеграции. Это XML. Это формат обмена сообщений. Очень стандартизированный и очень избыточен. Для строгих правил его используют, и по безопасности в банковских он использует.

1. Зачем API – интерфейс для связи с системой, чтобы общаться с системой. Набор правил, что присылают на вход и что получают в ответ.
2. JSON – формат данных в виде ключ значение, есть типы int, string, numeric, массивы, bool
3. Диаграмма последовательности — sequence diagram - подвид диаграмм взаимодействия, который позволяет описать взаимодействие между объектами в системе в виде последовательности сообщений, действий и операций, отображая порядок выполнения действий и обмена информацией между объектами во времени. Диаграмма состоит из вертикальных линий жизни и горизонтальных стрелок. Линии представляют отдельные объекты, а горизонтальные стрелки — сообщения и операции, передаваемые между объектами или участниками. В диаграмме объектами выступают участники системы, такие как акторы (Actor), границы (Boundary), контроллеры (Control) и сущности (Entity). Они называются участниками (Participants) и отображаются в виде пиктограмм или прямоугольника с названием.

**Акторы (Actor)** представляют пользователей или другие системы, взаимодействующие с системой, которая описывается на диаграмме. Они могут вызывать действия, которые система выполняет в ответ на их запросы. Например, актор может запросить у системы информацию и получить ответ.

**Границы (Boundary)** определяют внешние границы системы и представляют собой точки входа или выхода, через которые система взаимодействует с внешним миром. Например, граница может представлять интерфейс пользователя, через который пользователь взаимодействует с системой.

**Контроллеры (Control)** обрабатывают запросы и управляют потоком данных в системе. Они представляют собой узлы, через которые проходят данные и управляющие выполнением операций в системе. Например, контроллер может обрабатывать запросы, которые поступают от акторов и возвращать результаты.

**Сущности (Entity)** представляют данные и хранят состояние системы. Они могут быть представлены как базы данных или другие системы хранения данных. Например, сущность может обрабатывать запросы на чтение или запись данных.

![](data:image/png;base64,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)

https://itonboard.ru/analysis/394-diagramma\_posledovatelnosti\_sequence\_diagrams\_uml/

10. CTE это Common Table Expression — общие табличные выражения, их еще называют конструкциями с WITH. Фактически это создание временных таблиц, но существующих только для одного запроса, а не для сессии. К ним можно обращаться внутри этого запроса. Такой запрос хорошо читается, он понятен, его легко видоизменять, если потребуется. Это очень востребованная вещь, и она в PostgreSQL давно. WITH Aeroflot\_trips AS (SELECT TRIP.\* FROM Company INNER JOIN Trip ON Trip.company = Company.id WHERE name = "Aeroflot")SELECT plane, COUNT(plane) AS amount FROM Aeroflot\_trips GROUP BY plane;

Данные передаются в виде XML-сообщений, которые состоят из следующих частей:

* Envelope (конверт) — корневой элемент, обязательный элемент;
* Header (заголовок) — содержит параметры (атрибуты) для обработки сообщения, необязательный элемент;
* Body (тело) — содержит сообщение, обязательный элемент;
* Fault (ошибка) — содержит информацию об ошибках, необязательный элемент.

 11. Индексы предоставляют путь для быстрого поиска данных на основе значений в этих столбцах. Например, если вы создадите индекс по первичному ключу, а затем будете искать строку с данными, используя значения первичного ключа, то *SQL Server* сначала найдет значение индекса, а затем использует индекс для быстрого нахождения всей строки с данными. Без индекса будет выполнен полный просмотр (сканирование) всех строк таблицы, что может оказать значительное влияние на производительность.

##### **Кластеризованный индекс**

Кластеризованный индекс хранит реальные строки данных в листьях индекса. Возвращаясь к предыдущему примеру, это означает что строка данных, связанная со значение ключа, равного 123 будет храниться в самом индексе. Важной характеристикой кластеризованного индекса является то, что все значения отсортированы в определенном порядке либо возрастания, либо убывания. Таким образом, таблица или представление может иметь только один кластеризованный индекс. В дополнение следует отметить, что данные в таблице хранятся в отсортированном виде только в случае если создан кластеризованный индекс у этой таблицы.  
Таблица не имеющая кластеризованного индекса называется кучей.

##### **Некластеризованный индекс**

В отличие от кластеризованного индекса, листья некластеризованного индекса содержат только те столбцы (*ключевые*), по которым определен данный индекс, а также содержит указатель на строки с реальными данными в таблице. Это означает, что системе подзапросов необходима дополнительная операция для обнаружения и получения требуемых данных.

* 12. Отличие бизнес аналитика от системного - Бизнес-аналитик анализирует процессы компании, чтобы сделать бизнес более прибыльным и удобным для клиентов. Он исследует действия сотрудников, выявляет проблемы и разрабатывает схемы процессов для общего понимания ситуации. **Системный аналитик, в свою очередь, проектирует функции системы, которые помогут улучшить бизнес-процессы.** **Основное отличие между этими ролями в том, с кем они общаются**: бизнес-аналитик чаще взаимодействует с бизнес-заказчиками, а системный аналитик работает с техническими специалистами: разработчиками и тестировщиками.  **Владелец продукта проекта (Product Owner)** — отвечает за развитие продукта, а также планирование, координацию и контроль выполнения проекта, управляет сроками и ресурсами. Ставит задачу аналитику: доработка продукта (я совмещаю роли бизнес-аналитика и системного).
* **Бизнес-аналитик (Business Analyst)** — выясняет требования клиентов и анализирует бизнес-процессы для определения потребностей разработки.
* **Системный аналитик (System Analyst)** — работает с техническими специалистами для проработки архитектуры системы и технических требований. Ставит задачи разработчикам.
* **Frontend-разработчик** — занимается разработкой пользовательского интерфейса.
* **Backend-разработчик** — отвечает за серверную часть и логику приложения.
* **UI/UX-дизайнер (UI/UX Designer)** — разрабатывает удобный и привлекательный интерфейс, отвечает за опыт пользователя.
* **Тестировщик (QA Engineer)** — проводит тестирование программного обеспечения для выявления ошибок и обеспечения качества продукта. Проверяет, чтобы все требования, описанные в техническом задании, были реализованы.
* **DevOps-инженер** — отвечает за автоматизацию процессов разработки и развёртывания, а также за инфраструктуру и системное администрирование.
* **Архитектор программного обеспечения (Software Architect)** — проектирует архитектуру системы, выбирает технологии и платформы, определяет стандарты разработки.

13. BPMN-диаграмму (Нотация BPMN (Business Process Modeling Notation), Нотация моделирования бизнес-процессов) — это метод составления блок-схем, отображающий этапы выполнения бизнес-процесса от начала до конца. BPMN-схемы наглядно и подробно демонстрируют последовательность рабочих действий и перемещение информационных потоков, необходимых для выполнения процесса. Также могу использовать диаграмму активностей (activity diagram) https://www.comindware.ru/blog/нотация-bpmn-2-0-элементы-и-описание/

14. Диаграмма активности UML позволяет более детально визуализировать конкретный случай использования. Это поведенческая диаграмма, которая иллюстрирует поток деятельности через систему.

Диаграммы активности UML также могут быть использованы для отображения потока событий в бизнес-процессе. Они могут быть использованы для изучения бизнес-процессов с целью определения их потока и требований. <https://creately.com/blog/ru/uncategorized-ru/учебник-по-диаграмме-активности/>

<https://habr.com/ru/articles/843942/>

15. Зачем нам UML – для плнирования и моделирования ведь вносить изменения в диаграммы легче, чем в код. Унифицированный язык моделирования. Какие диаграммы есть – диаграмма посдеовательностей, деятельности, классов.

Состояний – поведение отдельно взятого объекта при определенных условиях.

Классов – рассказать о коде без коды, показввает классы интерфейсы и взаимодействия между ними (паттерны программрования можно ими описать). Дает представление о программном коде. пРимер класс посетитель.

Деятельности – логику процедур, бизнес-процессы и потоки работ.

BPMN – ссхемы моделирования бизнес-процесслв. Все сценарии взаимоджействия пользователей и системы. Это сиситема условных обозначений обозначаящая процесс в виде блок-схем.

Нотация система условных обозначений. Набор элементов и символов, который комбинируется к схему.

Как соединить микросервисы между собой

МА микросервисы запускаются отдельно. Сервисы в облаках развернуты, общаются по сети. Какой сейчас рабоатет какой упал, принял или нет пакет сервис. (Задача двух генералов нужно скоорденировать их указы, надо отправить гонца). Еще проблема нагрузка на трафик. Общение надо оптимизировать. Если использовать асинхронные системы, надо хранить информацию какое-то время, что требует утилизацию памяти или диска. Решение должно быть отказоустойчивым, чтобы по цепочки серверы не упали один за другим.

Решения разные:

Иделаьного варианта есть. Синхронные вызовы – делаем запрос и ждем ответ. Синхронные REST-like

gRPC- RPC удаленные вызов процедур на бинарном формате поверх HTTP2 от гугл

SOAP- RPC с форматом xml. Синх

Асинхронные – отправляем соообщение, а ответ придет когда-нибудь потом или он вообще не предусмотрен.

Мессенджинг rabbirMq, ZeroMq, ActiveMq

Стриминг – Kafka

REST API

Легкий старт, обращаются по ендпоинту, легко дебажить и логировать, легко прочитать json, синхронная апрадигма запрос-ответ

Син-если сервис недоступен нельзя отложить задачу на позднее время

ПИр то пир- нужна обращаться напрямую к искомому сервису, нет бродкастинга

Текстовый формат потребление доп трафика

Нет схемы данных, ес ть сваггер

Концепция «все есть ресурс». Неплохое решение когда нет больших нагрузок.

gRPC – бинарный формат, утилизация трафика лучше, можно сдать тольок хначения без ключей, сообщение не прочитать в консоли (парсим ответ). Есть схема данных для генерации DTO, сохраняем обратную совместимость. Можно стримить передавать объекты один за одним. Есть механизм backpressure – если сообшения отправляются слишком бытсро и полусатель не успел их переварить, механизм замдляет передачу. Отправка запроса выглядит как вызов методы используется RPC стиль и надо подклбчать доп библиотеку в коде своего языка. Подходит если в облаке куча сервисов, которым надо передавать много данных, но он не удобен для внешних пользователей. Жетская схема и меньше трафика потребляют.

SOAP – xml надо парсить. Формат сложнее и многословней.

Все очереди асинхронные и шлют сообщения, бывают с брокером и без него. Бывают с хранилищем и без него, кафка пишет все на диск, бывают с балансировкой нагрузки, с одним или разными получателями, со схемой данных и без, с подстверждением получения и без него.Хорошо там, где нужна быть отказоучтойчивость.

В асинхронном взаимодейтсвии сложнее разобраться,

Шардинг и репликация. Связаны с производительностью баз данных. Масштабирование баз данных. Сервер пересьает справляться с нагрузкой. Анализ медленных запросов надо произвести сначала.

Масштабирование баз данных как и с веб сервисами – разделение их на группы и размещение на разные сервера

Репликация – создается полный дубликат бд. Есть мастербд сэйв вспомогательный сервер, который все копирует. Позволяет разгрузить мастер, одно будет для чтения, другое для записи. Репликация поддерживается самой субд.

Но есть рассинхрониация данных, но всегда можно подлкючить с одного на лругой

Шардирование – разделение (партиционированние) ьазы данных на отдельные части, чтобы каждую их них можно было вынести на отдельный сервер, так распределяем нагрузку. Каждая малая таблица – шард. Вертикальный шардинг выделение таблицы или группы таблиц на отдельной сервер. Для каждой табл будет свое соединение. Горизонатльный – одной таблицы на разные сервера. Используется для очень больших таблиц. Принцип разделения: На нескольких серверах создается одна и та же таблица, в прилоэение условие, по которому будет определяться нужное соединение (четные на один сервер, нечетные на другой). Перед каждым обращение выбирают нужное соединение.

Отличие кафки и рэббитмк

Кафка-

Рэббит- программный брокер сообщений на основе стандарта AMQP.

Какие есть нотации C4 – состоит из 4 уровней https://habr.com/ru/companies/nspk/articles/679426/

Модель данных - это концептуальное представление для выражения и передачи бизнес требований. Оно наглядно показывает характер данных, бизнес-правила, управляющие данными и то, как они будут организованны в БД.

ERD (entity relationship diagram) показывает сущности и отношения между ними. Она может принимать форму концептуальной, логической или физической модели данных

Концептуальная модель данных включает все основные сущности и связи, не содержит подробных сведений об атрибутах и часто используется на начальном этапе планирования

Логическая модель данных – это расширение концептуальной модели данных. Она включает в себя все сущности, атрибуты, ключи и взаимосвязи, которые представляют бизнес-информацию и определяют бизнес-правила

Физическая модель данных включает все необходимые таблицы, столбцы, связи, свойства БД для физической реализации БД. Производительность БД, стратегия, индексации, физическое хранилизе и денормализация – важные параметры физической модели.

Реляционная модель – метод проектирования, направленный на устранение избыточности данных. Жаннеы делятся на множество дискретных сущностей, каждая из которых, становится таблицей в реляционной БД. Таблицы обычно нормализованны до 3 нормальной формы.

Размерная модель – данные денормализованы для повышение производительности. Данные разделены на измерения и факты и упорядочены таким образом, чтобы пользователю было легче извлекать информацию и создавать отчеты.

OpenId – предназначен для аутентификации – для того, чтобы понять, что этот конкретный пользователь является тем, кем представляется

OAuth – протокол авторизации, т.е. позволяет выдать права на действия, которые Клиент может производить от лица Resource owner-a в другом сервисе

Оконная функция – функция, которая работает с выделенным набором строк (окном, партицией) и выполняет вычисление для этого набора строк в отдельном столбце. Ключевое слово over

Партиции (окна из набора строк) – это набор строк, указанных для оконной функции по одному из столбцов или группе столбцов таблицы. Партиции для каждой оконной функции в запросе могут быть разделены по различным колонкам таблицы.

При группировке кол-во строк уменьшается, а при картиции для каждой строки среднее

REST – все что мы хотим показать миру

Отличие URI от URL

Идемпотентность api, ключ идемпотентности в заголовке передается

Вопросы с бота:

1. Для передачи токена аутентификации при выполнении HTTP-запросов обычно используется заголовок Authorization.
2. В SOAP ответе информация об ошибке возвращается в элементе <Fault>. Этот элемент является частью стандартной структуры SOAP и используется для указания на наличие ошибок в процессе обработки запроса.
3. Процедура предоставления пользователю прав на выполнение определенного набора действий называется **авторизацией**
4. Процедура проверки того, что пользователь является тем, за кого себя выдаёт, называется **аутентификацией**. Обычно это осуществляется с помощью различных методов, таких как ввод пароля, использование биометрических данных, токенов или двухфакторной аутентификации.

**виды аутентификации**

* Базовая аутентификация (Basic access authentication)
* Дайджест-аутентификация (Digest access authentication)
* API ключи (API Keys)
* Аутентификация на предъявителя (Bearer authentication, also called token authentication)

Базовая аутентификация (Basic access authentication)

Наиболее простая схема, при которой username и password пользователя передаются в заголовке Authorization в незашифрованном виде, а в закодированном (base64-encoded).

Обратите внимание, что даже несмотря на то, что ваши учетные данные закодированы, они не зашифрованы! Получить имя пользователя и пароль при базовой аутентификации очень просто. Не используйте эту схему аутентификации на обычном HTTP, а только при использовании HTTPS (HTTP через SSL/TLS).

**Дайджест-аутентификация (Digest access authentication)**

Один из общепринятых методов, используемых веб-сервером для обработки учетных данных пользователя веб-браузера. Данный метод отправляет по сети хеш-сумму логина, пароля, адреса сервера и случайных данных, и предоставляет больший уровень защиты, чем базовая аутентификация, при которой данные отправляются в открытом виде.

При этой схеме сервер посылает уникальное значение nonce, а браузер передает MD5 хэш пароля пользователя, вычисленный с использованием указанного nonce.

**API ключи (API Keys)**

Некоторые API используют API ключи для авторизации. API ключ – это длинная уникальная строка содержащая произвольный набор символов, по сути заменяющие собой комбинацию username/password.

В большинстве случаев, сервер генерирует ключи доступа по запросу пользователей, которые далее сохраняют эти ключи в клиентских приложениях. При создании ключа также возможно ограничить срок действия и уровень доступа, который получит клиентское приложение при аутентификации с помощью этого ключа. Этот ключ может быть отправлен как параметр запроса

API ключи предполагаются быть секретными, т.е. только клиент и сервер знают этот ключ. Поэтому, как и в базовой, аутентификацию с помощью API ключей следует использовать только вместе с другими механизмами безопасности, такими как HTTPS/SSL.

**Bearer authentication (also called token authentication)**

Аутентификация на предъявителя (также называемая аутентификацией токена) - это схема проверки подлинности HTTP, которая включает токены безопасности, называемые токенами на предъявителя. Имя «Аутентификация на предъявителя» можно понимать как «предоставить доступ носителю этого токена». Токен-носитель - это загадочная строка, обычно генерируемая сервером в ответ на запрос входа в систему.

Такой способ аутентификации чаще всего применяется при построении распределенных систем Single Sign-On (SSO), где одно приложение (service provider или relying party) делегирует функцию аутентификации пользователей другому приложению (identity provider или authentication service). Типичный пример этого способа — вход в приложение через учетную запись в социальных сетях. Здесь социальные сети являются сервисами аутентификации, а приложение доверяет функцию аутентификации пользователей социальным сетям.

Реализация этого способа заключается в том, что identity provider (IP) предоставляет достоверные сведения о пользователе в виде токена, а service provider (SP) приложение использует этот токен для идентификации, аутентификации и авторизации пользователя.

Существует несколько стандартов определяющих протокол взаимодействия между клиентами и IP/SP-приложениями и формат поддерживаемых токенов. Среди наиболее популярных стандартов — OAuth, OpenID Connect, SAML, и WS-Federation.

Сам токен обычно представляет собой структуру данных, которая содержит информацию, кто сгенерировал токен, кто может быть получателем токена, срок действия, набор сведений о самом пользователе (claims). Кроме того, токен дополнительно подписывается для предотвращения несанкционированных изменений и гарантий подлинности.

При аутентификации с помощью токена SP-приложение должно выполнить следующие проверки:

* токен был выдан доверенным identity provider приложением (проверка поля issuer).
* токен предназначается текущему SP-приложению (проверка поля audience).
* срок действия токена еще не истек (проверка поля expiration date).
* токен подлинный и не был изменен (проверка подписи).

Форматы токенов:

* Simple Web Token (SWT) - наиболее простой формат, представляющий собой набор произвольных пар имя/значение в формате кодирования HTML form.
* JSON Web Token (JWT) – токен, основанный на формате JSON. Подробнее можно почитать на [специальном ресурсе](https://jwt.io/) посвящённом данному формату токета.
* Security Assertion Markup Language (SAML) - определяет токены (SAML assertions) в XML-формате, включающем информацию об эмитенте, о субъекте, необходимые условия для проверки токена, набор дополнительных утверждений (statements) о пользователе.

OAuth

Ключевая особенность применения OAuth заключается в том, что, если пользователь имеет подобный хорошо защищённый аккаунт, то с его помощью и технологии OAuth он может пройти аутентификацию на других сервисах, и при этом ему не требуется раскрывать свой основной пароль.

Стандарт OAuth (Open Authorization) не описывает протокол аутентификации пользователя, вместо этого он определяет механизм получения доступа одного приложения к другому от имени пользователя.

**В чём отличия OAuth 2.0 от OAuth 1.0:**

добавлены функционал для лучшей поддержки приложений не основанных на браузере.

OAuth 2.0 больше не требует, чтобы клиентские приложения имели криптографию (это было настоящим испытанием для реализации) теперь это переносится на плечи протокола HTTPS.

OAuth 2.0 предназначен для четкого разделения ролей между сервером, отвечающим за обработку запросов OAuth, и сервером, который обрабатывает авторизацию пользователя.

подписи OAuth 2.0 менее сложны.

токены OAuth 2.0 не «долговечны». Как правило, токены доступа OAuth 1.0 могут храниться в течение года или более (Twitter никогда не дает им истечь). OAuth 2.0 имеет понятие токенов обновления.

- токен доступа (access token): отправляется как ключ API, он позволяет приложению получать доступ к данным пользователя; опционально токены могут иметь срок действия.

- токен обновления (refresh token): опциональная часть, токены обновления получают новый токен доступа, если срок их действия истек.

**OpenID Connect** является средством аутентификации: с помощью этой системы можно удостовериться, что пользователь — именно тот, за кого себя выдаёт. Какие действия сможет совершать пользователь, прошедший аутентификацию посредством OpenID, определяется стороной, проводящей аутентификацию.

OpenID Connect предоставляет пользователю возможность создать единую учётную запись для аутентификации на множестве не связанных друг с другом интернет-ресурсов, используя услуги третьих лиц.

OpenID Connect позволяет клиентам всех типов (веб-клиенты, мобильные клиенты и клиенты JavaScript) запрашивать и получать информацию об аутентифицированных сеансах и конечных пользователях. Идентификационная информация пользователя закодирована в защищенном веб-токене JSON (JWT), который называется токеном идентификатора.

1. Процедура определения пользователя называется идентификацией. **Идентификация** (англ. identification) — это процесс, при котором пользователь сообщает системе информацию, позволяющую его однозначно определить, например, логин, идентификатор или имя пользователя. Идентификация обычно предшествует аутентификации, после которой система проверяет подлинность предоставленных данных.
2. Свойство системы, которое определяет, как просто пользователю изучить, запомнить и использовать её в своей работе, называется удобством использования или юзабилити (англ. usability).
3. В диаграммах последовательностей для отображения одного из множества вариантов, который выполнится при срабатывании заданного условия, используется фрейм alt (от англ. alternative).
4. **Требования можно описывать следующими способами:**
5. Текстовое описание (text) — это традиционный способ представления требований, когда они описываются в виде сплошного текста.
6. Пользовательские истории (user story) — это краткие описания функций с точки зрения конечного пользователя, которые включают цель и ожидаемый результат.
7. Сценарии использования (use case) — это описание взаимодействий между пользователем (актером) и системой для достижения конкретной цели.

9. Наиболее подходящий тип базы данных для хранения больших объемов данных с повышенной скоростью записи и чтения, но без необходимости сложных транзакций и структурированных запросов — это 3) Ключ-значение (Key-Value) базы данных.

Ключ-значение базы данных обеспечивают быструю работу с данными за счет простоты их структуры, где данные хранятся в виде пар "ключ-значение". Этот тип базы данных отлично подходит для сценариев, где требуется высокая производительность при больших объемах операций записи и чтения, а сложные запросы не являются необходимыми.

10. **Репликация** — это процесс копирования и синхронизации данных между несколькими серверами или базами данных с целью обеспечения доступности, отказоустойчивости и повышения производительности.

**Какие нотации вы знаете?**

**4C -** подход к описанию архитектуры системы, состоящий из 4 диаграмм.

Context diagrams (level 1) Диаграмма контекстов подходит для бизнес-пользвателей, которым не нужно включаться в технические детали. Диаграмма нужна чтобы ответить на вопросы какие пользвоатели используют систему, с какими системами она взаимодействует и для чего.

Container diagrams (level 2) Диаграмма контейнеров подходит для пользователей, которым нужно понять архитектуру приложения без глубокого погружения в техническую часть. Контейнер – это некая самостоятельная часть система, наприер, мобильное приложение. Диаграмма отвечает на вопросы Какие технологии использует система, из каких контейнеров состоит как они взаиможейству.т между собой, с внешними системами, как пользователи взаимодействуют с ними.

Component diagrams (level 3) Диаграмма компонентов Целевая аудитория диаграммы компонентов, это программисты и архитекторы. Компонент – это абстракция, из которых состоит контейнер. Отвечает на впорсоы из каких компонентов состоит контейнер, И как компоненты взаимодейсвтуют друг с лругом, пользователями, внешними системами.

Code diagrams (level 4) - Диаграмма кода используется для низкоуровневой детализации системы. Это uml диаграмма классов

UML, BPMN, ERD, DFD, IDEF

###### Какие виды диаграмм UML?

Диаграммы классов (Class Diagram), используемая для моделирования статической структуры системы, диаграмма прецендентов Показывает взаимодействия между пользователями (акторами) и системой через прецеденты (use cases), диаграмма последовательностей Моделирует динамическое взаимодействие объектов через последовательность сообщений между ними., диаграмма активности, диаграмма состояний,

###### **Расскажите про межсистемную интеграцию?**

Системная интеграция — способ заставить две или несколько программ, систем, технологией обмениваться информацией друг с другом.

Для выбора подходящего способа интеграции нужно ответить на вопросы:

1. какими данными должны обмениваться системы?
2. с какой скоростью и в каком объёме системы обмениваются данными?
3. как долго и как часто системы будут обмениваться данными?
4. какие ограничения и особенности есть у интегрируемых систем?
5. сколько временных и финансовых ресурсов есть на интеграцию?

Выделяют 4 основных стиля интеграции:

<https://habr.com/ru/articles/841862/>

<https://systems.education/integrations-fundamentals-one>

1. **Файловый обмен.** способ интеграции, при котором данные между системами передаются в виде файлов: система-источник размещает на файловом сервере файлы, а система-приёмник забирает их с файлового сервера и использует для своих нужд. файлообменники, ftp серверы, облачные серверы (гугл диск).

Файловый обмен как способ интеграции подходит для решения задач, в которых нужно передавать файлы больших объёмов и обмен данными в реальном времени не нужен.

1. **Общая база данных.** шарить данные для других систем, например репликация или ETL (из нескольких источников в один источник загружаем). Когда все подключаются к одной базе данных – это плохо. Блокировки могут возникать, когда много систем обращаются параллельно к одной сущности в БД и внутренний механизм СУБД блокирует возможность работы с этой сущностью. Системы, работающие с общей БД, должны учитывать возможность блокировки и свою реакцию на блокировку.

Общая БД как способ интеграции применяется, когда все интегрируемые ИС внутренние; когда обмен данными происходит по расписанию или эпизодически, обмен частый и в реальном времени; когда объем данных не слишком большой (небольшие файлы); когда нужно видеть изменения, происходящие в ИС, сразу.

**Синхронные интеграции** – запрос ответ в режиме реального времени. Может заблокироваться во время ожидания, усложняет масштабирование, пожирает ресурсы. НАДО РАСКРЫТЬ ЕЩЕ

3. **Дистанционный вызов процедур** — это способ интеграции ИС, при котором клиент удалённо вызывает функцию или процедуру на сервере по определённому протоколу (набору правил). Сервер в свою очередь выполняет какой-то процесс или формирует набор данных и передаёт ответ клиенту. (Вызов метода API или удаленный вызов процедур (RPC)).

**API** – интерфейс взаимодейтсвия между сервисами. Походы:

RPC — Remote Procedure Call;

CORBA — Common Object Request Broker Architecture;

SOAP — Simple Object Access Protocol

REST — Representational State Transfer

GraphQL — Graph Query Language

gRPC — Google Remote Procedure Calling

###### **SOAP**

стандартизированный протокол обмена сообщениями между приложения по сети. Протокол имеет набор жёстких правил, без соответствия которым взаимодействие по SOAP невозможно. Обмен данными с помощью SOAP реализуется в следующем порядке.

1. Клиент формирует запрос и направляет HTTP-запрос на сервер. Чаще всего это POST-запрос (даже на получение данных), так как исторически SOAP поддерживал только их (новые версии протокола поддерживают и GET). В теле запроса передаётся набор данных в формате XML: SOAP поддерживает только этот формат данных. Запрос всегда выполняется к одному ресурсу — название конкретной функции передаётся в теле запроса.
2. Данные запроса обрабатываются на веб-сервере по правилам, закреплённым в XSD-схеме.
3. Веб-сервер осуществляет вызов удаленной процедуры на сервере приложений.
4. Веб-сервер получает ответ от сервера приложений и возвращает его клиенту.
5. Важная часть проектирования интеграции через SOAP — WSDL-схема и XSD-схема. WSDL содержит описание всех функций, которые доступны для вызова на веб-сервисе. XSD-схема содержит структуру и содержимое запросов. В качестве транспорта для реализации SOAP чаще всего используется HTTP, но протокол может быть реализован поверх любого транспортного протокола прикладного уровня по модели OSI.

Как спроектировать интеграцию через SOAP

При проектировании SOAP API важно определить ряд параметров интеграции:

1. Перечень функций на сервере и их названия нужно закрепить в WSDL-схеме.
2. Структуру и содержимое XML-сообщений запросов, включая типы данных, нужно закрепить в XSD-схеме, которая будет использоваться для валидации запросов (XSD — это язык описания структуры XML документа. Его также называют XML Schema.).
3. Методы аутентификации клиента. Будет ли это базовая аутентификация или с использованием токена? Параметры для аутентификации передаются в заголовке запроса.
4. Перечень статусов ответов сервера, в том числе для ошибок. Статусы ответов передаются в заголовке ответа.
5. Структуру и содержимое XML-сообщений ответов, включая типы данных, нужно закрепить в XSD-схеме, которая будет использоваться для валидации ответов.

**Плюсы soap:** стандартизация, все соап сервисы должны быть спроектированы одинаково, поддерживает много стандратов безопасности, например WS-Security, которые обеспечивают шифрование сообщений и аутентификацию. Он надежен стандарты WS-ReliableMessaging, которые гарантируют доставку сообщений даже при сбое сети.

Минусы: сложная разработка, XML тяжеловесен,soap избыточен из-за большого количества методанных. Сложность внесения изменений из-за строгого контракта: любые изменения требуют обновления WSDL и XSD, изменений в коде и клиента и сервера.

Когда используем? SOAP хорошо подходит для интеграции ИС, когда:

1. надёжность и безопасность важнее скорости;
2. строгие контракты важнее высокой частоты изменений;
3. логика удаленных процедур сложна;
4. нужны транзакционные операции.

SOAP как способ интеграции чаще всего используют для решения задач, в которых цена ошибки высока: финтех-проекты; государственные системы; медицинские системы.

XML формат, можно передавать бинарные типы данных бинарные – файлы, различные сетевые протоколы хттп тоже, повышенная безопасность например шифрование сообщений. Он уже стандартизирован. Есть транзакции, транспортировка сообщений.

1. Envelope (оболочка): корневой элемент SOAP-сообщения, который определяет его как SOAP-сообщение. Он заключает в себя все остальные части сообщения. содержит пространства имён, которые указывают, что это SOAP-сообщение и подчиняется определённым стандартам.

2. Header (заголовок) (опционально): Содержит метаданные, такие как информация о безопасности, маршрутизации, транзакциях и другая дополнительная информация. Заголовок является опциональным, но часто используется для передачи важной служебной информации.

3. Body (тело): Основная часть SOAP-сообщения, содержащая фактические данные запроса или ответа. В теле описываются конкретные действия (методы или операции), которые вызываются у веб-службы, и параметры этих действий. Если сообщение содержит ошибки, они описываются в виде элемента Fault внутри тела.

4. Fault (ошибка) (опционально): Специальный элемент, который используется для передачи информации об ошибках или исключениях, произошедших на стороне сервера. Этот элемент может содержать коды ошибок, текстовые описания и подробную информацию о том, что пошло не так.

WSDL (Web Services Description Language) — это язык описания веб-сервисов и доступа к ним, основанный на языке XML.

**XSD** (XML Schema Definition) — это язык определения структуры и правил для XML-документов. Определяет элементы, типы данных, атрибуты и их возможные значения

**XML** (eXtensible Markup Language) — это расширяемый язык разметки, который используется для представления структурированных данных в виде текста.

<Книга название="Война и мир" автор="Лев Толстой">

 <ГодИздания>1869</ГодИздания>

</Книга>

·  **Книга** — это элемент, который содержит два атрибута: название и автор.

·  **ГодИздания** — это вложенный элемент, который содержит текстовое значение 1869

### **Что содержится в XML:**

1. **Элементы (Elements)** — основная структура XML-документа. Элементы определяются открывающим и закрывающим тегами. Элементы могут содержать другие элементы или текст.
   * Пример: <Имя>Иван</Имя>
2. **Атрибуты (Attributes)** — дополнительные данные, которые задаются внутри открывающего тега элемента. Они служат для описания свойств элементов.
   * Пример: <Книга название="Война и мир" автор="Лев Толстой"/>
3. **Теги (Tags)** — используются для обозначения начала и конца элемента. Открывающий тег <Имя> и закрывающий тег </Имя>.
4. **Корневой элемент (Root Element)** — каждый XML-документ должен иметь один корневой элемент, внутри которого располагаются все остальные элементы.
   * Пример: <Библиотека>...</Библиотека>
5. **Пролог** — начало XML-документа, которое указывает версию XML и кодировку.
   * Пример: <?xml version="1.0" encoding="UTF-8"?>
6. **Комментарии** — текст, который игнорируется при обработке XML, но может быть полезен для добавления пояснений.
   * Пример: <!-- Это комментарий -->

### **Пример последовательности действий**

1. **Разработка WSDL**:
   * Описание метода GetBook, который принимает GetBookRequest и возвращает GetBookResponse.
2. **Создание XSD**:
   * Определение структуры GetBookRequest (например, с элементом BookId) и GetBookResponse (например, с элементами Title, Author, Year).
3. **Генерация XML**:
   * Клиент отправляет XML-документ, например:

WSDL состоит из нескольких разделов:

* **types** — описывает данные, которые передаются, с помощью XSD.
* **message** — определяет структуру сообщений (запросов и ответов).
* **portType** — указывает доступные операции (методы).
* **binding** — описывает, как именно сообщения передаются, например через HTTP.
* **service** — указывает, где веб-служба доступна (URL)

·  **SOAP** — это протокол обмена сообщениями.

·  **WSDL** описывает интерфейс веб-службы (какие методы доступны, и как с ними взаимодействовать).

·  **XSD** описывает структуру данных, используемых в SOAP-сообщениях.

·  Клиент использует **WSDL**, чтобы понять, как взаимодействовать с сервером, и отправляет **SOAP-запросы** на основе WSDL и XSD.

SOAP является надстройкой над протоколом HTTP, что означает, что он использует HTTP как транспортный протокол для передачи SOAP-сообщений. При этом SOAP определяет, как структурировать сообщения, а HTTP отвечает за их передачу.

<https://babok-school.ru/blog/soap-server-python-example/>

**Документ WSDL используется** для краткого описания веб-службы и предоставляет клиенту всю информацию, необходимую для подключения к веб-службе и использования всех функций, предоставляемых веб-службой. [2](https://www.guru99.com/ru/wsdl-web-services-description-language.html)

**Структура WSDL-документа** включает следующие элементы: [1](https://ru.wikipedia.org/wiki/WSDL)

1. **Определение типов данных (types)**. Определение вида отправляемых и получаемых сервисом XML-сообщений. [1](https://ru.wikipedia.org/wiki/WSDL)
2. **Элементы данных (message)**. Сообщения, используемые веб-сервисом. [1](https://ru.wikipedia.org/wiki/WSDL)
3. **Абстрактные операции (portType)**. Список операций, которые могут быть выполнены с сообщениями. [1](https://ru.wikipedia.org/wiki/WSDL)
4. **Связывание сервисов (binding)**. Способ, которым сообщение будет доставлено. [1](https://ru.wikipedia.org/wiki/WSDL)
5. **Конкретная точка вызова сервиса (service)**. Эндпоинт/адрес, по которому сервис доступен.

САР теорема  - рассказывает какую систему можно создать, какую нет

консистентность – все данные одинаковые вне зависимости с сайта или мобилки смотришь,

доступность – 24 на 7 можешь зайти в свою систему

доступность по сети (разделение по сети) если интернет провалился все равно можешь зайти в свою систему

###### REST

REST — это архитектурный стиль, набор принципов проектирования архитектуры распределенных веб-приложений. REST API — применение архитектурного стиля REST к проектированию API. REST не имеет собственных методов и не ограничен никакими протоколами.

Существует 6 принципов стиля REST:

Клиент-серверная архитектура

Stateless

Кэширование

Единообразие интерфейса

Layered system

Code on demand

Если сервис соответствует всем этим принципам, то такой сервис называют RESTful.

Приложение, спроектированное в стиле REST работает следующим образом.

1. Клиент (как правило из веб-браузера) направляет HTTP-запрос на веб-сервер.
2. Веб-сервер направляет запрос к веб-приложению.
3. Веб-приложение выполняет какое-то действие или формирует набор данных из БД и возвращает ответ клиенту через веб-сервер.

В качестве транспортного протокола REST-сервисы используют HTTP/HTTPS. Обмен данными производится чаще всего в формате JSON, но можно использовать любой формат: XML, TXT, CSV, Protobuf.

Для того, чтобы обратиться к веб-серверу, необходимо направить запрос по определённому маршруту, используя один из HTTP-методов (GET, POST, PUT, PATCH). Таким образом, маршрут указывает на то, с каким ресурсом (объектом) нужно работать — это может быть любой объект предметной области: пользователь, заказ, товар и т.д. Важно, что сам по себе HTTP-метод не выполняет никаких действий с ресурсом. REST не обязывает реализовывать конечные точки каким-то конкретным образом, например, удаление ресурса можно реализовать методом GET и наоборот. Несмотря на это использование методов с учетом их семантики является рекомендацией стиля REST и правильной практикой для правильного понимания пользователей вашего API.

При проектировании REST API важно определить ряд параметров интеграции.

1. Набор конечных точек: маршрутов и HTTP-запросов к ним. Часто конечные точки еще называют эндпоинтами (endpoint) или «ручками».
2. Формат, структуру и содержимое полезной нагрузки запроса для каждой конечной точки.
3. Аутентификация клиента для каждой конечной точки.
4. Статусы ответа сервера для каждой конечной точки
5. Формат, структура и содержимое полезной нагрузки ответа для каждой конечной точки.

Для документирования REST API принято использовать спецификацию OpenAPI.

**Плюсы**: простота реализации, универсальность, поддрежка разных методов аутентификации и кэширования.

**Минусы**: отсутсвие стандартизации, Низкая производительность: каждый запрос требует отдельного HTTP-соединения и содержит метаданные, которые увеличивают нагрузку на сеть, Изначальная ориентация на stateless (без сохранения состояния), а не stateful, неподходит для большого объема данных, Сложно реализовать транзакционные операции над несколькими ресурсами одновременно.

Когда используем? REST хорошо подходит для интеграции ИС, когда:

* нужно сделать быстро и просто;
* скорость важнее надёжности и безопасности;
* нужно часто вносить изменения в контракты взаимодействия;
* бизнес-логика не очень сложная и операции над бизнес-сущностями ограничены набором CRUD-операций (Create, Read, Update, Delete);
* экономия трафика не важна.

REST как архитектурный стиль интеграции чаще всего используют для: веб-приложений; мобильных приложений.

###### GraphQL

ー технология обработки запросов к приложению с помощью API. GraphQL как технология объединяет в себе язык запросов, среду обработки запросов и архитектуру клиент-серверного взаимодействия.

GraphQL применяется когда нужно собирать данные из разных источников и сократить число запросов от клиента к серверу, передав в ответ только те данные, что запрашивает клиент.

###### **gRPC**

ー фреймворк реализации удаленного вызова процедур (RPC). Фреймворк gRPC позволяет реализовать различные механики взаимодействия систем или сервисов.

1. Механика «Запрос-Ответ» (Request-Response): синхронный запрос клиента и ответ сервера.
2. Потоковая передача потока данных с сервера на клиент при подключении клиента.
3. Потоковая передача потока данных с клиента на сервер при подключении клиента.
4. Двунаправленная передача потока данных с сервера на клиент и наоборот.

В качестве транспортного протокола gRPS использует HTTP/2. Использование именно второй версии протокола обеспечивает производительность выполнения запросов и передачи данных за счёт реализации в HTTP/2 мультиплексирования и эффективных механизмов сжатия.

Также высокая производительность gRPC достигается за счёт особого формата передачи данных ー бинарного формата Protobuf (Protocol Buffers) со встроенной схемой данных. В protobuf данные передаются в закодированном виде, а декодирование производится на стороне получателя данных. Когда использовать gRPC

gRPC хорошо подходит для интеграции ИС, когда:

1. нужны разные варианты обмена данными (по запросу сервера, по запросу клиента, потоковая передача данных и т.д.);
2. требуется реализовать высокое быстродействие в реальном времени;
3. разные технологии у интегрируемых ИС и стек может расширяться;
4. важна безопасность.

gRPC чаще всего применяется для: микросервисов; мобильных приложений; IoT (Internet Of Things)-устройств; машинного обучения; веб-приложений; стриминговых сервисов.

gRPC как технология интеграции подходит в случаях, когда нужны разные варианты обмена данными (по запросу сервера, по запросу клиента, потоковая передача данных и т.д.); требуется реализовать высокое быстродействие в реальном времени; разные технологии у интегрируемых ИС и стек может расширяться; важна безопасность.

###### **Webhook (вебхук)**

ー технология взаимодействия веб-приложений или сервисов в реальном времени. Вебхук позволяет настроить автоматическую отправку запроса из системы-источника к системе-приемнику при наступлении какого-то события-триггера. По своей сути вебхук ー это HTTP-запрос, только сформированный и отправленный автоматически при наступлении события. Использование вебхука позволяет избежать непрерывного опроса API сервера клиентом при реализации асинхронных процессов (это еще называют longpooling).

Вебхук хорошо подходит для решения задач:

* когда характер обмена событийный (не периодический);
* когда клиент не знает, когда на сервере будут новые данные, но должен получить их, когда они появятся;
* когда нужно избежать периодических и безрезультатных обращений клиента к серверу, например, для экономии трафика;

Вебхук часто используется в системах: с событийно-ориентированной архитектурой (Event-Driven Architecture, EDA); с уведомлениями в реальном времени.

Вебхук можно использовать событийном характере обмена; если клиент не знает, когда на сервере будут новые данные, но должен получить их, когда они появятся; когда нужно избежать периодических и безрезультатных обращений клиента к серверу, например, для экономии трафика.

###### **WebSocket**

ー протокол связи между клиентом и сервером. Протокол позволяет устанавливать двунаправленное постоянное соединение в реальном времени благодаря механизму keep alive, введенному в рамках HTTP 1.1.

Установка websocket-соединения осуществляется с помощью handshake. Handshake ー это приветственное сообщение (рукопожатие), которое отправляется клиентом на сервер. Оно сигнализирует, что необходимо перейти с использования протокола HTTP на протокол WebSocket.

Закрытие соединения может быть инициировано как клиентом, так и сервером, и осуществляется с помощью отдельного закрывающего сообщения.

Пока соединение открыто, клиент и сервер могут обмениваться данными в реальном времени, причём отправлять данные может как клиент, так и сервер.

На транспортном уровне WebSocket использует сетевой протокол TCP, что позволяет организовать передачу данных разных схем и размеров. Протокол TCP разбивает данные на фреймы, обеспечивая их целостность через отправку закрывающего бита, который маркирует завершение передачи.

WebSocket хорошо подходит для решения задач, в которых:

* нужна интеграции в реальном времени;
* нужна двусторонняя связь клиента с сервером;
* нужно долговечное решение.

WebSocket часто используется в: онлайн-играх; чатах и мессенджерах; системах мониторинга в реальном времени; IoT-сфере.

**Асинхронные интеграции** – запрос будет обработан не сразу, нужно уметь получать ответ. Не блокирует поток и ресурсы, увеличивает производительность, облегчает масштабирование. НО реализация сложнее, отсутствие транзакций.

4. **Обмен сообщениями:** например, интеграция с помощью интеграционной шины или внешнего сервиса через брокеры сообщений.

Обмен сообщениями: посредник между системами, возможен синх и асинх обмен, но при синхр теряется смысл использования брокера. Два основных подхода обмена на основе брокеров: точка-точка (требует респонс ответ) ИЛИ издатель –подписчик (не ждет ответа, он обрабатывает тогда когда надо).

Примеры брокеров ну очевидно Кафка, рэббит и ActiveMQ. Самый популярный и надежный кафка, потому что обещает сохранить и не потерять сообщений. Рэбит тоже при настройках так умеет, но не по умолчанию, как в кафке.

**Сходства Apache Kafka и RabbitMQ**

Оба являются брокерами программных сообщений и используются для обмена информацией между различными приложениями. оба брокера работают по схеме «издатель-подписчик» (отправитель-получатель), когда источники данных направляют потоки информации, а получатели обрабатывают их по мере потребности.оба брокера способны реализовать стратегии «как максимум однократная доставка» и «как минимум однократная доставка», что позволяет сократить риски потери или дублирования сообщений. обе системы обеспечивают репликацию сообщений. Apache Kafka и RabbitMQ гарантируют порядок отправки сообщений с помощью уведомлений и стратегий доставки

**Отличия:**

* обусловлены принципиально **разными моделями доставки** сообщений, реализуемыми в этих системах. В частности, Kafka действует по принципу вытягивания (**pull**), когда получатели (consumers) сами достают из топика (topic) нужные им сообщения. RabbitMQ, напротив, реализует модель проталкивания (**push**), отправляя необходимые сообщения получателям.
* RabbitMQ помещает сообщение в очередь FIFO (First Input – First Output) и отслеживает статус этого сообщения в очереди, а Kafka добавляет сообщение в журнал (записывает на диск), предоставляя получателю самому заботиться о получении нужной информации из топика. Кролик удаляет сообщение после доставки его получателю, а Кафка хранит сообщение до тех пор, пока не наступит момент запланированной очистки журнала.
* **Балансировка** – благодаря pull-модели доставки сообщений RabbitMQ сокращает время задержки, однако возможно переполнение получателей, если сообщения прибудут в очередь быстрее, чем те могут их обработать. Поскольку в RabbitMQ каждый получатель запрашивает/выгружает разное количество сообщений, то распределение работы может стать неравномерным, что повлечет задержки и потерю порядка сообщений во время обработки. Для предупреждения этого каждый получатель Кролика настраивает предел предварительной выборки (QoS) – ограничение на количество скопившихся неподтвержденных сообщений. В Apache Kafka балансировка нагрузки выполняется автоматически путем перераспределения получателей по разделам (partition) топика.
* **Маршрутизация** – RabbitMQ включает 4 способа маршрутизации на разные обменники (exchange) для постановки в различные очереди, что позволяет использовать мощный и гибкий набор шаблонов обменов сообщениями. Кафка реализует лишь 1 способ записи сообщений на диск, без маршрутизации.
* Kafka говорят «тупой сервер, умный клиент», что означает необходимость реализации логики работы с сообщениями на клиентской стороне, т.е consumer заботится о получении нужных сообщений. RabbitMQ – наоборот, «умный сервер, тупой клиент», поскольку этот брокер сам обеспечивает всю логику работы с сообщениями.

**Отправитель или producer** ー подсистема или сервис, который публикует данные в брокер.

**Потребитель или consumer** ー подсистема или сервис, который подписывается на получение сообщений из брокера и потребляет полученные данные.

Брокер является посредником между отправителем и потребителем. Можно сказать, что брокер выступает сервером, а отправители и потребители ー клиентами.

При проектировании интеграции через брокер сообщений важно определить ряд параметров интеграции.

1. Как будет называться канал связи, в который будут публиковаться данные. В RabbitMQ это топик, в Apache Kafka ー очередь.
2. Параметры полезной нагрузки сообщений от отправителя: формат, схема, максимальный размер. Максимальный размер важен, потому что для всех брокеров не рекомендуется передавать сообщение больше 1 МБ.
3. Какова надёжность потребителя. Если потребитель ненадёжный, то стоит использовать Kafka, который сохраняет данные на диске длительное время, в отличие от RabbitMQ, который удаляет данные после доставки сообщения.
4. Фактор репликации ー количество копий сообщения ー в кластере брокера. Это нужно для обеспечения надёжности доставки сообщений.
5. Производительность потока данных в части публикации и потребления.
6. Требуется ли настраивать разделы (партиции) в Kafka (разделение топика на несколько разделов) или предел очереди в RabbitMQ (максимальное количество сообщений в очередь), чтобы предотвратить переполнение очереди.
7. Стратегия разделения в Kafka, если разделение используется; тип обменника (маршрутизатор сообщений) в RabbitMQ.
8. Размер очереди и время жизни сообщения для RabbitMQ; максимальное время хранения сообщений для Kafka.
9. Схема потокового обмена, на которой будут отображены все топики/очереди, отправители и потребители данных. Удобно проектировать такую схему через DFD-диаграмму.
10. Также описать интеграцию через брокер можно с помощью спецификации стандарта AsyncAPI. Спецификация в формате yaml (похожая на Open API спецификацию) содержит состав топиков, схему аутентификации, формат данных полезной нагрузки и т.д.

Когда использовать брокеры сообщений

Брокеры сообщений как технология интеграции отлично подходят для решения задач, когда:

* нужна асинхронная интеграция, в том числе сразу нескольких систем;
* нужна передача данных в реальном времени или низкая задержка;
* много данных, но размер каждого сообщения небольшой;
* событийный характер обмена (EDA-архитектура);
* нужны высокая производительность и масштабирование;
* есть ресурсы на развёртывание и поддержку дополнительной инфраструктуры для брокера.

Брокеры сообщений успешно используются в системах:с микросервисной событийно-ориентированной архитектурой; платформы IoT; с уведомлениями в реальном времени; с межсервисными транзакциями.

###### **Служебная шина данных (ESB)**

отдельный промежуточный сервис по середине всех нашихон облегчает взаимодействие между различными приложениями и службами в сервис-ориентированной архитектуре. Получает, маршрутизирует, преобразовывает и доставляет данные с использованием различных протоколов связи.

<https://systems.education/integrations-fundamentals-two>

<https://habr.com/ru/articles/676088/>

Архитектура программного обеспечения

**Монолитное приложение** —

всё приложение — это единая структура, где все компоненты (бизнес-логика, пользовательский интерфейс, доступ к данным) тесно связаны и развёртываются как одно целое.

Монолитная архитектура — это традиционный дизайн программного обеспечения, при котором все приложение строится как единое целое. В этом типе архитектуры все компоненты программной системы, включая пользовательский интерфейс (UI), бизнес-логику и уровни обработки данных, тесно интегрированы в единую кодовую базу.

тип двухуровневой (также называют двухзвенной) архитектуры. При двухуровневой архитектуре приложение разбито на два слоя.  
На первом слое находится визуальный интерфейс ([UI](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D1%84%D0%B5%D0%B9%D1%81_%D0%BF%D0%BE%D0%BB%D1%8C%D0%B7%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8F) — User Interface), предназначенный для удобства использования приложения и некоторой валидации данных.

Второй слой — слой хранилища данных. На этом слое кроме хранилища существует некая бизнес-логика, например: бухгалтерия, составление отчётности и т. д. Логика может быть, например, написана на каком-либо транзакционном языке, в зависимости от конкретной [СУБД](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0_%D1%83%D0%BF%D1%80%D0%B0%D0%B2%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F_%D0%B1%D0%B0%D0%B7%D0%B0%D0%BC%D0%B8_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85) (система управления базами данных).

При необходимости такое приложение можно масштабировать путём увеличения мощности сервера, на котором инсталлировано приложение — «вертикальное масштабирование».

**СОА (сервис-ориентированная архитектура)** — многослойная (три или более уровня) архитектура, каждый слой которой отвечает за определённую «обязанность»:

1 слой — пользовательский интерфейс, зачастую веб-интерфейс

2 слой — бизнес-логика: расчёты, агрегация данных и т. д.

3 слой — база данных (хранилище)

В его основе лежат несколько основных идей – переиспользование сервисов и корпоративная шина. Разработчики стремятся разбить систему на сервисы таким образом, чтобы их можно было использовать повторно. Взаимодействие и маршрутизация осуществляется через корпоративную шину ESB. Типичная SOA архитектура показана на рисунке ниже.

Давайте посмотрим из каких частей она состоит, и какова их роль.

Шина(ESB): в случае взаимодействия сложных событий действует как посредник и управляет различными рутинными операциями, такими как передача сообщений и координация вызовов.

Инфраструктурные сервисы (infrastructure services): группа легко переиспользуемых сервисов, таких как аутентификация/авторизация, отправка смс и прочее.

Прикладные сервисы (application services): не могут быть переиспользованны под разные задачи, так как ограничены определенным прикладным контекстом, но их можно встраивать в более высокоуровневые сервисы.

Сервисы предприятия (Enterprise services): эти сервисы отвечают за реализацию крупных частей бизнес процессов компании, они потребляют более низкоуровневые сервисы.

API: по сути это бэкенды, предоставляющие API, доступное в интернет, для сайтов и мобильных приложений компании. Они взаимодействуют с ESB и раскрывают функциональность для конечных потребителей.

Как вы могли заметить, проектируя архитектуру в данном стиле, мы имеем очень большое количество слоев и как следствие команд, которые ими владеют. Любой запрос пронизывает все слои системы, в большей степени напоминая монолитную архитектуру. Но данный тип архитектуры намного сложнее, потому что является распределенной архитектурой.

**Микросервисная (облачная) архитектура**

Для оптимизации затрат представляется возможным переход на облачную архитектуру. Необходимо построить приложение таким образом, чтобы можно было развернуть его не только на своих мощностях, но и на каких-то облачных ресурсах.

**Микросервисы** — это небольшие автономные совместно работающие сервисы.  
Можно выделить следующие основные характеристики МСА:

* Максимальная независимость и автономность
* Реализация подхода «умные сервисы и глупые каналы» ([smart endpoints and dumb pipes](https://medium.com/@nathankpeck/microservice-principles-smart-endpoints-and-dumb-pipes-5691d410700f)) при микросервисном взаимодействии
* Поддержка [DevOps](https://ru.wikipedia.org/wiki/DevOps) подходов [CI](https://ru.wikipedia.org/wiki/%D0%9D%D0%B5%D0%BF%D1%80%D0%B5%D1%80%D1%8B%D0%B2%D0%BD%D0%B0%D1%8F_%D0%B8%D0%BD%D1%82%D0%B5%D0%B3%D1%80%D0%B0%D1%86%D0%B8%D1%8F) (Continuous integration, Непрерывная интеграция) и [CD](https://ru.wikipedia.org/wiki/%D0%9D%D0%B5%D0%BF%D1%80%D0%B5%D1%80%D1%8B%D0%B2%D0%BD%D0%B0%D1%8F_%D0%B4%D0%BE%D1%81%D1%82%D0%B0%D0%B2%D0%BA%D0%B0) (Continuous delivery, Непрерывная доставка)
* Гибкая масштабируемость
* Нацеленность на концепцию децентрализации управления данными

Микросервисы в отличие от SOA, наоборот, избегают повторного использования, применяя философию - предпочтительнее дублирование, а не зависимость от других сервисов. Повторное использование предполагает связанность, а архитектура микросервисов в значительной степени старается ее избегать. Это достигается за счет разбиения системы на сервисы по ограниченным контекстам (бизнес областям). Типичная MSA архитектура показана на рисунке ниже.

В отличие от SOA каждый сервис обладает всеми необходимыми для функционирования частями – имеет свою собственную базу данных и существует как независимый процесс. Такая архитектура делает каждый сервис физически разделенным, самодостаточным, что ведет с технической точки зрения к архитектуре без разделения ресурсов.

Сервисы раскрываются для потребителей также через слой API, но его стараются проектировать с полным отсутствием какой-либо логики. Это фактически просто проксирование API сервисов во вне.

Взаимодействие между сервисами сводится к обмену данными, используя брокер сообщений. Именно к обмену данными, а не вызову методов из других сервисов.

Как вы могли заметить, проектируя архитектуру в данном стиле мы имеем небольшое количество слоев, но достаточно много сервисов и команд, которые ими владеют. Основной сложностью данной архитектуры является правильное определение ограниченного контекста и распределение сервисов по командам.

«В чем отличие микросервисов от SOA?». Ответ часто сводится к техническим особенностям реализации SOA, таким как наличие ESB, централизация, крупные сервисы и т.п. Все это действительно так, но сегодня я хочу дать более развернутый ответ и посмотреть на корневые различия, плюсы, минусы этих двух архитектур.

**Нормализация** – процесс устранения избыточность и предотвращения аномалии при изменении данных. Главная цель нормализации — оптимизация структуры базы данных и обеспечение целостности данных.

**1 нормальная форма** – каждое поле должно содержать только одно значение, нет дублирования строк, столбцы содержат однородные данные

**2 нормальная форма** - Все неключевые атрибуты (столбцы) должны зависеть от всего первичного ключа (если ключ составной)

**3 нормальная форма** - Неключевые атрибуты (столбцы) не должны зависеть друг от друга (устранение транзитивных зависимостей).

Если в таблице нет составного ключа, 2NF будет уже выполнена, и тогда нужно просто проверять на транзитивные зависимости для 3NF.

**Аномалии в бд** – ошибки возникающие при работе с бд, ошибки вставки, изменения, удаления.

**Аномалии-модификации** проявляются в том, что изменение одних данных может повлечь просмотр всей таблицы и соответствующее изменение некоторых записей таблицы.

**Аномалии-удаления** — при удалении какого либо кортежа из таблицы может пропасть информация, которая не связана на прямую с удаляемой записью.

**Аномалии-добавления** возникают, когда информацию в таблицу нельзя поместить, пока она не полная, либо вставка записи требует дополнительного просмотра таблицы.

###### ТРЕБОВАНИЯ

Кто собирает требования,? Дискавери фаза – выявляются требования и анализируются поставленные цели – участвует продак и дизайнер, продак приходит к аналитику с задачей, вместе они прорабатывают задачу и отдают в разработку и начинается процесс деливери (доводим задачу до прода).

У кого будем собирать требования? У любого человека который заинтересован в проекте(стейкхолдеры) или системе. Пользователь, бизнес, команды разработки, маркетинг, эксперт предметной области,

КАк согласовывать требования между различными участниками? RACI

R(responsible)

A(accountable)

C

I

Какие есть способы требований? Опрос, анкетирование, интервью, анализ документации, анализ конкурентов,

Анкетировнаие – составляем лист опросник содержащий открытые и закрытые вопросы

Мозговой штурм – участники накидывают идеи

Работа в полях – командировка на производтво

Интервью – разговор, беседа, при котором задают интервью и занимают вопросы, задавайте открытые вопросы

Прототип – наброски интйерфейсов или прототипы, чтобы получить обратную связь.

Какие вопросы задать при внедрение фичи? Вопросы пользователям:

Как опрашивать пользователя о нефункциональных требований? Пользователи нес ильно дуимают о них, больше вопросы продукту, заказчику, система надежная производительная, защищает данные, скольок челолвек будет заходить,

Виды требований:

1) Функциональные требования: Определяют, что система должна делать.  
2) Нефункциональные требования: Определяют характеристики системы, такие как производительность, масштабируемость, безопасность и надежность.  
3) Бизнес-требования: Определяют цели и задачи бизнеса, которые система должна поддерживать.  
4) Требования к пользовательскому интерфейсу: Определяют внешний вид и функциональность пользовательского интерфейса.  
5) Требования к интеграции: Определяют, как система должна взаимодействовать с другими системами.  
6) Требования к производительности: Определяют ожидаемую производительность системы.  
7) Требования к безопасности: Определяют меры, необходимые для обеспечения безопасности данных.  
8) Требования к обучению: Определяют, какое обучение должно быть проведено для пользователей системы.

Нефункциональные требования включают:

Нефункциональные требования определяют характеристики системы, которые не связаны с ее функциональностью, но могут влиять на ее качество и удовлетворенность пользователей. Некоторые из них включают:

1) Производительность: Требования к скорости работы системы, количеству обрабатываемых запросов в секунду и т.д.

2) Масштабируемость: Требования к возможности системы расширяться и адаптироваться к увеличению нагрузки или добавлению новых функций.

3) Надежность: Требования к стабильности работы системы и отсутствию сбоев.

4) Безопасность: Требования к защите системы от атак, утечек данных и других угроз.

5) Удобство использования: Требования к простоте и интуитивности пользовательского интерфейса, легкости обучения и т.д.

например: “Система должна обеспечивать скорость обработки запросов не менее 1000 запросов в секунду”.

Критерии требований:

1) Релевантность - Требование должно быть связано с целью или задачей, которую необходимо достичь.

2) Четкость - Требование должно быть сформулировано ясно и однозначно, чтобы все участники проекта понимали его одинаково.

3) Измеримость - Требование должно иметь возможность быть измеренным или оцененным.

4) Выполнимость - Требование должно быть реалистичным и осуществимым в рамках проекта.

5) Приоритетность - Требование должно иметь определенный приоритет в зависимости от его важности для проекта.

6) Атомарность - Требование не должно быть разделено на более мелкие требования без необходимости.

7) Тестируемость - Требование должно допускать возможность тестирования для подтверждения его выполнения.

8) Недвусмысленность - Требование не должно допускать различных толкований или неопределенности.

9) Проверяемость - Требование должно предусматривать возможность проверки его выполнения.

Use case (случай использования) - это описание сценария взаимодействия пользователя с системой, которое включает в себя цель использования системы, последовательность действий пользователя и ожидаемый результат.

Написание use case включает следующие шаги:

1) Определение контекста использования. Это включает в себя определение цели использования системы, участников (актеров) и их ролей, а также условий использования (например, время суток, место использования и т.д.).

2) Описание основных сценариев использования. Для каждого актера определяются основные сценарии использования системы, которые включают последовательность действий актера и ожидаемый результат для каждого сценария.

3) Детализация сценариев использования. Каждый сценарий разбивается на более мелкие шаги, описываются возможные варианты развития событий и определяются требования к системе для успешного выполнения каждого шага.

4) Документирование use case. После того как все сценарии описаны, они оформляются в виде документа, который включает в себя всю необходимую информацию о каждом сценарии использования.

User story (история пользователя) - это краткое описание конкретной задачи или функции, которую пользователь хочет выполнить с помощью системы. Она включает в себя имя пользователя, его цель и шаги, которые пользователь предпринимает для достижения этой цели.

Написание user story включает следующие шаги:

1) Определите пользователя. Кто будет использовать систему?

2) Определите его цель. Что пользователь хочет достичь?

3) Опишите шаги, которые пользователь предпримет для достижения цели. Как он будет взаимодействовать с системой?

4) Оцените сложность реализации. Насколько сложно реализовать эту функцию или задачу?

5) Определите зависимости от других функций или задач. Нужно ли реализовать еще что-то, чтобы эта функция работала?

6) Документируйте user story. Запишите всю полученную информацию и оформите ее в удобном для чтения виде.

User stories более краткие и простые для понимания, в то время как Use cases могут быть более подробными и сложными.

User stories лучше подходят для выявления и описания требований на ранней стадии разработки, в то время как Use cases больше подходят для детальной проработки требований.

Что содержится в вашей типой задаче для разработчиков?

Название проекта и его цель;

Описание проблемы или задачи, которую нужно решить;

Требования к решению (функциональные, нефункциональные, ограничения и т. д.);

Критерии оценки результата;

Сроки выполнения задачи;

Необходимые ресурсы и среда разработки;

Вопросы для обсуждения с командой и с владельцем продукта

###### CAP теорема

Одним из краеугольных камней построения распределенных систем является **CAP‑теорема**, утверждающая то, что в любой распределенной системе с данными возможно обеспечить не более двух из трёх следующих свойств:

* согласованность данных (англ. **c**onsistency) — во всех распределенных системах в один момент времени данные не противоречат друг другу — они актуальны и одинаковы в любой момент времени на каждом узле системы;
* доступность (англ. **a**vailability) — любой запрос к распределённой системе завершается откликом, но без гарантии, что ответы всех узлов системы одинаковы;
* устойчивость к разделению (англ. **p**artition tolerance) — потеря связи между узлами распределённой системы не приводит к некорректности отклика от каждого из узлов.

Несмотря на то, что на практике возможно достичь компромисса в решениях, основными вариантами сочетания свойств являются:

* **АР** — все запросы к системе получат ответ, даже если между узлами потеряно соединение, но вероятны случаи, когда пользователю будут возвращены устаревшие данные.
* **CP** — если изменения удалось распространить по всем узлам, система выполнит транзакцию. При отказе узлов запросы могут быть не обработаны или обработаны с задержкой до восстановления целостности системы.
* **СА** — во всех узлах распределенной системы данные согласованы и обеспечена доступность, при этом система жертвует устойчивостью к разделению. Такие системы возможны на основе решений, поддерживающих **ACID**-транзакции.

**ACID** (Atomicity, Consistency, Isolation, Durability) — набор характеристик, обеспечивающих надежность транзакций в базах данных.

* **Атомарность** (Atomicity): Транзакция является единым объектом. Она либо выполняется полностью, либо не выполняет вообще.
* **Согласованность** (Consistency): Транзакция должна переводить базу данных из одного согласованного состояния в другое (например, в каждом столбце БД значения имеют нужный тип данных, не нарушены ограничения, операции выполнены по порядку).
* **Изолированность** (Isolation): Каждая транзакция должна быть изолирована от других и ее выполнение не должно влиять на другие транзакции.
* **Долговечность** (Durability): После успешного завершения транзакции изменения в БД должны сохраняться даже в случае сбоев системы. Если пользователь получил подтверждение от системы, что транзакция выполнена, он может быть уверен, что сделанные им изменения не будут отменены.

Что такое ACID хорошо разобрано на примере в [этой](https://leftjoin.ru/all/acid-and-databases/)статье.

Расширением теоремы CAP является **теорема PACELC**.

Она гласит, что в случае сетевого разделения (P) в распределенной компьютерной системе необходимо выбирать между доступностью (A) и согласованностью (C) (согласно теореме CAP), но в противном случае (E), даже когда система работает нормально при отсутствии разделения, необходимо выбирать между задержкой (L) и потерей согласованности (C).

На Хабре написана не одна статья на эти темы, поэтому не являясь экспертом в этой области, дам ссылку на очень хороший [материал](https://habr.com/ru/articles/328792/)с более подробным обзором этих проблем.

Говоря про транзакции нельзя не сказать о существовании понятия **уровня изоляции транзакций** в базе данных — условное значение, определяющее меру допустимости получения несогласованных данных в результате выполнения *параллельных* транзакций в БД.

Существует шкала из **четырёх** **уровней** изоляции: Read uncommitted, Read committed, Repeatable read, Serializable. Первый из них является самым слабым, последний — самым сильным, каждый последующий включает в себя все предыдущие.

* **Read uncommitted** (чтение незафиксированных данных) — если несколько параллельных транзакций пытаются изменять одну и ту же строку таблицы, то в окончательном варианте строка будет иметь значение, определённое всем набором успешно выполненных транзакций. При этом возможно считывание данных, изменения которых ещё не зафиксированы (**грязное чтение**).
* **Read committed** (чтение фиксированных данных) — параллельно исполняемые транзакции видят только зафиксированные изменения других транзакций. Таким образом, данный уровень обеспечивает защиту от грязного чтения(каждая транзакция видит незафиксированные изменения другой транзакции), но не защищает от **чтения фантомов**(каждая транзакция видит вставленные другой транзакцией строки) и **неповторяющегося чтения**(каждая транзакция видит обновленные и удаленные другой транзакцией строки).
* **Repeatable read** (повторяющееся чтение) — уровень , при котором читающая транзакция «не видит» изменения читаемых данных другой транзакцией, но видит добавленные строки. При этом никакая другая транзакция не может изменять данные, читаемые текущей транзакцией, пока та не окончена.
* **Serializable** (упорядочиваемость) — транзакции полностью изолируются друг от друга. Достигается за счет того, что изменяющая транзакция блокирует всю таблицу или строки для изменяющих и читающих транзакций, а читающая транзакция блокирует всю таблицу или строки для изменяющих транзакций.

**Waterfall** (водопад/каскадная модель) — модель процесса разработки программного обеспечения, в которой процесс разработки выглядит как поток, последовательно проходящий фазы анализа требований, проектирования, реализации, тестирования, интеграции и поддержки.

Как правило, водопадная модель применяется в командах, работающих в парадигме проектного подхода.

**Agile** — это семейство гибких методологий управления проектами. К Agile относят основные фреймворки: Scrum, Kanban, Lean, LeSS, SAFe.

Суть Agile содержится в четырёх пунктах его **манифеста**:

* Люди и их взаимодействие важнее процессов и инструментов.
* Работающий продукт важнее исчерпывающей документации.
* Сотрудничество с клиентами важнее условий контракта.
* Реагирование на изменения важнее следования плану.

**Основными преимуществами** Agile является высокая гибкость к изменениям, скорость вывода нового функционала и снижение рисков в виду итеративной разработки и возможности получать обратную связь продукте по мере его разработки.

**Основными недостатками** являются сложности планирования сроков разработки и бюджета.

При Scrum продукт разрабатывается не разом, а по частям — каждая из них реализуется в рамках спринта.

**Атрибуты команды**, которая работает по Scrum:

* **Бэклог продукта** — упорядоченный список задач, который ведет и обновляет Product Owner.
* **Инкремент продукта** — законченная часть продукта, которая закрывает потребность пользователя.
* **Спринт** — это временной интервал (как правило, две недели), в течение которого идёт разработка функционала продукта.
* **Бэклог спринта** — упорядоченный список задач, которые запланированы на текущий спринт.
* **Доска разработки** — визуальное отображение задач команды разработки в текущем спринте со статусами (как правило: Бэклог, В работе, Тестирование, Готово).

предлагает набор инструментов и практик, которые позволяют улучшить работу команды.

Kanban — методология, в которой делается акцент на визуализацию задач, которые сейчас находятся в работе у команды. В зависимости от приоритетов, новые задачи могут поступать и браться в работу каждый день.

Главным инструментов в работе Kanban команды является **Kanban‑доска**, состоящая из столбцов со статусами, как правило: **To Do**(планируется)**— In Progress**(в работе)**— In QA**(в тестировании)**— Done**(сделано).

в Agile‑команде **рабочий процесс системного аналитика** в большинстве случаев выглядит примерно так:

* cобрали требования;
* описали требования (бизнес‑требования, функциональные и нефункциональные требования);
* согласовали с заинтересованными сторонами (стейкхолдерами);
* спроектировали HLD (high‑level design);
* обсудили с командой;
* спроектировали LLD (solution‑архитектуру, интеграции);
* обсудили с командой — декомпозировали задачи и оценили сроки;
* передали в разработку — поучаствовали в тестировании и приемке результатов.

Существует **методика** (матрица) **RACI**, которая является удобным и наглядным средством, определяющим участие различных ролей в процедурах и процессах. Обычно удобно вести список ролей, для того, чтобы не путаться в коммуникациях при работе на проекте или над задачей.

Термин RACI является аббревиатурой:

* R — Responsible (исполняет);
* A — Accountable (отвечает);
* C — Consult before doing (консультирует);
* I — Inform after doing (информируется).

В каждой процедуре каждой роли должен быть присвоен тот или иной литер, при этом Accountable — должен быть только один, Responsible — должен быть в наличии по каждой процедуре, каждая процедура обязательно должна иметь Accountable и Responsible.

ГОСТ 19 применяется для описания программного обеспечения, ГОСТ 34 используется для документирования автоматизированных систем, а ГОСТ 2 – для всего остального.

###### Что содержится в вашей типовой постановке задач для разработчика?

* Название проекта и его цель;
* Описание проблемы или задачи, которую нужно решить;
* Требования к решению (функциональные, нефункциональные, ограничения и т. д.);
* Критерии оценки результата;
* Сроки выполнения задачи;
* Необходимые ресурсы и среда разработки;
* Вопросы для обсуждения с командой и с владельцем продукта

### **Безопасность**

* **SOAP**: SOAP изначально поддерживает WS-Security для защиты сообщений, что делает его более подходящим для приложений с высокими требованиями к безопасности (например, банковские системы).
* **REST**: REST не имеет встроенных стандартов безопасности, как SOAP, но безопасность может быть добавлена через использование HTTPS, OAuth, JWT и других методов.

WS-Security — это дополнение к SOAP, которое предоставляет расширенные функции безопасности, такие как шифрование отдельных частей сообщения, цифровые подписи, аутентификация, и оно работает на уровне содержимого сообщения, а не на уровне транспорта.

Основное отличие между хореографией и оркестрацией заключается в том, кто контролирует и координирует взаимодействие между компонентами. В хореографии каждый компонент самостоятельно принимает решения о своих действиях, в то время как в оркестрации центральный оркестратор определяет последовательность и координацию действий компонентов.

Оба подхода имеют свои преимущества и недостатки и могут быть применены в различных сценариях в зависимости от требований и особенностей системы.

Пример:

Пример Хореографии:

Представим систему электронной коммерции, в которой участвуют три сервиса: сервис заказов, сервис оплаты и сервис доставки. В хореографии каждый сервис знает о своих обязанностях и взаимодействует с другими сервисами на основе определенных правил и соглашений.

- Сервис заказов отправляет сообщение с информацией о заказе сервису оплаты.

- Сервис оплаты проверяет информацию о заказе и отправляет сообщение с результатом оплаты сервису доставки.

- Сервис доставки получает сообщение о результате оплаты и начинает процесс доставки заказа.

Каждый сервис принимает решения о своих действиях на основе полученных сообщений и событий. В данном примере, хореография определяет, как каждый сервис взаимодействует с другими сервисами для успешного выполнения заказа.

Пример Оркестрации:

Рассмотрим систему обработки заказов в интернет-магазине, где есть центральный оркестратор, который контролирует и координирует взаимодействие между сервисами.

- Оркестратор получает запрос на создание заказа от клиента.

- Оркестратор отправляет запрос на проверку наличия товара сервису инвентаризации.

- Сервис инвентаризации проверяет наличие товара и отправляет результат оркестратору.

- Оркестратор отправляет запрос на оплату заказа сервису платежей.

- Сервис платежей обрабатывает оплату и отправляет результат оркестратору.

- Оркестратор отправляет запрос на доставку заказа сервису доставки.

- Сервис доставки обрабатывает доставку и отправляет результат оркестратору.

- Оркестратор завершает процесс и отправляет клиенту уведомление о статусе заказа.

В данном примере, оркестратор определяет последовательность действий и координирует взаимодействие между сервисами для успешного выполнения заказа. Каждый сервис выполняет инструкции, полученные от оркестратора, и сообщает о своем состоянии или результате выполнения задач.

Поисковые пути в бд - порядок, в котором будут просматриваться схемы при поиске объекта (таблицы, типа данных, функции и т. д.), к которому обращаются просто по имени, без указания схемы.

Если объекты с одинаковым именем находятся в нескольких схемах, использоваться будет тот, что встретится первым при просмотре пути поиска.

К объекту, который не относится к схемам, перечисленным в пути поиска, можно обратиться только по полному имени (с точкой), с указанием содержащей его схемы.

Код ответа апи

Коды ответов HTTP (HTTP status codes) используются для информирования клиента (обычно браузера или API) о результате выполнения HTTP-запроса. Они делятся на пять основных категорий:

### **1. Информационные (1xx) — Запрос принят и продолжает обрабатываться.**

* **100 Continue**: Сервер получил начальную часть запроса и клиент должен продолжить отправку оставшейся части.
* **101 Switching Protocols**: Клиент запросил изменение протокола, и сервер согласился на это.
* **102 Processing**: Сервер обрабатывает запрос, но это занимает длительное время.

### **2. Успешные (2xx) — Запрос был успешно выполнен.**

* **200 OK**: Запрос успешно выполнен. Наиболее часто используемый код.
* **201 Created**: Запрос был выполнен, и в результате был создан новый ресурс.
* **202 Accepted**: Запрос принят для обработки, но сам по себе еще не выполнен.
* **204 No Content**: Запрос выполнен успешно, но возвращаемых данных нет.
* **206 Partial Content**: Возвращены только часть данных, обычно используется для работы с диапазоном данных.

### **3. Перенаправления (3xx) — Требуется дополнительное действие для завершения запроса.**

* **301 Moved Permanently**: Запрашиваемый ресурс был перемещен на новый URL постоянно.
* **302 Found (Moved Temporarily)**: Ресурс временно перемещен на другой URL.
* **303 See Other**: Ресурс находится по другому URL, нужно использовать метод GET для его получения.
* **304 Not Modified**: Ресурс не был изменен, и можно использовать кэшированную версию.
* **307 Temporary Redirect**: Временная переадресация на другой URL с сохранением метода запроса.
* **308 Permanent Redirect**: Постоянная переадресация на новый URL с сохранением метода запроса.

### **4. Клиентские ошибки (4xx) — Проблема на стороне клиента.**

* **400 Bad Request**: Некорректный запрос. Ошибка в синтаксисе или параметрах запроса.
* **401 Unauthorized**: Необходима аутентификация для доступа к ресурсу.
* **403 Forbidden**: Сервер понял запрос, но отказывается его выполнять (доступ запрещен).
* **404 Not Found**: Запрашиваемый ресурс не найден на сервере.
* **405 Method Not Allowed**: Метод запроса (GET, POST и т.д.) не поддерживается для этого ресурса.
* **408 Request Timeout**: Сервер ждал слишком долго на получение данных от клиента.
* **409 Conflict**: Конфликт при обработке запроса, например, при конфликте версий данных.
* **410 Gone**: Ресурс был удален и больше не доступен.
* **429 Too Many Requests**: Клиент отправил слишком много запросов за короткий период (ограничение скорости).

### **5. Ошибки сервера (5xx) — Проблема на стороне сервера.**

* **500 Internal Server Error**: Общая ошибка сервера, возникшая при выполнении запроса.
* **501 Not Implemented**: Сервер не поддерживает функциональность, необходимую для выполнения запроса.
* **502 Bad Gateway**: Сервер, выступающий как шлюз, получил некорректный ответ от другого сервера.
* **503 Service Unavailable**: Сервер временно недоступен, обычно из-за перегрузки или обслуживания.
* **504 Gateway Timeout**: Сервер, выступающий как шлюз, не получил вовремя ответ от другого сервера.
* **505 HTTP Version Not Supported**: Сервер не поддерживает версию HTTP, указанную в запросе.

**URI** означает унифицированный идентификатор ресурса. Это строка, которая идентифицирует ресурс на сервере. Каждый ресурс имеет свой уникальный URI-идентификатор, который, будучи включенным в HTTP-запрос, позволяет клиентам обращаться к этому ресурсу и выполнять над ним действия. Процесс обращения к ресурсу с помощью его URI называется "адресацией".

GraphQL — это язык запросов, который позволяет клиентам запрашивать только те данные, которые им нужны. В GraphQL клиент определяет структуру и формат данных, которые он хочет получить, и сервер возвращает их в соответствии с этим запросом.

Ключевая разница заключается в том, что REST имеет фиксированный формат запроса и ответа для каждого ресурса, в то время как GraphQL позволяет клиентам определять свой запрос и получать только необходимую информацию, что делает его более эффективным и гибким в использовании.

REST и SOAP (Simple Object Access Protocol) — это два разных подхода к построению API. Вот 3 основные различия между ними:

* SOAP — это строгий протокол для построения безопасных API. REST — это не протокол, а архитектурный стиль, продиктованный набором рекомендаций, еще называемых принципами REST.  
  - REST API проще в построении, легче и, как правило, быстрее, чем SOAP API.
* SOAP API считаются более безопасными, чем REST API, хотя в REST API все же могут быть реализованы средства защиты, делающие их достаточно надежными.  
  - REST позволяет кэшировать ответы, в то время как SOAP этого не делает.
* SOAP кодирует данные в формате XML.  
  - REST позволяет кодировать данные в любом формате, хотя наиболее популярны XML и JSON.

Асинхронный JavaScript, или AJAX — это набор технологий веб-разработки, используемых в веб-приложениях. По своей сути AJAX позволяет веб-странице выполнять запросы к серверу и обновлять интерфейс страницы без необходимости обновления всей страницы.

AJAX-клиент может использовать в своих запросах REST API, но AJAX не обязательно должен работать только с REST API. REST API могут взаимодействовать с любым клиентом, независимо от того, использует он AJAX или нет.

Кроме того, в отличие от REST, где для обмена сообщениями используются HTTP-запросы и ответы, AJAX посылает свои запросы на сервер с помощью объекта XMLHttpRequest, встроенного в JavaScript. Ответы сервера выполняются JavaScript-кодом страницы для изменения ее содержимого.

подход Contract First в разработке REST API — это методология, при которой спецификация и контракт API создаются и определяются до начала фактической разработки. Этот контракт служит важным документом, который определяет, как клиенты могут взаимодействовать с API и какие ожидаемые результаты будут получены от различных запросов.

Можно назвать следующие преимущества подхода Contract First:

* **Четкое определение API**: Спецификация и контракт API определяют, как API должно взаимодействовать с клиентами.
* **Уменьшение рисков**: Предварительное согласование контракта с заказчиками помогает уменьшить риски недопонимания и несоответствия ожиданиям от разработки API.
* **Улучшенная документация**: Текст контракта часто служит документацией для API, что упрощает его использование и интеграцию.

#### **25. Что такое Code First подход к разработке REST API?**

**Ответ:** Подход Code First в разработке REST API — это методология, при которой сначала разрабатывается функциональность API, а затем на основе этой функциональности автоматически генерируется спецификация PI. Отличительной чертой Code First подхода является то, что разработчики фокусируются на написании логики API и используют инструменты, которые позволяют автоматически создавать документацию и спецификацию на основе этой логики.

В принципе, оба подхода, Code First и Contract First, можно сочетать в рамках одного проекта разработки API. В этом случае, Code First используется для быстрого прототипирования, а затем Contract First для формализации контракта.

### **Основные этапы работы HTTPS:**

#### *1. Клиент запрашивает безопасное соединение.*

Когда клиент (например, браузер) хочет подключиться к веб-серверу по HTTPS, он отправляет запрос с указанием домена и сообщает, что хочет установить защищенное соединение.

#### *2. Сервер отвечает сертификатом.*

Сервер отправляет клиенту **сертификат SSL/TLS**, который содержит **открытый ключ** и информацию о владельце сайта. Сертификат подписан доверенным центром сертификации (CA), чтобы убедить клиента в подлинности сервера.

#### *3. Проверка сертификата.*

Клиент проверяет сертификат на подлинность. Он проверяет, является ли сертификат действительным и подписан ли он центром сертификации, которому клиент доверяет. Если сертификат недействителен (истек срок действия, самоподписанный сертификат и т.д.), клиент предупреждает пользователя.

#### *4. Обмен ключами шифрования.*

После успешной проверки сертификата клиент и сервер обмениваются информацией для установки **сеансового ключа** шифрования. Обычно это происходит следующим образом:

* Клиент генерирует случайный **симметричный ключ** (сеансовый ключ) для шифрования данных.
* Этот ключ шифруется с использованием открытого ключа сервера (полученного из сертификата) и отправляется серверу.
* Сервер, имея свой **закрытый ключ**, расшифровывает этот сеансовый ключ.

#### *5. Установка зашифрованного соединения.*

Теперь обе стороны (клиент и сервер) имеют общий симметричный ключ, который используется для **симметричного шифрования** всех последующих данных, передаваемых между ними. Симметричное шифрование быстрее и эффективнее, чем асимметричное (RSA), поэтому его используют для самого обмена данными.

#### *6. Передача данных по защищенному каналу.*

После того как зашифрованное соединение установлено, весь трафик между клиентом и сервером шифруется с использованием симметричного ключа. Это защищает данные от перехвата и расшифровки злоумышленниками.

#### *7. Аутентификация и целостность данных.*

HTTPS также обеспечивает **аутентификацию** сервера и **целостность данных**. Это значит, что клиент может быть уверен, что общается с правильным сервером, и что передаваемые данные не были изменены по пути. Используются **хэш-функции** для проверки целостности данных.

### **Преимущества HTTPS:**

1. **Шифрование:** Все данные, передаваемые между клиентом и сервером, зашифрованы и не могут быть перехвачены или прочитаны третьими лицами.
2. **Аутентификация:** Сертификат сервера подтверждает подлинность сайта и гарантирует, что клиент взаимодействует с правильным ресурсом, а не с поддельным сервером.
3. **Целостность данных:** HTTPS защищает передаваемые данные от изменений и манипуляций.

А если рассказать им про варианты использования JSON-RPC, то примут с распростертыми объятиями. А если объяснить интервьюеру про корреляцию между JSON-RPC и GraphQL, то сразу синьером сделают :)

Что такое SQL-инъекция -

https://practicum.yandex.ru/blog/sistemnaya-integraciya/

Задачи экран интернет магазины с фильтрами, описать процесс работы этого экрана. Какие постановки задач надо сделать на программистов, чтобы это заработало.