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# Node.js

* Developed by Ryan Dahl in 2009
* A very powerful JavaScript-based framework/platform built on Google Chrome's JavaScript V8 Engine.
* Used to develop
  + I/O intensive web apps
  + Data Streaming Apps (E.g. video streaming sites)
  + Data Intensive Real Time Apps (DIRT)
  + JSON APIs based Apps
  + Single Page Apps
* NOT advised to use for: CPU intensive apps
* JavaScript that is executed on the server side.
* Uses an **event-driven**, **non-blocking** [I/O model](#_5_I/O_Models) that makes it lightweight and efficient, perfect for **data-intensive real-time** apps that run across **distributed devices**.
* Features:
  + Asynchronous & Event Driven
  + Very Fast in code execution
  + **Single Threaded** (but supports concurrency via concept of event and callbacks) but Highly Scalable
  + No Buffering
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* Functions:
  + Output: console.log(“Hello”);
  + Call a JavaScript: node main.js
* Normally JavaScript is confined to a browser, but NodeJS allows you to run JavaScript on your machine by taking Google V8 engine. This enables you to do things you normally can’t do with JavaScript.
* What you can do now:
  + Access file on your computer with JavaScript
  + Listen to network traffic on your computer
  + Listen to HTTP request your machine gets and send back a file
  + Access your databases directly

## Node.js Application

* In Node Application, any asynchronous function accepts a [callback](#_Callback) as a last parameter and the callback function accepts error as a first parameter.
* Three steps/parts:
  + Import required modules: we use require directive to load a Node.js module
  + Create server: a server which listens to clients’ requests (similar to Apache HTTP Server)
  + Read request and return response

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

//Import required modules

var http = require("http");

http.createServer(function (request, response) {

// Send the HTTP header

// HTTP Status: 200 : OK

// Content Type: text/plain

response.writeHead(200, {'Content-Type': 'text/plain'});

// Send the response body as "Hello World"

response.end('Hello World\n');

}).listen(8081);

// Console will print the message

console.log('Server running at http://127.0.0.1:8081/');

//This is an application which response all HTTP requests with Hello World!

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## npm

* Node Package Manager
* Provides online repositories for node.js packages/modules which are searchable on search.nodejs.org
* Provides command line utility to install Node.js packages, do version management and dependency management of Node.js packages
* Install modules: npm install <Module name> (Then you can make use of this module in your js file as following: var someModule = require(‘<Module name>’);
* Global installation: Packages/dependencies are stored in system directory. Such dependencies can be used in CLI (Command Line Interface) function of any node.js but cannot be imported using require() in Node application directly.
* Local installation: Installed in the Node application folder that you are in. Packages are accessible via require() method.
* Commands:
  + Install: npm install <Module name>
  + Uninstall: npm uninstall <Module name>
  + Look at the content of directory: npm ls
  + Update: npm update <Module name>
  + Search: npm search <Module name>
  + Create a module:
    - npm init
    - npm adduser
    - npm publish

## REPL Terminal

* Read: reads users’ input, parse the input into JavaScript data-structure and stores in memory
* Eval: takes and evaluates the data structure
* Print: prints the result
* Loop: loops the above command until user press ctrl+c twice
* Can be started in cmd using: node
* Underscore: \_ means to get the last result (E.g. var x = 10 var y = 20 x + y var sum = \_)
* Commands:
  + Ctrl + c: terminate the current round
  + Ctrl + c twice: terminate the Node REPL
  + Ctrl + d: terminate the Node REPL
  + Up/Down Keys: see command history and modify previous commands
  + Tab key: list of current commands
  + .help: list of all commands
  + .break: exit from multiline expression
  + .clear: exit from multiline expression
  + .save filename: save current Node REPL session to a file
  + .load filename: load file content in current Node REPL session

## package.json

* Defines the properties of a package, present in the root directory of the Node application/module.
* Attributes:
  + name
  + version
  + description
  + homepage
  + author
  + contributors
  + dependencies
  + repository
  + main
  + keywords

## Callback

* An asynchronous equivalent for a function.
* Called at the completion of a given task.
* A user makes a request to the server for data in database. The server keeps doing other things until the database calls it back (notifies it that the data is ready).
* A function that is usually passed as an argument to another function, usually invoked after some kind of event (E.g. setTimeout(callback, 5000))

## Event Driven Programming
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* To make use of events:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

// Import events module

var event = require(‘events’);

//Create an eventEmitter object

var eventEmitter = new events.EventEmitter();

//Bind event and event handler as follows

eventEmitter.on(‘eventName’, eventHandler);

//Fire an event

eventEmitter.emit(‘eventName’);

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## EventEmitter

* Many objects in Node emit events. (E.g. a net.Server emits an event each time a peer connects to it, a fs.readStream emits an event when the file is opened)
* All objects which emit events are instances of events.EventEmitter.
* EventEmitter class lies in events module
* Examples of events emitted:
  + When an EventEmitter instance faces any error, it emits an ‘error’ event.
  + When new listener is added, it fires an ‘newListener’ event.
  + When a listener is removed, it fires an ‘removeListener’ event.
* Provides multiple properties:
  + on: used to bind a function with the event
  + emit: used to fire an event
* Methods:
  + addListener(event, listener)
  + on(event, listener)
  + once(event, listener)
  + removeListener(event, listener)
  + removeAllListeners(event)
  + setMaxListeners(n)
  + listeners(event)
  + emit(event, [arg1], [arg2], […])

## Difference between Callbacks and Events

* Callback functions are called when an asynchronous function returns its result.
* Event handling works on the [observer pattern](#_Observer_Pattern), functions which listens to events act as Observers.

## Buffers

* Can be constructed in several ways:
  + Create an uninitiated Buffer of 10 octets[[1]](#footnote-1):

var buf = new Buffer(10);

* + Create a Buffer from a given array:

var buf = new Buffer([10, 20, 30, 40, 50]);

* + Create a Buffer from a given string and optionally encoding type:

var buf = new Buffer(“Simply Easy Learning”, “utf-8”);

* Writing to Buffers

buf.write(string[, offset][, length][, encoding])

* + string: the string data to be written to buffer
  + offset: the index of the buffer to start writing at, defaults to 0
  + length: the number of bytes to write, defaults to buffer.length
  + encoding: defaults to utf-8
* Reading from Buffers

buf.toString([encoding][, start][, end])

* + encoding: defaults to utf-8
  + start: beginning index to start reading, defaults to 0
  + end: end index to end reading, defaults to complete buffer
  + returns a String
* Convert Buffer to JSON

buf.toJSON()

* + Returns a JSON-representation of the Buffer (in Decimal)
  + E.g. Simply Easy Learning = [ 83, 105, 109, 112, 108, 121, 32, 69, 97, 115, 121, 32, 76, 101, 97, 114, 110, 105, 110, 103 ]
* Concatenate Buffers

buf.concat(list[, totalLength])

* + list: array list of Buffer objects to be concatenated
  + totalLength: the total length of the buffers when concatenated
* Compare Buffers

buf.compare(anotherBuffer)

* Copy Buffer

buf.copy(targetBuffer[, targetStart][, sourceStart][, sourceEnd])

* + targetBuffer: Buffer object to contain the copied Buffer
  + targetStart: Defaults to 0
  + sourceStart: Defaults to 0
  + sourceEnd: Defaults to buffer.length
* Slice Buffer

buf.silce([start][, end])

* Buffer Length

buf.length

## Streams

* Is an instance of EventEmitter
* Commonly used events:
  + data: fired when there is data available to read
  + end: fired when there is no more data to read
  + error: fired when there is any error receiving or writing data
  + finish: fired when all data has been flushed to underlying system
* Enables you to read data from a source or write data to a destination in continuous fashion
* 4 Types:
  + Readable
  + Writable
  + Duplex: Both read and write operation
  + Transform: A type of duplex stream where the output is computed based on input
* Functions:
  + Read from stream
  + Write to stream
  + Piping[[2]](#footnote-2) streams

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

var fs = require("fs");

// Create a readable stream

var readerStream = fs.createReadStream('input.txt');

// Create a writable stream

var writerStream = fs.createWriteStream('output.txt');

// Pipe the read and write operations

// read input.txt and write data to output.txt

readerStream.pipe(writerStream);

console.log("Program Ended");

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

* + Chaining[[3]](#footnote-3) streams

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

var fs = require("fs");

var zlib = require('zlib');

// Compress the file input.txt to input.txt.gz

fs.createReadStream('input.txt')

.pipe(zlib.createGzip())

.pipe(fs.createWriteStream('input.txt.gz'));

console.log("File Compressed.");

// Decompress the file input.txt.gz to input.txt

fs.createReadStream('input.txt.gz')

.pipe(zlib.createGunzip())

.pipe(fs.createWriteStream('input.txt'));

console.log("File Decompressed.");

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## File System

* Node implements File I/O using simple wrappers around standard POSIX[[4]](#footnote-4) functions.
* Import Node File System module: var fs = require(“fs”);
* Every method in fs module have synchronous as well as asynchronous form.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

var fs = require("fs");

// Asynchronous read

fs.readFile('input.txt', function (err, data) {

if (err) {

return console.error(err);

}

console.log("Asynchronous read: " + data.toString());

});

// Synchronous read

var data = fs.readFileSync('input.txt');

console.log("Synchronous read: " + data.toString());

console.log("Program Ended");

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

* Open a file

fs.open(path, flags[, mode], callback);

* + path: a string having file name including path
  + flags: tell the behavior of the file to be opened

|  |  |
| --- | --- |
| **Flag** | **Description** |
| r | Open file for reading. An exception occurs if the file does not exist. |
| r+ | Open file for reading and writing. An exception occurs if the file does not exist. |
| rs | Open file for reading in synchronous mode. |
| rs+ | Open file for reading and writing, telling the OS to open it synchronously. See notes for 'rs' about using this with caution. |
| w | Open file for writing. The file is created (if it does not exist) or truncated (if it exists). |
| wx | Like 'w' but fails if path exists. |
| w+ | Open file for reading and writing. The file is created (if it does not exist) or truncated (if it exists). |
| wx+ | Like 'w+' but fails if path exists. |
| a | Open file for appending. The file is created if it does not exist. |
| ax | Like 'a' but fails if path exists. |
| a+ | Open file for reading and appending. The file is created if it does not exist. |
| ax+ | Like 'a+' but fails if path exists. |

* + mode: sets the file mode (permission and sticky bits) but only if the file was created. Defaults to 0666, readable and writable.
  + callback: the callback function which gets two arguments (err, fd)
* Get File information: fs.stat(path, callback);

|  |  |
| --- | --- |
| **Method** | **Description** |
| stats.isFile() | Returns true if file type of a simple file. |
| stats.isDirectory() | Returns true if file type of a directory. |
| stats.isBlockDevice() | Returns true if file type of a block device. |
| stats.isCharacterDevice() | Returns true if file type of a character device. |
| stats.isSymbolicLink() | Returns true if file type of a symbolic link. |
| stats.isFIFO() | Returns true if file type of a FIFO. |
| stats.isSocket() | Returns true if file type of asocket. |

* Write to File: fs.writeFile(filename, data[, options], callback);
* Reading File: fs.read(fd, buffer, offset, length, position, callback);
* Closing File: fs.close(fd, callback);
* Truncate File: fs.ftruncate(fd, len, callback);
* Delete File: fs.unlink(path, callback);
* Create Directory: fs.mkdir(pat[, mode], callback);
* Read Directory: fs.readdir(path, callback);
* Remove Directory: fs.rmdir(path, callback);

## Global Objects

* Available in all modules, do not need to include these objects in our application, can use them directly.
* \_\_filename (two ’\_’): represents the filename of the code being executed – the resolved absolute path of this code file.
* \_\_dirname: represents the name of the directory that the currently executing script resides in
* setTimeout(cb, ms): a global function used to run callback cb after at least ms milliseconds[[5]](#footnote-5).
* clearTimeout(t):
  + used to stop a timer that was previously created with setTimeout(), t is the timer returned by setTimeout() function.
  + Can be used in a cancel button
* setInterval(cb, ms): used to run callback cb repeatedly after at least ms milliseconds. Returns an opaque value that represents the timer which can be used to clear the timer using clearInterval(t).
* clearInterval(t)
* console: a global object used to print different levels of messages to stdout and stderr.

|  |  |
| --- | --- |
| **Method** | **Description** |
| console.log([data][, ...]) | Prints to stdout with newline. This function can take multiple arguments in a printf()-like way. |
| console.info([data][, ...]) | Prints to stdout with newline. This function can take multiple arguments in a printf()-like way. |
| console.error([data][, ...]) | Prints to stderr with newline. This function can take multiple arguments in a printf()-like way. |
| console.warn([data][, ...]) | Prints to stderr with newline. This function can take multiple arguments in a printf()-like way |
| console.dir(obj[, options]) | Uses util.inspect on obj and prints resulting string to stdout. |
| console.time(label) | Mark a time. |
| console.timeEnd(label) | Finish timer, record output. |
| console.trace(message[, ...]) | Print to stderr 'Trace :', followed by the formatted message and stack trace to the current position. |
| console.assert(value[, message][, ...]) | Similar to assert.ok(), but the error message is formatted as util.format(message...). |

* process: a global object, an instance of EventEmitter and emits following events:

|  |  |
| --- | --- |
| **Event** | **Description** |
| exit | Emitted when the process is about to exit. There is no way to prevent the exiting of the event loop at this point, and once all exit listeners have finished running the process will exit. |
| beforeExit | This event is emitted when node empties its event loop and has nothing else to schedule. Normally, node exits when there is no work scheduled, but a listener for 'beforeExit' can make asynchronous calls, and cause node to continue. |
| uncaughtException | Emitted when an exception bubbles all the way back to the event loop. If a listener is added for this exception, the default action (which is to print a stack trace and exit) will not occur. |
| Signal Events | Emitted when the processes receives a signal such as SIGINT, SIGHUP, etc. |

## Utility Modules

|  |  |
| --- | --- |
| **Module** | **Description** |
| OS Module | Provides basic operating-system related utility functions. |
| Path Module | Provides utilities for handling and transforming file paths. |
| Net Module | Provides both servers and clients as streams. Acts as a network wrapper. |
| DNS Module | Provides functions to do actual DNS lookup as well as to use underlying operation system name resolution functionalities. |
| Domain Module | Provides way to handle multiple different I/O operations as a single group. |

## Web Module

* Node.js provides http module which can be used to create either HTTP client or server.

## Express Framework

* A minimal and flexible Node.js web application framework that provides a robust set of features to develop web and mobile applications.
* Core features:
  + Allows to set up middlewares to respond to HTTP Requests
  + Defines a routing table which is used to perform different action based on HTTP Method and URL
  + Allows to dynamically render HTML Pages based on passing arguments to templates
  + Need to install:
    - npm install express –save
    - npm install body-parser[[6]](#footnote-6) --save
    - npm install cookie-parser[[7]](#footnote-7) --save
    - npm install multer[[8]](#footnote-8) --save
  + Basic Routing
  + Serving Static Files
  + GET method: process\_get
  + POST method: process\_get
  + File Upload
  + Cookies Management

# JSON

* Javascript object notation

# JHipster

* yo jhipster
* yo jhipster:entity EntityName
* mvn
* mvn liquibase:clearCheckSums

# Web Server

* A software application which handles HTTP requests sent by the HTTP client (e.g. web browsers) and returns web pages in response to the clients.
* Usually delivers html documents along with images, style sheets and scripts.
* Most of them support server side scripts using scripting language or redirect to application server which perform the specific task of getting data from database, perform complex logic, etc. and then sends a result to the HTTP client through the Web server.
* Apache web server is one of the most commonly used web server, it’s an open source project.

# Web Application Architecture

* Usually divided into 4 layers
  + Client: consists of browsers and applications which can make HTTP request to the web server.
  + Server: consists of web server which can intercepts the request made by clients and pass them the response.
  + Business: consists of application server which is utilized by web server to do required processing, interacts with data layer via database or external programs.
  + ![](data:image/jpeg;base64,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)Data: consists of databases or any source of data.

# Web Service

* A web service is a collection of open protocols and standards used for exchanging data between applications or systems.
* Software applications written in various programming languages and running on various platforms can use web services to exchange data over computer networks like the Internet in a manner similar to inter-process communication on a single computer.
* This interoperability[[9]](#footnote-9) is due to the use of open standards.

## RESTful Web Services

* Web services based on REST Architecture

# REST Architecture

* Representational State Transfer
* Web standards based architecture uses HTTP protocol.
* First introduced by Roy Fielding in 2000.
* A REST server simply provides access to resources.
* REST clients access and modify the resources using HTTP protocol.
* Each resource is identified by URIs/global IDs.
* Uses various representation to represent a resource (e.g. text, JSON[most popular], XML)

# Five I/O Models

* (User space I/O, including 2 steps(wait for the data to come & copy from kernel to user space))
* (For socket: 1. Wait for data to be transferred from the Internet and copy them to the buffer in kernel; 2. Copy the data from the buffer in kernel to the buffer in the process)
* I/O Multiplexing: Use select (can wait for more than one descriptor) to test if the data is ready and then use recvfrom, also waits for data and the process stuck. [Can handle more connections, but might not be faster than multi-threading + blocking I/O]
* Polling: Set the socket to be non-blocking and keeps calling to check again and again in an iteration.
* Blocking I/O: After you call recvfrom[[10]](#footnote-10), it waits until data comes and returns the value. If no data comes in, your process stuck at this point.
* Non-blocking[[11]](#footnote-11) I/O: Set the socket to be “O\_NONBLOCK”, keeps asking if the data is ready, if not, skip it.
* Signal driven I/O (SIGIO): Signal handler process continues executing while waiting for data, only starts blocking after we know the data is ready and start calling functions to read and copy it.
* Asynchronous I/O (the POSIX aio\_functions): Use aio\_read to pass the descriptor, buffer pointer, buffer size to the core, system immediately returns the result. Signal is given to us when our data is already copied to a buffer.
* Synchronous I/O: I/O operation blocks the process until I/O finished. Including blocking, non-blocking, signal driven, multiplexing.

# Framework

* A software providing generic functionality which can be selectively changed by additional user-written code, thus providing application-specific software.
* Frameworks can include:
  + Libraries: shareable, reusable bits of low-level code in each language.
  + APIs: facilitate access to the database back end.
  + Scaffolding: a technique some [MVC](#_MVC) frameworks employ that strengthens how a database can be accessed, make your site more powerful with better leverage of the database.
  + AJAX[[12]](#footnote-12): some JavaScript frameworks are embedded into larger frameworks, such as some incorporate AJAX into a site’s functionality
  + Caching: cuts back on server workload
  + Security: via authentication and authorization frameworks
  + Compilers or Just-in-Time compilers
* Types:
  + Software frameworks: A reusable environment that’s part of a larger software platform that are geared toward facilitating the development of software applications.
  + Web application frameworks: are software frameworks that are used to streamline web app and website development, web service and web resources. (E.g. [MVC](#_MVC) architecture)

## Differences with normal libraries

* Inversion of control: In a framework, the overall program’s flow of control is not dictated by the caller, but the framework. While when using libraries, your program is in complete control of the flow.
* Default behavior: A framework has a default behavior which must be some useful behavior instead of a series of no-ops[[13]](#footnote-13).
* Extensibility: A framework can be extended by the user by selective overriding, or can be specialized by user code to provide specific functionality.
* Non-modifiable framework code: The framework code is not supposed to be modified while accepting user-implemented extensions.
* You write your code “within” a framework, external to libraries.

# MVC

* Model-View-Controller
* A software architectural pattern which separates data and its representation.

# Observer Pattern

* A software design pattern
* An object (subject) maintains a list of its dependents (observers) and notifies them automatically of any state changes usually by calling one of their methods.
* After notification each observer carries out its task via a separate thread s to prevent blocking.
* Mainly used in distributed event handling systems.
* A key part of [MVC](#_MVC) architectural pattern. (Still arguing)
* Implemented in many programming libraries and systems, including almost all GUI toolkit.
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# Gulp

* A task runner that uses Node.js as a platform.
* Builds system automated tasks like CSS & HTML minification, concatenating library files, compiling SASS files.
* Tools similar: Grunt

# Build System

* Collection of tasks which automate the repetitive work.
* Usage
  + Compilation of preprocess CSS and JavaScript.
  + Minification of files to reduce its size.
  + Concatenation of files into one.
  + Triggering the server for automatic reloading.
  + Creation of deployment builds to store the resulting files in one location.
* Works with 3 components”
  + Package manager
  + Preprocessors
  + Task runners and build tools

Package Manager

* Used to automate the installation upgrade, removal of required dependencies, clean libraries and packages used in the development environment.
* Examples: bower, npm

Preprocessors

# GIT

# Markdown

* A way to style text on the web.

# AngularJS

* A client-side/frontend JavaScript framework
* Create responsive websites, plays well with jQuery, easy to test
* Use directives to link js with html:

<body ng-controller=”StoreController”></body>

function StoreController() {}

* BDD: behavior driven development
* TDD: test driven development
* Automated Testing

## Directive

* A marker on a HTML tag that tells Angular to run or reference some JavaScript code.

## Custom Directive

* Invoking methods:
  + Element name: <w3-test-directive></w3-test-directive>
  + Attribute: <div w3-test-directive></div>
  + Class: <div class="w3-test-directive"></div>
  + Comment: <!-- directive: w3-test-directive -->
* Options:
  + Restrictions *[string]* (Default: EA):
    - E: for Element name
    - A: for Attribute
    - C: for Class
    - M: for Comment
  + Priority *[number]*: Smaller numbers have higher priorities
  + Template *[string]*: An element using this directive will be replaced by the HTML template
  + TemplateUrl *[string]*: ‘myTemplate.html’
  + Replace *[bool]*:
    - True: replace the directive with template
    - False: insert template into directive
  + Transclude *[bool]*:
    - True: insert HTML elements in directive into template
    - False:
  + Scope *[bool || plain object]*:
    - True: inherit father scope
    - False: new scope
    - @attr: binds to a matching DOM attribute’s evaluated string value
    - =attr: binds to a matching DOM attribute’s scope property
    - &attr: binds to a matching DOM attribute’s scope function
    - @
    - =
    - &
  + Controller *[function controllerName($scope, $element, $attrs) {…})]*: to define a controller for this directive (mostly for having interactions with other directives)
  + Require *[string]*: to name the directives this directive needs to interact with
  + Link *[function($scope, $element, $attrs) {…}]*: can add watcher methods (e.g. $scope.$watch) or do initializations
  + Compile *[function(telement, tattrs, transclude) {return function(scope, element, attrs) {…}}]*: will be executed before link, used for dynamically modify template

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

angular.module(“myApp”, []).directive(“theName”, function() {

return {

restrict: ‘’,

template: ‘’

}

});

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## Module

* Where we write pieces of our Angular application.
* Makes our code more maintainable, testable and readable.
* Where we define dependencies for our app.
* Modules can user other Modules
* To create a module (This means to run the module called)

var app = angular.module(‘store’, [])

(app name, dependencies)

Create server:

var http = require('http');

http.createServer(function(request, response) {

response.writeHead(200);

response.write("Hello, this is Lencia!");

response.end();

}).listen(8080);

Non-blocking:

var fs = require('fs');

fs.readFile('index.html', function(error, contents) {

console.log(contents);

});

Combining properties of the response:

http.createServer(function(request, response) {

response.writeHead(200, {

‘Content-Type’: ‘text/html’

});

response.end("Hello, this is Lencia!");

}).listen(8080);

## Programming Questions

1. Q: How is *this* and *$scope* different in AngularJS controllers?

A:

*this*:

* + when the controller constructor function is called, *this* is the controller
  + when a function defined on a $scope project is called, this is the “scope in effect when the function was called”. This may (or may not) be the $scope that the function is defined on. So, inside the function, this and $scope may not be the same.

# UI Choices

## Angular Material (for Angular1)

## PrimerNG (for Angular2)

# Shell Script

* Make use of shell and related instructions, no need for compiling
* Comment: #
* Print every command as it is executed (useful for debug): set -x
* Execute:
  + Direct:
    - Absolute path: e.g. /home/dmtsai/shell.sh
    - Relative path: e.g. if the work directory is currently in /home/dmtsai/ then we can call ./shell.sh
    - Variable path: put shell.sh into a directory that PATH points to e.g. ~/bin/
  + Execute as a bash program: bash shell.sh or sh shell.sh
* To write a script:
  + Use vim instead of vi: vim has extra grammar checking schema
  + Declare the shell to use for this script in the first line
    - #!/bin/bash: declare that this file uses the bash grammar so that it loads the corresponding environment settings for bash when it’s executed.
  + Use #comments to list information about this program
    - Function
    - Version
    - Author and contact
    - Copyright declaration
    - Special commands e.g. using absolute path
    - Requirement of environment variables
  + Declare environmental variables:

PATH=/bin:/sbin:/usr/bin:/usr/sbin:/usr/local/bin:/usr/local/sbin:~/bin

export PATH

* + Main body
  + Define the return value: exit n
* Read a input and then output it:

read -p "Pleas input your name: " name

echo "your name is ${name}"

## Commands

### Both

* Change directory
  + cd /: change to root directory
  + cd ..: change to parent directory
* Make directory: mkdir [dirname]
* Unzip .gzip or .tar file
  + tar cvf zippedName folderToZip: zip a file to a tar file
  + gzip –d: extract .gzip file
  + tar xvf: extract .tar file
  + gzip –d < file.tar.gz | tar xvf -:extract a tar.gz file
* Check Disk Space: df
* Reallocate filesystem: mount

### Bash

* Check process
  + ps -A
* Change directory
  + cd -: back to previous directory
  + cd or cd ~: back to home directory
* chmod u+x program\_name
* Global Regular Expression Print
* Word Count
  + Default: print three numbers: lines, words, characters
  + wc –l PLVAR\_CSA\_20161003.txt: count newline
  + wc –w: count words
  + wc –m: count characters
* List:
  + ls –d \*/: list directories only, and only those under this directory
  + ls -a, --all:do not hide entries starting with .
  + ls –l: use a long listing format
  + ls –S: sort by size
* Conditional ecpressions:
  + General syntax: [ parameter FILE ] OR test parameter FILE OR [[ parameter FILE ]]
  + Where parameter can be any one of the following:
    - -e: Returns true value if file exists.
    - -f: Return true value if file exists and regular file.
    - -r: Return true value if file exists and is readable.
    - -w: Return true value if file exists and is writable.
    - -x: Return true value if file exists and is executable.
    - -d: Return true value if exists and is a directory.
* Delete directories:
  + rm –r dirName: present a prompt for approval to delete each of the files
  + rm –rf dirName: dele all without prompt
  + rmdir
* Kill process:
  + kill -9 -1
  + kill -9 <processId>
* Symbolic link:
  + Soft link
    - Def: If you delete the link, the file would still be there; if you delete the file, it becomes a broken link
    - Create: ln –s {/path/to/file-name} {link-name}
    - Unlink: ln -sf
    - Remove: rm {link-name}
  + Hard link
    - Def: If you delete a hard link, your file would still be there; if you delete the file, your data can still be accessible via the hard link file.
    - Create: ln {/path/to/file-name} {link-name}
    - Remove: rm {link-name}
* Less Pager
  + Search Navigation
    - Forward Search: /[pattern]
    - Backward Search: ?[pattern]
    - Next match (in the chosen direction): n
    - Previous match (in the chosen direction): N
  + Screen Navigation
    - Forward 1 window: ctrl + f
    - Backward 1 window: ctrl + b
    - Forward 0.5 window: ctrl + d
    - Backward 0.5 window: ctrl + u
  + Line Navigation
    - Forward 1 line: j
    - Backward 1 line: k
    - Forward 10 lines: 10j
    - Backward 10 lines: 10k
  + Other Navigations
    - Go to the end of file: G
    - Go to the start of file: g
    - Exit the less pager: q or ZZ
* Vim
* Connect to a server: ssh hydra@hkg3vs0002s.hk.hsbc
* Check file size in a directory: du –sh \*

### Command Prompt

* visit a website: curl http://localhost:8080
* check information about an ip address: nslookup [ipaddress]
* get ip address of current machine: ipconfig
* view files in directory: dir

# AWK

* An interpreted programming language
* Typical usage:
  + Text processing
  + Producing formatted text reports
  + Performing arithmetic operations
  + Performing string operations, and many more
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# Java

* Private constructor:
  + To ensure only one instance of the class is active. (To serve singleton classes)
  + To create a utility class[[14]](#footnote-14) which only contains static methods.
* Hashmap:
* .substring(starting index(inclusive), ending index(exclusive))
* use .equals() to compare Strings
* Size and length:
  + array.length [no parentheses!]
  + string.length()

## Java Servlet

* A Java program that extends the capabilities of a server.

# Apache Tomcat

* Open-source web server, developed by the Apache Software Foundation
* Implements several Java EE specifications including Java Servlet, JavaServer Pages(JSP), Java EL and WebSocket.
* Provides a “pure Java” HTTP web server environment in which Java code can run.

## Catalina

Tomcat’s servlet container

.war

* WEB-inf/web.xml

# Apache Maven

Life cycle:

# Database

* A physical container for collections.
* Each database gets its own set of files on the file system.

## SQL

* Select into
  + select \* into MUREXDB.PLVAR\_CSA\_IN\_DBF from MUREXDB.PLVAR\_CSA\_DBF where 1=2
* Insert into
  + insert into MUREXDB.PLVAR\_CSA\_DBF select \* from MUREXDB.PLVAR\_CSA\_IN\_DBF
* Group by, having
  + select \* from PLVAR\_CSA\_IN\_DBF where TRADE\_ID IN (select TRADE\_ID from PLVAR\_CSA\_IN\_DBF group by REPORT\_DATE, TRADE\_ID, CUR having count(1) > 1)

## CRUD

* Create, read, update and delete
* Basic functions of persistent storage

# ECMAScript

* The JavaScript programming language is standardized by ECMA[[15]](#footnote-15) under the name ECMAScript.
* Defines
  + Language syntax: parsing rules, keywords, statements, declarations, operators, etc.
  + Types: boolean, number, string, object, etc.
  + Prototypes and inheritance
  + The standard library of built-in objects and functions: JSON, Math, Array methods, Object introspection methods, etc.

# NoSQL database

* Different from relationship databases where you need to map everything and figure out the exact schema (tables, fields, types of fields)
* Plan the structure but no need to predefine
* Easy to scale
* Much faster in most operations

# MongoDB

* A cross-platform, document oriented database that provides high performance, high availability and easy scalability.
* A [NoSQL database](#_NoSQL_database)
* Written in C++
* Document database: save data into documents
* Use [json](#_JSON) like syntax to save data
* A single MongoDB server typically has multiple database[[16]](#footnote-16)s.
* Collection:
  + A group of MongoDB documents, the equivalent of an RDBMS table.
  + A collection exists within a single database.
  + Collections do not enforce a schema.
  + Documents within a collection can have different fields.
  + Typically, all documents in a collection are of similar or related purpose.
* Document:
  + A document is a set of key-value pairs.
  + Documents have dynamic schema, which means that documents in the same collection do not need to have the same set of fields or structure, and common fields in a collection’s documents may hold different types of data.
* RDBMS terminology and corresponding MongoDB name

|  |  |
| --- | --- |
| **RDBMS** | **MongoDB** |
| Database | Database |
| Table | Collection |
| Tuple/Row | Document |
| column | Field |
| Table Join | Embedded Documents |
| Primary Key | Primary Key (Default key \_id provided by mongodb itself) |
| **Database Server and Client** | |
| Mysqld/Oracle | mongod |
| mysql/sqlplus | mongo |

* Advantages of MongoDB over RDBMS:
  + Schema less
  + Structure of a single object is clear.
  + No complex joins.
  + Deep query-ability. MongoDB supports dynamic queries on documents using a document-based query language that’s nearly as powerful as SQL.
  + Tuning.
  + Easy to scale.
  + Conversion/mapping of application objects to database objects not needed.
  + Uses internal memory for storing the (windowed) working set, enabling faster access of data.
* Why MongoDB?
  + Document Oriented Storage: data is stored in the form of JSON style documents.
  + Index on any attribute
  + Replication and high availability
  + Auto-sharding
  + Rich queries
  + Fast in-place updates
  + Professional support by MongoDB
* No concept of relationship
* Usage:
  + Install
  + mongod –directoryperdb –dbpath [some db folder you created] –logpath [some log folder you created\mongo.log] --logappend --rest –install
  + net start MongoDB

# JPA

## Cascade Types

* CASCADETYPE.PERSIST
* CASCADETYPE.REMOVE
* CASCADETYPE.MERGE
* CASCADETYPE.REFRESH

# Highchart

* A pure JavaScript based charting library meant to enhance web applications by adding interactive charting capability.

## Supported Chart Types

|  |  |
| --- | --- |
| 1 | **Line Charts** Used to draw line/spline based charts. |
| 2 | **Area Charts** Used to draw area wise charts. |
| 3 | **Pie Charts** Used to draw pie charts. |
| 4 | **Scatter Charts** Used to draw scattered charts. |
| 5 | **Bubble Charts** Used to draw bubble based charts. |
| 6 | **Dynamic Charts** Used to draw dynamic charts where user can modify charts. |
| 7 | **Combinations** Used to draw combinations of variety of charts. |
| 8 | **3D Charts** Used to draw 3D charts. |
| 9 | **Angular Gauges** Used to draw speedometer type charts. |
| 10 | **Heat Maps** Used to draw heat maps. |
| 11 | **Tree Maps** Used to draw tree maps. |

# Course Notes

## Computational Thinking

* Decomposition
* Pattern Recognition
* Abstraction
* Algorithm Design

## Design of Computer Programs

# Technical Interview Questions

## Java Core

### HashTable v.s. HashMap?

|  |  |
| --- | --- |
| **HashTable** | **HashMap** |
| [Synchronized](#_Q:_Synchronized?) | Unsynchronized, better for non-threaded applications |
| **Doesn’t allow** *null* keys or values | Allows **1** *null key* and **any number** of *null values* |
|  | One of its subclasses is *LinkedHashMap*, can be used where you want predictable iteration order. |

### Synchronized?

* This keyword prevents concurrent access to a block of code or object by multiple threads.
* Only one thread can access the object at a time.
* Prevents memory consistency errors.
* *“Synchronized methods enable a simple strategy for preventing thread interference and memory consistency errors: if an object is visible to more than one thread, all reads or writes to that object's variables are done through synchronized methods”*

### StringBuilder v.s. StringBuffer?

* *StringBuilder* is faster than *StringBuffer* because it’s not [synchronized](#_Q:_Synchronized?).

### CheckedException v.s. RuntimeException (unchecked exception)?

|  |  |
| --- | --- |
| **CheckedException** | **RuntimeException** |
| Checked at compile time, related to resources | Checked during runtime, purely programmatic errors, wrong calculation, null data or even failures in business logic. |
| All classes that inherit from class Exception but not RuntimeException are checked exceptions. | All direct/indirect subclasses of RuntimeException and classes that inherit from class Error are unchecked exception. |
| Java requires checked exceptions to be explicitly caught or declared. | Not required but you can. |

### ArrayList v.s. LinkedList?

* *ArrayList* with *ArrayDeque[[17]](#footnote-17)* are preferable in much more use-cases than *LinkedList*.

|  |  |  |
| --- | --- | --- |
| **Comparison** | **ArrayList<E>** | **LinkedList<E>** |
| get(int index) | O(1) [Main Benefit] | O(n/4) |
| add(E element) | O(1) amortized, O(n) worst-case | O(1) |
| add(int index, E element) | O(n/2) average | O(n/4) average,  But O(1) when index=0 [Main Benefit] |
| remove(int index) | O(n/2) average | O(n/4) average |
| Iterator.remove() | O(n/2) average | O(1) [Main Benefit] |
| ListIterator.add(E element) | O(n/2) average | O(1) [Main Benefit] |
|  | Allow fast random read access, can grab any element in constant time, but adding/removing from anywhere but the end requires shifting all the latter elements over. Also, if you add more elements than the capacity of the underlying array, a new array(1.5 times the size) is allocated and the old one is copied to the new one, so adding is O(n) in the worst case but constant on average. | Allows constant-time insertions/removals using iterators, but only sequential access of elements. When you add/remove from the head of the list, it’s O(1) while *ArrayList* is O(n) in the same situation. |
| Memory Overhead | Maintains indices and element data | Maintains element data and 2 pointers for neighbor nodes. |

### Abstract Class v.s. Interface?

|  |  |
| --- | --- |
| **Abstract Class** | **Interface** |
| For **Modelling** a class hierarchy of similar looking classes (E.g. Animal can be an abstract class and Human, Lion, Tiger can be concrete derived classes) | For **Communication** between 2 classes which does not care about type of the class implementing the interface. (E.g. Height can be an interface property and it can be implemented by Human, Building, Tree) |
| May contain state (data members) and implementation (concrete method) | Can’t have states or implementation |
| Can be inherited without implementing the abstract methods, an “is-a” relationship, an inheritance | Have to be derived with every method implemented, not a relationship of inheritance |
| May **not** be multiple-inherited. | May be multiple-inherited, which means an interface can extends more than one other interfaces, or you can implement more than one interface in your classes. |
|  | If you must define a variable, it has to be *static final*, and it will be *public* by default (Everything in an interface is public) |
| Neither can have any instances. | |

### What is Java generic type? Example?

* A generic class or interface that is parameterized over types.
* Defined with: class name<T1, T2, …, Tn> {…}
* Example:

|  |  |
| --- | --- |
| non-generic Box class | generic Box class |
| public class Box {  private Object object;  public void set(Object object) { this.object = object; }  public Object get() { return object; }  } | public class Box<T> {  // T stands for “Type”  private T t;  public void set(T t) { this.t = t; }  public T get() { return t; }  } |

* A type variable can be any **non-primitive** type you specify.
* Type Parameter Naming Conventions:
  + E - Element (used extensively by the Java Collections Framework)
  + K - Key
  + N - Number
  + T - Type
  + V - Value
  + S, U, V etc. - 2nd, 3rd, 4th types
* Invocation: Box<Integer> integerBox;
* Instantiation:
  + In the past: Box<Integer> integerBox = new Box<Integer> ();
  + In Java SE 7 and later you can do: Box<Integer> integerBox = new Box<> ();

### How to create a new thread?

* An application that creates an instance of Thread must provide the code that will run in that thread, 2 ways to do this:

|  |  |
| --- | --- |
| Provide a *Runnable* object. (More general) | Subclass *Thread*. |
| The *Runnable* interface defines a single method, run, meant to conatin the code executed in the thread. The *Runnable* object is passed to the *Thread* constructor. | The *Thread* class itself implements *Runnable*, though its run method does nothing. An application can subclass *Thread*, providing its own implementation of run. |
| public class HelloRunnable implements Runnable {  public void run() {  System.out.println(“Hello from a thread!”);  }  public static void main(String args[]) {  (new Thread(new HelloRunnable())).start();  }  } | public class HelloThread extends Thread {  public void run() {  System.out.println(“Hello from a thread!”);  }  public static void main(String args[]) {  (new HelloThread()).start();  }  } |
| Both invoke Thread.start in order to start the new thread. | |

### Explain any key interface under concurrent package?

### Concurrency?

* <https://docs.oracle.com/javase/tutorial/essential/concurrency/index.html>
* Computer users take it for granted that their systems can **do more than one thing at a time**. They assume that they can continue to work in a word processor, while other applications download files, manage the print queue, and stream audio. Even a single application is often expected to do more than one thing at a time. For example, that streaming audio application must simultaneously read the digital audio off the network, decompress it, manage playback, and update its display. Even the word processor should always be ready to respond to keyboard and mouse events, no matter how busy it is reformatting text or updating the display. Software that can do such things is known as concurrent software.

### Concurrent Programming

* 2 basic units of execution:
  + Processes:
  + Threads:

### ReentrantLock v.s. Synchronization?

### What is try-with-resources statement? Example?

## XML

# Useful Links:

## Books

1. <http://techbus.safaribooksonline.com/>
2. <http://www.untag-smd.ac.id/files/Perpustakaan_Digital_1/>

## Learning

1. <http://codingbat.com/>
2. <http://www.radford.edu/~mhtay/CPSC120/VIM_Editor_Commands.htm>
3. <http://www.thegeekstuff.com/2010/02/unix-less-command-10-tips-for-effective-navigation/>
4. http://www.typingstudy.com/

1. A byte, eight bits. [↑](#footnote-ref-1)
2. A mechanism where we provide output of one stream as the input to another stream. Normally used to get data from one stream and to pass output of that stream to another stream. There’s no limit on piping operations. [↑](#footnote-ref-2)
3. A mechanism to connect output of one stream to another stream and create a chain of multiple stream operations. Normally used with piping operations. We can use piping and chaining to compress a file and decompress it. [↑](#footnote-ref-3)
4. Portable Operating System Interface is a family of standards specified by the IEEE Computer Society for maintaining compatibility between operating systems. Defines the application programming interface (API), along with command line shells and utility interfaces, for software compatibility with variants of Unix and other operating systems. [↑](#footnote-ref-4)
5. Actual delay depends on external factors like OS timer granularity and system load. A timer cannot span more than 24.8 days. [↑](#footnote-ref-5)
6. A node.js middleware for handling JSON, Raw, Text and URL encoded form data. [↑](#footnote-ref-6)
7. Parse Cookie header and populate req.cookies with an object keyed by the cookie names. [↑](#footnote-ref-7)
8. A middleware for handling multipart/form-data. [↑](#footnote-ref-8)
9. E.g. communication between Java and Python, or Windows and Linux applications [↑](#footnote-ref-9)
10. A function to receive message from sockets. [↑](#footnote-ref-10)
11. An algorithm is called non-blocking if failure or suspension of any thread cannot cause failure or suspension of another thread. [↑](#footnote-ref-11)
12. Asychronous JavaScript and XML [↑](#footnote-ref-12)
13. No Operation: an assembly language instruction, programming language statement, or computer protocol command that does nothing. [↑](#footnote-ref-13)
14. Java doesn't support what in C# (for example) is known as a "static class" - in other words, a utility class. A utility class is a helper class that's supposed to contain only static members. (Math and System are such cases in Java.) It doesn't make sense for them to be instantiated in any way. In C#, making a class static makes it implicitly both final/sealed and abstract. In Java, there is no such keyword and you can't make a class final and abstract. So if you had such a utility class, you'd make it final and give it a private constructor that's never called. [↑](#footnote-ref-14)
15. A standards body like W3C. [↑](#footnote-ref-15)
16. Database is physical container for collections. Each database gets its own set of files on the file system. [↑](#footnote-ref-16)
17. May be a good alternative to *LinkedList* for adding/removing from the head, but it is not a *List*. [↑](#footnote-ref-17)