程序清单

![](data:image/png;base64,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)

项目名称： 表白墙网站开发

专业班级： 软件工程1903

小组成员：吴联想、王义博、郑航舰

指导教师： 杨枨老师

二零二一年十月二十三日

**版本记录**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 编号 | 修订日期 | 版本/状态 | 修订人 | 备注 |
| 01 | 2021.12.15 | 0.1 | 王义博 | 登录注册个人中心 |
| 07 | 2021.12.15 | 0.2 | 吴联想 | 管理员模块 |
| 08 | 2021.12.15 | 0.3 | 郑航舰 | 用户模块其余部分 |
| 09 |  |  |  |  |
| 10 |  |  |  |  |

目录

代码清单

**1注册**

1.1注册

**2登录**

2.1登录

**3个人中心**

3.1评论

3.2收藏

3.3认领

3.4被认领

3.5我的表白墙

3.6修改密码

3.7修改个性签名

3.8跳转

3.9删除

**4管理员模块**

4.1用户管理

4.1.1管理员编辑用户

4.1.2管理员分页查询显示用户列表

4.1.3管理员重置密码

4.2表白墙管理

4.2.1管理员更改表白墙状态

4.2.2管理员分页查询显示表白墙列表

4.2.3管理员删除表白墙

4.3反馈管理

4.2.1管理员更改反馈状态

4.2.2管理员分页查询显示反馈列表

4.2.3管理员删除反馈

**5用户模块其他部分**

5.1表白墙

5.1.1新增表白墙

5.1.2表白墙排序查询

5.1.3热门表白墙

5.2评论

5.2.1发布评论

5.2.2查询评论

5.3新增收藏

5.4新增点赞

5.5新增认领

5.4新增举报

5.4新增反馈

1. 注册

Controller：

@RequestMapping(value = "/register", method = RequestMethod.POST)

public ApiResult<Map<String, Object>> register(@Valid @RequestBody RegisterDTO dto) {

user auser = userService.executeRegister(dto);

if (ObjectUtils.isEmpty(auser)) {

return ApiResult.failed("账号注册失败");

}

Map<String, Object> map = new HashMap<>(16);

map.put("user", auser);

return ApiResult.success(map);

}

Server：

@Override

public user executeRegister(RegisterDTO dto) {

//查询是否有相同用户名的用户

LambdaQueryWrapper<user> wrapper = new LambdaQueryWrapper<>();

wrapper.eq(user::getUserId, dto.getStunum());

user user = baseMapper.selectOne(wrapper);

if (!ObjectUtils.isEmpty(user)) {

ApiAsserts.fail("账号已存在！");

}

user addUser = user.builder()

.UserId(dto.getStunum())

.UserName(dto.getOthername())

.UserSex(dto.getSex())

.UserPwd(MD5Utils.getPwd(dto.getPass()))

.UserRegistertime(new Date())

.UserState("正常")

.UserJurisdiction("用户")

.build();

baseMapper.insert(addUser);

return addUser;

}

1. 登录

Controller:

@RequestMapping(value = "/login", method = RequestMethod.POST)

public ApiResult<Map<String, String>> login(@Valid @RequestBody LoginDTO dto) {

String token = userService.executeLogin(dto);

if (ObjectUtils.isEmpty(token)) {

return ApiResult.failed("账号密码错误");

}

Map<String, String> map = new HashMap<>(16);

map.put("token", token);

return ApiResult.success(map, "登录成功");

}

Server:

@Override

public String executeLogin(LoginDTO dto) {

String token = null;

try {

user auser = getUserByUserId(dto.getUsername());

String encodePwd = MD5Utils.getPwd(dto.getPassword());

if(!encodePwd.equals(auser.getUserPwd()))

{

throw new Exception("密码错误");

}

token = JwtUtil.generateToken(String.valueOf(auser.getUserId()));///错误发生点：将username传入token，正确的应该是userid传入，因为登陆时记录的是id和密码

} catch (Exception e) {

log.warn("用户不存在or密码验证失败=======>{}", dto.getUsername());

}

return token;

}

1. 个人中心
2. 获取用户评论：

@GetMapping("/reply/{username}")

public ApiResult<Map<String, Object>> getUserByNameForReply(@PathVariable("username") String username,

@RequestParam(value = "pageNo", defaultValue = "1") Integer pageNo,

@RequestParam(value = "size", defaultValue = "10") Integer size) {

Map<String, Object> map = new HashMap<>(16);

user auser = userService.getUserByUserId(username);

Assert.notNull(auser, "用户不存在");

Page<reply> page = replyService.page(new Page<>(pageNo, size),

new LambdaQueryWrapper<reply>().eq(reply::getReplyUserid, auser.getUserId()));

map.put("user", auser);

map.put("topics", page);

return ApiResult.success(map);

}

前端：fetchUserById2() {

getInfoByNameForReply(this.$route.params.username, this.page.current, this.page.size).then((res) => {

const { data } = res

this.topicUser2 = data.user

this.page2.current = data.topics.current

this.page2.size = data.topics.size

this.page2.total = data.topics.total

this.topics2 = data.topics.records

})

},

1. 获取用户收藏

@GetMapping("/coll/{username}")

public ApiResult<Map<String, Object>> getUserByNameForColl(@PathVariable("username") String username,

@RequestParam(value = "pageNo", defaultValue = "1") Integer pageNo,

@RequestParam(value = "size", defaultValue = "10") Integer size) {

Map<String, Object> map = new HashMap<>(16);

user auser = userService.getUserByUserId(username);

Assert.notNull(auser, "用户不存在");

Page<collection> page = collService.page(new Page<>(pageNo, size),

new LambdaQueryWrapper<collection>().eq(collection::getCollectionUserid, auser.getUserId()));

map.put("user", auser);

map.put("topics", page);

return ApiResult.success(map);

}

前端：

fetchUserById5() {

getInfoByNameForColl(this.$route.params.username, this.page.current, this.page.size).then((res) => {

const { data } = res

this.topicUser5 = data.user

this.page5.current = data.topics.current

this.page5.size = data.topics.size

this.page5.total = data.topics.total

this.topics5 = data.topics.records

})

},

1. 获取用户认领情况：

@GetMapping("/choose/{username}")

public ApiResult<Map<String, Object>> getUserByNameForChoose(@PathVariable("username") String username,

@RequestParam(value = "pageNo", defaultValue = "1") Integer pageNo,

@RequestParam(value = "size", defaultValue = "10") Integer size) {

Map<String, Object> map = new HashMap<>(16);

user auser = userService.getUserByUserId(username);

Assert.notNull(auser, "用户不存在");

Page<choose> page = chooseService.page(new Page<>(pageNo, size),

new LambdaQueryWrapper<choose>().eq(choose::getChooseUserid, auser.getUserId()));

map.put("user", auser);

map.put("topics", page);

return ApiResult.success(map);

}

前端：fetchUserById3() {

getInfoByNameForChoose(this.$route.params.username, this.page.current, this.page.size).then((res) => {

const { data } = res

this.topicUser3 = data.user

this.page3.current = data.topics.current

this.page3.size = data.topics.size

this.page3.total = data.topics.total

this.topics3 = data.topics.records

})

},

1. 获取用户被认领情况：

@GetMapping("/bechoose/{username}")

public ApiResult<Map<String, Object>> getUserByNameForBeChoose(@PathVariable("username") String username,

@RequestParam(value = "pageNo", defaultValue = "1") Integer pageNo,

@RequestParam(value = "size", defaultValue = "10") Integer size) {

Map<String, Object> map = new HashMap<>(16);

user auser = userService.getUserByUserId(username);

Assert.notNull(auser, "用户不存在");

Page<choose> page = chooseService.page(new Page<>(pageNo, size),

new LambdaQueryWrapper<choose>().eq(choose::getChooseBeuserid, auser.getUserId()));

map.put("user", auser);

map.put("topics", page);

return ApiResult.success(map);

}

前端：fetchUserById4() {

getInfoByNameForBeChoose(this.$route.params.username, this.page.current, this.page.size).then((res) => {

const { data } = res

this.topicUser4 = data.user

this.page4.current = data.topics.current

this.page4.size = data.topics.size

this.page4.total = data.topics.total

this.topics4 = data.topics.records

})

},

1. 获取用户表白墙：

@GetMapping("/{username}")

public ApiResult<Map<String, Object>> getUserByName(@PathVariable("username") String username,

@RequestParam(value = "pageNo", defaultValue = "1") Integer pageNo,

@RequestParam(value = "size", defaultValue = "10") Integer size) {

Map<String, Object> map = new HashMap<>(16);

user auser = userService.getUserByUserId(username);

Assert.notNull(auser, "用户不存在");

Page<wall> page = wallService.page(new Page<>(pageNo, size),

new LambdaQueryWrapper<wall>().eq(wall::getWallUserid, auser.getUserId()));

map.put("user", auser);

map.put("topics", page);

return ApiResult.success(map);

}

前端：fetchUserById() {

getInfoByName(this.$route.params.username, this.page.current, this.page.size).then((res) => {

const { data } = res

this.topicUser = data.user

this.page.current = data.topics.current

this.page.size = data.topics.size

this.page.total = data.topics.total

this.topics = data.topics.records

})

},

1. 修改密码：

@PutMapping("/updatepass")

public ApiResult<?> updatepass(@RequestBody user u){

u.setUserPwd(MD5Utils.getPwd(u.getUserPwd()));

userService.getBaseMapper().updateById(u);

return ApiResult.success();

}

前端：submitForm(formName) {

this.$refs[formName].validate((valid) => {

if (valid) {

alert('submit!');

updatepass(this.ruleForm).then(res => {

this.$router.go(0)

})

} else {

console.log('error submit!!');

return false;

}

});

},

1. 修改个性签名：

@PutMapping("/updatesign")

public ApiResult<?> updatesign(@RequestBody user u){

u.setUserSignature((u.getUserSignature()));

userService.getBaseMapper().updateById(u);

return ApiResult.success();

}

前端：submitForm2(formName2) {

this.$refs[formName2].validate((valid) => {

if (valid) {

alert('submit!');

updatesign(this.ruleForm2).then(res => {

this.$router.go(0)

})

} else {

console.log('error submit!!');

return false;

}

});

},

1. 跳转到表白墙：

@GetMapping("/selectonecoll/{wallid}")

public ApiResult<wall> SelectOneColl(@PathVariable("wallid") Integer wallId) {

List<wall> list = wallService.list(new LambdaQueryWrapper<wall>()

.eq(wall::getWallId,wallId));

return ApiResult.success(list.get(list.size()-1));

}

前端：showwall(wallId){

sessionStorage.setItem("wallid",wallId)

this.$router.push({ path: '/CollectionWall' })

},

9．删除表白墙/评论/认领/收藏：

@DeleteMapping("/delete/{replyId}")

public ApiResult<?>deletereply(@PathVariable int replyId){

replyService.getBaseMapper().deleteById(replyId);

return ApiResult.success();

}

前端：handleDeleteReply(id) {

deletereply(id).then(value => {

const { code, message } = value

alert(message)

if (code === 200) {

this.$router.go(0)

}

})

},

1. 管理员模块

4.1 用户管理

4.1.1管理员编辑用户

@PutMapping("/update")

public ApiResult<?> update(@RequestBody user u){

userService.getBaseMapper().updateById(u);

return ApiResult.success();

}

4.1.2 管理员分页查询显示用户列表

@GetMapping("/findPage")

public ApiResult<Page<user>> findPage1(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "10") Integer pageSize,

@RequestParam(defaultValue = "") String search){

Page<user> userPage=userService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<user>lambdaQuery().like(user::getUserId, search));

return ApiResult.success(userPage);

}

4.1.3 管理员重置密码

@PutMapping("/reset")

public ApiResult<?> reset(@RequestBody user u){

u.setUserPwd(MD5Utils.getPwd("123456"));

userService.getBaseMapper().updateById(u);

return ApiResult.success();

}

4.2表白墙管理

4.2.1管理员更改表白墙状态

@PutMapping("/update")

public ApiResult<?> update(@RequestBody wall w){

wallService.getBaseMapper().updateById(w);

return ApiResult.success();

}

4.2.2管理员分页查询显示表白墙列表

@GetMapping("/findWallPage1")

public ApiResult<?> findPage1(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "1") Integer pageSize,

@RequestParam(defaultValue = "") String search){

Page<wall> wallPage=wallService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<wall>lambdaQuery().like(wall::getWallContenttitle, search));

return ApiResult.success(wallPage);

}

4.2.3管理员删除表白墙

@DeleteMapping("/delete/{wallId}")

public ApiResult<?>deletewall(@PathVariable int wallId){

wallService.getBaseMapper().deleteById(wallId);

return ApiResult.success();

}

4.3反馈管理

4.2.1管理员更改反馈状态

@PutMapping("/update")

public ApiResult<?> update(@RequestBody feedback f){

f.setFeedbackState("已处理");

feedbackService.getBaseMapper().updateById(f);

return ApiResult.success();

}

4.2.2管理员分页查询显示反馈列表

@GetMapping("/findPage")

public ApiResult<?> findPage(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "10") Integer pageSize,

@RequestParam(defaultValue = "") String search){

Page<feedback> feedbackPage=feedbackService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<feedback>lambdaQuery().like(feedback::getFeedbackUserid, search));

return ApiResult.success(feedbackPage);

}

4.2.3管理员删除反馈

@DeleteMapping("/delete/{feedbackId}")

public ApiResult<?>deleteuser(@PathVariable Integer feedbackId){

feedbackService.getBaseMapper().deleteById(feedbackId);

return ApiResult.success();

}

1. 用户模块其他部分

5.1表白墙

5.1.1新增表白墙

@PostMapping("/insertWall")

public ApiResult<?> save(@RequestBody wall w){

w.setWallTime(new Date(System.currentTimeMillis()));

wallService.getBaseMapper().insert(w);

return ApiResult.success();

}

5.1.2表白墙排序查询

按时间

@GetMapping("/findWallPage")

public ApiResult<?> findPage(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "1") Integer pageSize,

@RequestParam(defaultValue = "正常") String search){

Page<wall>wallPage=wallService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<wall>lambdaQuery().eq(wall::getWallState,search).orderByAsc(wall::getWallTime,wall::getWallId));

return ApiResult.success(wallPage);

}

按点赞

@GetMapping("/findWallPage6")

public ApiResult<?> findPage6(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "1") Integer pageSize,

@RequestParam(defaultValue = "正常") String search){

Page<wall>wallPage=wallService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<wall>lambdaQuery().eq(wall::getWallState,search).orderByDesc(wall::getWallGood,wall::getWallId));

return ApiResult.success(wallPage);

}

按收藏

@GetMapping("/findWallPage9")

public ApiResult<?> findPage9(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "1") Integer pageSize,

@RequestParam(defaultValue = "正常") String search){

Page<wall>wallPage=wallService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<wall>lambdaQuery().eq(wall::getWallState,search).orderByDesc(wall::getWallCollection,wall::getWallId));

return ApiResult.success(wallPage);

}

5.1.3热门表白墙（前10为十大）

@GetMapping("/findHotWallPage")

public ApiResult<?> findHotWallPage(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "1") Integer pageSize,

@RequestParam(defaultValue = "正常") String search){

Page<wall>wallPage=wallService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<wall>lambdaQuery().eq(wall::getWallState,search).orderByDesc(wall::getWallTalk,wall::getWallId));

return ApiResult.success(wallPage);

}

5.2评论

5.2.1发布评论

@PostMapping("/insertReply")

public ApiResult<?> save(@RequestBody reply r){

r.setReplyTime(new Date(System.currentTimeMillis()));

replyService.getBaseMapper().insert(r);

return ApiResult.success(r);

}

5.2.2查询评论

@GetMapping("/findReplyPage")

Public ApiResult<?>findPage(@RequestParam(defaultValue = "1") Integer pageNum,

@RequestParam(defaultValue = "3") Integer pageSize,

@RequestParam(defaultValue = "正常") String search,

@RequestParam(defaultValue = "1") Integer wallId){

Page<reply> replyPage=replyService.getBaseMapper().selectPage(new Page<>(pageNum,pageSize), Wrappers.<reply>lambdaQuery().eq(reply::getReplyState,search).eq(reply::getWallId,wallId).orderByAsc(reply::getReplyTime,reply::getId));

return ApiResult.success(replyPage);

}

5.3新增收藏

@PostMapping("/insertCollection")

public ApiResult<?> save(@RequestBody collection c){

c.setCollectionTime(new Date(System.currentTimeMillis()));

LambdaQueryWrapper<collection> lanwrapper = new LambdaQueryWrapper<>();

lanwrapper.eq(collection::getCollectionUserid,c.getCollectionUserid())

.eq(collection::getCollectionWallid,c.getCollectionWallid());

List<collection> list=null;

list= collectionService.list(lanwrapper);

if(list.size()==0){

collectionService.getBaseMapper().insert(c);

return ApiResult.success();

}

else{

return ApiResult.failed("重复收藏！");

}

}

5.4新增点赞

@PutMapping("/update")

public ApiResult<?> update(@RequestBody wall w){

wallService.getBaseMapper().updateById(w);

return ApiResult.success();

}

5.5新增认领

@PostMapping("/insertChoose")

public ApiResult<?> save(@RequestBody choose c){

c.setChooseTime(new Date(System.currentTimeMillis()));

chooseService.getBaseMapper().insert(c);

return ApiResult.success();

}

5.4新增举报

@PutMapping("/update")

public ApiResult<?> update(@RequestBody wall w){

wallService.getBaseMapper().updateById(w);

return ApiResult.success();

}

5.5新增反馈

@PostMapping("/insertFeedback")

public ApiResult<?> save(@RequestBody feedback fb){

fb.setFeedbackTime(new Date(System.currentTimeMillis()));

feedbackService.getBaseMapper().insert(fb);

return ApiResult.success();

}