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# Introdução

Esse trabalho analisa um dataset de mãos de Poker que consistem de 5 cartas. O objetivo é analisar as 5 cartas e estimar qual é a mão para aquele jogo.

# Naïve Bayes

No ramo de Machine Learning, Naïve Bayes é um grupo de classificadores probabilísticos simples (Wikipedia, 2019). Esses classificadores possuem a característica comum de se basear no teorema de Bayes, que calcula a probabilidade de um evento dado que outro evento já ocorreu (Gonçalves, 2019). Esses algoritmos não assumem dependência entre as variáveis e, por isso eles são considerados ingênuos (naive).

Devido à simplicidade do algoritmo ele é mais rápido que outros classificadores e costuma ser utilizado para classificar textos através da frequência das palavras utilizadas (Becker, 2019).

# Estrutura do Dataset

O dataset PokerHands possui as seguintes colunas:

1. S1 - Naipe da carta #1: Ordinal (1-4) representando o naipe (Copas, Espadas, Ouros, Paus)
2. C1 - Valor da carta #1: Numérico (1-13) representando o valor ou número da carta (Ás, 2, 3, …, 10, Valete, Rainha, Rei)
3. S2 - Naipe da carta #2: Ordinal (1-4) representando o naipe
4. C2 - Valor da carta #2: Numérico (1-13) representando o valor
5. S3 - Naipe da carta #3: Ordinal (1-4) representando o naipe
6. C3 - Valor da carta #3: Numérico (1-13) representando o valor
7. S4 - Naipe da carta #4: Ordinal (1-4) representando o naipe
8. C4 - Valor da carta #4: Numérico (1-13) representando o valor
9. S5 - Naipe da carta #5: Ordinal (1-4) representando o naipe
10. C5 - Valor da carta #5: Numérico (1-13) representando o valor
11. CLASS - Classificação: Ordinal (0-9) representando a classe que essa mão representa

# Tipos de mãos do Poker

As mãos do Poker são classificadas em 9 tipos, conforme a tabela a seguir. O jogador que possui a maior “mão” vencerá. A tabela está classificada conforme as variáveis do dataset.

|  |  |  |
| --- | --- | --- |
| Classe | Nome | Descrição |
| 0 | Carta mais alta | Nenhuma mão de Poker, vence quem possuir a carta mais alta |
| 1 | Um par | Duas cartas de mesmo valor |
| 2 | Dois pares | Dois valores se repetem entre as 5 cartas |
| 3 | Trinca | Três cartas de valores iguais |
| 4 | Sequência | 5 cartas em sequência, sem interrupção |
| 5 | Flush | 5 cartas de mesmo naipe |
| 6 | Full House | Uma trinca e um par na mesma mão |
| 7 | Quadra | 4 cartas de mesmo valor |
| 8 | Straight Flush | 5 cartas em sequência e do mesmo naipe, sem lacunas |
| 9 | Royal Flush | Sequência Dez, Valete, Dama, Rei e Ás, do mesmo naipe |

# Bibliotecas utilizadas

library(readr) # Para carregamento do arquivo  
library(sqldf) # Para executar SQLs sobre os DataSets

## Loading required package: gsubfn

## Loading required package: proto

## Loading required package: RSQLite

library(e1071) # Contém o algoritmo de Naïve Bayes  
library(tidyr) # Para transformar colunas em observações  
library(dplyr) # Para operações de seleção, agrupamento

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(ggplot2)  
library(RColorBrewer)  
library(data.table) # Para incluir sequencial em grupos

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

library(knitr)  
library(kableExtra)

##   
## Attaching package: 'kableExtra'

## The following object is masked from 'package:dplyr':  
##   
## group\_rows

library(pander) # Para

# Carregando o arquivo

Leitura dos arquivos. Os arquivos não possuem cabeçalho.

pokerTreino <- read\_csv("datasets/poker-hand-training-true.data", col\_names = c ("S1","C1","S2","C2","S3","C3","S4","C4","S5","C5","CLASS"))

## Parsed with column specification:  
## cols(  
## S1 = col\_double(),  
## C1 = col\_double(),  
## S2 = col\_double(),  
## C2 = col\_double(),  
## S3 = col\_double(),  
## C3 = col\_double(),  
## S4 = col\_double(),  
## C4 = col\_double(),  
## S5 = col\_double(),  
## C5 = col\_double(),  
## CLASS = col\_double()  
## )

pokerTeste <- read\_csv("datasets/poker-hand-testing.data", col\_names = c ("S1","C1","S2","C2","S3","C3","S4","C4","S5","C5","CLASS"))

## Parsed with column specification:  
## cols(  
## S1 = col\_double(),  
## C1 = col\_double(),  
## S2 = col\_double(),  
## C2 = col\_double(),  
## S3 = col\_double(),  
## C3 = col\_double(),  
## S4 = col\_double(),  
## C4 = col\_double(),  
## S5 = col\_double(),  
## C5 = col\_double(),  
## CLASS = col\_double()  
## )

## Ajustes

A classe será transforamda em um fator ordenado.

pokerTreino$S1 <- factor(pokerTreino$S1, levels=c(1:4), ordered = TRUE)  
pokerTreino$C1 <- factor(pokerTreino$C1, levels=c(1:13), ordered = TRUE)  
pokerTreino$S2 <- factor(pokerTreino$S2, levels=c(1:4), ordered = TRUE)  
pokerTreino$C2 <- factor(pokerTreino$C2, levels=c(1:13), ordered = TRUE)  
pokerTreino$S3 <- factor(pokerTreino$S3, levels=c(1:4), ordered = TRUE)  
pokerTreino$C3 <- factor(pokerTreino$C3, levels=c(1:13), ordered = TRUE)  
pokerTreino$S4 <- factor(pokerTreino$S4, levels=c(1:4), ordered = TRUE)  
pokerTreino$C4 <- factor(pokerTreino$C4, levels=c(1:13), ordered = TRUE)  
pokerTreino$S5 <- factor(pokerTreino$S5, levels=c(1:4), ordered = TRUE)  
pokerTreino$C5 <- factor(pokerTreino$C5, levels=c(1:13), ordered = TRUE)  
pokerTreino$CLASS <- factor(pokerTreino$CLASS, levels=c(0:9), ordered =TRUE)  
  
pokerTeste$S1 <- factor(pokerTeste$S1, levels=c(1:4), ordered = TRUE)  
pokerTeste$C1 <- factor(pokerTeste$C1, levels=c(1:13), ordered = TRUE)  
pokerTeste$S2 <- factor(pokerTeste$S2, levels=c(1:4), ordered = TRUE)  
pokerTeste$C2 <- factor(pokerTeste$C2, levels=c(1:13), ordered = TRUE)  
pokerTeste$S3 <- factor(pokerTeste$S3, levels=c(1:4), ordered = TRUE)  
pokerTeste$C3 <- factor(pokerTeste$C3, levels=c(1:13), ordered = TRUE)  
pokerTeste$S4 <- factor(pokerTeste$S4, levels=c(1:4), ordered = TRUE)  
pokerTeste$C4 <- factor(pokerTeste$C4, levels=c(1:13), ordered = TRUE)  
pokerTeste$S5 <- factor(pokerTeste$S5, levels=c(1:4), ordered = TRUE)  
pokerTeste$C5 <- factor(pokerTeste$C5, levels=c(1:13), ordered = TRUE)  
pokerTeste$CLASS <- factor(pokerTeste$CLASS, levels=c(0:9), ordered =TRUE)

## Cabeçalho

pander(head(pokerTreino))

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| S1 | C1 | S2 | C2 | S3 | C3 | S4 | C4 | S5 | C5 | CLASS |
| 1 | 10 | 1 | 11 | 1 | 13 | 1 | 12 | 1 | 1 | 9 |
| 2 | 11 | 2 | 13 | 2 | 10 | 2 | 12 | 2 | 1 | 9 |
| 3 | 12 | 3 | 11 | 3 | 13 | 3 | 10 | 3 | 1 | 9 |
| 4 | 10 | 4 | 11 | 4 | 1 | 4 | 13 | 4 | 12 | 9 |
| 4 | 1 | 4 | 13 | 4 | 12 | 4 | 11 | 4 | 10 | 9 |
| 1 | 2 | 1 | 4 | 1 | 5 | 1 | 3 | 1 | 6 | 8 |

pander(head(pokerTeste))

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| S1 | C1 | S2 | C2 | S3 | C3 | S4 | C4 | S5 | C5 | CLASS |
| 1 | 1 | 1 | 13 | 2 | 4 | 2 | 3 | 1 | 12 | 0 |
| 3 | 12 | 3 | 2 | 3 | 11 | 4 | 5 | 2 | 5 | 1 |
| 1 | 9 | 4 | 6 | 1 | 4 | 3 | 2 | 3 | 9 | 1 |
| 1 | 4 | 3 | 13 | 2 | 13 | 2 | 1 | 3 | 6 | 1 |
| 3 | 10 | 2 | 7 | 1 | 2 | 2 | 11 | 4 | 9 | 0 |
| 1 | 3 | 4 | 5 | 3 | 4 | 1 | 12 | 4 | 6 | 0 |

# Análise do arquivo

Estrutura do arquivo:

str(pokerTreino)

## Classes 'spec\_tbl\_df', 'tbl\_df', 'tbl' and 'data.frame': 25010 obs. of 11 variables:  
## $ S1 : Ord.factor w/ 4 levels "1"<"2"<"3"<"4": 1 2 3 4 4 1 1 2 3 4 ...  
## $ C1 : Ord.factor w/ 13 levels "1"<"2"<"3"<"4"<..: 10 11 12 10 1 2 9 1 5 1 ...  
## $ S2 : Ord.factor w/ 4 levels "1"<"2"<"3"<"4": 1 2 3 4 4 1 1 2 3 4 ...  
## $ C2 : Ord.factor w/ 13 levels "1"<"2"<"3"<"4"<..: 11 13 11 11 13 4 12 2 6 4 ...  
## $ S3 : Ord.factor w/ 4 levels "1"<"2"<"3"<"4": 1 2 3 4 4 1 1 2 3 4 ...  
## $ C3 : Ord.factor w/ 13 levels "1"<"2"<"3"<"4"<..: 13 10 13 1 12 5 10 3 9 2 ...  
## $ S4 : Ord.factor w/ 4 levels "1"<"2"<"3"<"4": 1 2 3 4 4 1 1 2 3 4 ...  
## $ C4 : Ord.factor w/ 13 levels "1"<"2"<"3"<"4"<..: 12 12 10 13 11 3 11 4 7 3 ...  
## $ S5 : Ord.factor w/ 4 levels "1"<"2"<"3"<"4": 1 2 3 4 4 1 1 2 3 4 ...  
## $ C5 : Ord.factor w/ 13 levels "1"<"2"<"3"<"4"<..: 1 1 1 12 10 6 13 5 8 5 ...  
## $ CLASS: Ord.factor w/ 10 levels "0"<"1"<"2"<"3"<..: 10 10 10 10 10 9 9 9 9 9 ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. S1 = col\_double(),  
## .. C1 = col\_double(),  
## .. S2 = col\_double(),  
## .. C2 = col\_double(),  
## .. S3 = col\_double(),  
## .. C3 = col\_double(),  
## .. S4 = col\_double(),  
## .. C4 = col\_double(),  
## .. S5 = col\_double(),  
## .. C5 = col\_double(),  
## .. CLASS = col\_double()  
## .. )

Sumário do arquivo

summary(pokerTreino)

## S1 C1 S2 C2 S3   
## 1:6150 1 : 1982 1:6309 13 : 2007 1:6230   
## 2:6298 9 : 1967 2:6244 1 : 1985 2:6208   
## 3:6250 7 : 1961 3:6157 6 : 1956 3:6153   
## 4:6312 8 : 1948 4:6300 12 : 1939 4:6419   
## 2 : 1941 11 : 1931   
## 12 : 1940 10 : 1922   
## (Other):13271 (Other):13270   
## C3 S4 C4 S5 C5   
## 10 : 2000 1:6269 3 : 1999 1:6308 8 : 1994   
## 12 : 1987 2:6248 2 : 1987 2:6172 1 : 1970   
## 3 : 1965 3:6314 1 : 1983 3:6314 5 : 1963   
## 4 : 1935 4:6179 11 : 1953 4:6216 2 : 1957   
## 7 : 1927 9 : 1946 10 : 1948   
## 5 : 1920 7 : 1943 4 : 1946   
## (Other):13276 (Other):13199 (Other):13232   
## CLASS   
## 0 :12493   
## 1 :10599   
## 2 : 1206   
## 3 : 513   
## 4 : 93   
## 5 : 54   
## (Other): 52

# Análise exploratória

Total de linhas nos datasets

paste("Linhas no dataset de treino:", nrow(pokerTreino))

## [1] "Linhas no dataset de treino: 25010"

paste("Linhas no dataset de teste:", nrow(pokerTeste))

## [1] "Linhas no dataset de teste: 1000000"

Visualização do início do DataSet

pander(head(pokerTreino))

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| S1 | C1 | S2 | C2 | S3 | C3 | S4 | C4 | S5 | C5 | CLASS |
| 1 | 10 | 1 | 11 | 1 | 13 | 1 | 12 | 1 | 1 | 9 |
| 2 | 11 | 2 | 13 | 2 | 10 | 2 | 12 | 2 | 1 | 9 |
| 3 | 12 | 3 | 11 | 3 | 13 | 3 | 10 | 3 | 1 | 9 |
| 4 | 10 | 4 | 11 | 4 | 1 | 4 | 13 | 4 | 12 | 9 |
| 4 | 1 | 4 | 13 | 4 | 12 | 4 | 11 | 4 | 10 | 9 |
| 1 | 2 | 1 | 4 | 1 | 5 | 1 | 3 | 1 | 6 | 8 |

Divisão dos registros no dataset

pander(sqldf('SELECT COUNT(1) AS [Quantidade],   
 class,   
 (CASE WHEN Class = 0 THEN "Nothing"  
 WHEN Class = 1 THEN "One pair"  
 WHEN Class = 2 THEN "Two pairs"  
 WHEN Class = 3 THEN "Three of a kind"  
 WHEN Class = 4 THEN "Straight"  
 WHEN Class = 5 THEN "Flush"  
 WHEN Class = 6 THEN "Full house"  
 WHEN Class = 7 THEN "Four of a kind"  
 WHEN Class = 8 THEN "Straight flush"  
 WHEN Class = 9 THEN "Royal flush"   
 END) AS [TipoENG],  
 ROUND(((CAST (COUNT(1) AS real)/(SELECT COUNT(1) FROM pokerTreino)) \* 100),2) AS [%]  
 FROM pokerTreino   
 GROUP BY class   
 ORDER BY [Quantidade] DESC'))

|  |  |  |  |
| --- | --- | --- | --- |
| Quantidade | CLASS | TipoENG | % |
| 12493 | 0 | Nothing | 49.95 |
| 10599 | 1 | One pair | 42.38 |
| 1206 | 2 | Two pairs | 4.82 |
| 513 | 3 | Three of a kind | 2.05 |
| 93 | 4 | Straight | 0.37 |
| 54 | 5 | Flush | 0.22 |
| 36 | 6 | Full house | 0.14 |
| 6 | 7 | Four of a kind | 0.02 |
| 5 | 8 | Straight flush | 0.02 |
| 5 | 9 | Royal flush | 0.02 |

Distribuição das classes

ggplot(data = pokerTreino, aes(CLASS)) + geom\_bar(aes(fill=CLASS))

![](data:image/png;base64,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)

Unica combinação que se repetiu

pander(sqldf('SELECT DISTINCT   
 COUNT(1) AS [Quantidade],   
 class,   
 (CASE WHEN Class = 0 THEN "Nothing"  
 WHEN Class = 1 THEN "One pair"  
 WHEN Class = 2 THEN "Two pairs"  
 WHEN Class = 3 THEN "Three of a kind"  
 WHEN Class = 4 THEN "Straight"  
 WHEN Class = 5 THEN "Flush"  
 WHEN Class = 6 THEN "Full house"  
 WHEN Class = 7 THEN "Four of a kind"  
 WHEN Class = 8 THEN "Straight flush"  
 WHEN Class = 9 THEN "Royal flush"   
 END) AS [TipoENG],  
 S1,  
 C1,  
 S2,  
 C2,  
 S3,  
 C3,  
 S4,  
 C4,  
 S5,  
 C5  
 FROM pokerTreino   
 GROUP BY class, [TipoENG], S1, C1, S2, C2, S3, C3, S4, C4, S5, C5   
 HAVING COUNT(1) > 1  
 ORDER BY S1, C1, S2, C2, S3, C3, S4, C4, S5, C5 DESC'))

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Quantidade | CLASS | TipoENG | S1 | C1 | S2 | C2 | S3 | C3 | S4 | C4 | S5 | C5 |
| 2 | 1 | One pair | 3 | 12 | 3 | 2 | 2 | 8 | 1 | 2 | 2 | 3 |
| 2 | 1 | One pair | 4 | 2 | 2 | 5 | 4 | 9 | 2 | 7 | 2 | 2 |

Quantidade de linhas onde as combinações são unicas: 25006 de 25010

pander(head(sqldf('SELECT DISTINCT   
 COUNT(1) AS [Quantidade],   
 class,   
 (CASE WHEN Class = 0 THEN "Nothing"  
 WHEN Class = 1 THEN "One pair"  
 WHEN Class = 2 THEN "Two pairs"  
 WHEN Class = 3 THEN "Three of a kind"  
 WHEN Class = 4 THEN "Straight"  
 WHEN Class = 5 THEN "Flush"  
 WHEN Class = 6 THEN "Full house"  
 WHEN Class = 7 THEN "Four of a kind"  
 WHEN Class = 8 THEN "Straight flush"  
 WHEN Class = 9 THEN "Royal flush"   
 END) AS [TipoENG],  
 S1,  
 C1,  
 S2,  
 C2,  
 S3,  
 C3,  
 S4,  
 C4,  
 S5,  
 C5  
 FROM pokerTreino   
 GROUP BY class, [TipoENG], S1, C1, S2, C2, S3, C3, S4, C4, S5, C5   
 HAVING COUNT(1) = 1  
 ORDER BY S1, C1, S2, C2, S3, C3, S4, C4, S5, C5 DESC')))

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Quantidade | CLASS | TipoENG | S1 | C1 | S2 | C2 | S3 | C3 | S4 | C4 | S5 | C5 |
| 1 | 5 | Flush | 1 | 1 | 1 | 10 | 1 | 12 | 1 | 2 | 1 | 4 |
| 1 | 0 | Nothing | 1 | 1 | 1 | 10 | 1 | 4 | 2 | 2 | 1 | 9 |
| 1 | 0 | Nothing | 1 | 1 | 1 | 10 | 1 | 4 | 3 | 9 | 3 | 6 |
| 1 | 1 | One pair | 1 | 1 | 1 | 10 | 1 | 7 | 4 | 6 | 4 | 10 |
| 1 | 0 | Nothing | 1 | 1 | 1 | 10 | 1 | 9 | 2 | 3 | 1 | 11 |
| 1 | 3 | Three of a kind | 1 | 1 | 1 | 10 | 2 | 1 | 2 | 2 | 4 | 1 |

Distribuição das cartas

dataset <- data.frame(pokerTreino)  
dataset$id = seq.int(nrow(dataset))  
ds1 <- select(dataset,id,S1,S2,S3,S4,S5) %>% gather(key,suit,S1:S5)  
ds2 <- select(dataset,id,C1,C2,C3,C4,C5) %>% gather(key,rank,C1:C5)  
ds1$key <- sub("S","",ds1$key)  
ds2$key <- sub("C","",ds2$key)  
cartasTreino <- merge(ds1, ds2, by.x = c("id","key"), by.y = c("id","key"))  
rm(dataset)  
rm(ds1)  
rm(ds2)  
cartas <- data.frame(card = paste(cartasTreino$suit,"-",cartasTreino$rank))  
color.pallete <- colorRampPalette(brewer.pal(8, "Set1"))(52)  
ggplot(data = cartas, aes(x = card)) + geom\_bar(aes(fill=card)) + theme(axis.text.x = element\_text(angle = 90), legend.position = "none") + scale\_fill\_manual(values=color.pallete)
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rm(cartas)  
rm(color.pallete)

Quantidade de cartas distintas:

pander(sqldf('SELECT DISTINCT  
 suit,  
 rank,  
 COUNT(1) AS [Quantidade],  
 ROUND(((CAST (COUNT(1) AS real)/(SELECT COUNT(1) FROM cartasTreino)) \* 100),2) AS [%]  
 FROM cartasTreino   
 GROUP BY suit, rank  
 ORDER BY [Quantidade] DESC'))

|  |  |  |  |
| --- | --- | --- | --- |
| suit | rank | Quantidade | % |
| 4 | 1 | 2559 | 2.05 |
| 1 | 10 | 2508 | 2.01 |
| 3 | 2 | 2501 | 2 |
| 1 | 8 | 2499 | 2 |
| 3 | 10 | 2487 | 1.99 |
| 2 | 13 | 2482 | 1.98 |
| 4 | 8 | 2480 | 1.98 |
| 4 | 4 | 2479 | 1.98 |
| 1 | 3 | 2477 | 1.98 |
| 2 | 7 | 2468 | 1.97 |
| 2 | 6 | 2459 | 1.97 |
| 4 | 9 | 2443 | 1.95 |
| 1 | 4 | 2437 | 1.95 |
| 2 | 1 | 2435 | 1.95 |
| 2 | 12 | 2435 | 1.95 |
| 2 | 11 | 2434 | 1.95 |
| 3 | 1 | 2433 | 1.95 |
| 1 | 5 | 2429 | 1.94 |
| 4 | 13 | 2425 | 1.94 |
| 2 | 2 | 2418 | 1.93 |
| 4 | 3 | 2414 | 1.93 |
| 4 | 7 | 2413 | 1.93 |
| 3 | 3 | 2410 | 1.93 |
| 4 | 2 | 2407 | 1.92 |
| 1 | 11 | 2406 | 1.92 |
| 4 | 12 | 2401 | 1.92 |
| 3 | 13 | 2400 | 1.92 |
| 3 | 11 | 2398 | 1.92 |
| 1 | 9 | 2394 | 1.91 |
| 3 | 6 | 2392 | 1.91 |
| 1 | 2 | 2390 | 1.91 |
| 4 | 11 | 2390 | 1.91 |
| 1 | 1 | 2388 | 1.91 |
| 4 | 10 | 2379 | 1.9 |
| 3 | 4 | 2375 | 1.9 |
| 3 | 7 | 2375 | 1.9 |
| 2 | 5 | 2373 | 1.9 |
| 3 | 9 | 2372 | 1.9 |
| 2 | 3 | 2371 | 1.9 |
| 3 | 12 | 2369 | 1.89 |
| 1 | 6 | 2365 | 1.89 |
| 2 | 9 | 2364 | 1.89 |
| 1 | 12 | 2362 | 1.89 |
| 3 | 5 | 2356 | 1.88 |
| 4 | 5 | 2345 | 1.88 |
| 1 | 7 | 2320 | 1.86 |
| 3 | 8 | 2320 | 1.86 |
| 2 | 8 | 2318 | 1.85 |
| 2 | 4 | 2316 | 1.85 |
| 2 | 10 | 2297 | 1.84 |
| 1 | 13 | 2291 | 1.83 |
| 4 | 6 | 2291 | 1.83 |

Quantidade de números de carta distintos:

pander(sqldf('SELECT DISTINCT  
 rank,  
 suit,  
 COUNT(1) AS [Quantidade],  
 ROUND(((CAST (COUNT(1) AS real)/(SELECT COUNT(1) FROM cartasTreino)) \* 100),2) AS [%]  
 FROM cartasTreino   
 GROUP BY rank  
 ORDER BY [Quantidade] DESC'))

|  |  |  |  |
| --- | --- | --- | --- |
| rank | suit | Quantidade | % |
| 1 | 4 | 9815 | 7.85 |
| 2 | 2 | 9716 | 7.77 |
| 3 | 1 | 9672 | 7.73 |
| 10 | 3 | 9671 | 7.73 |
| 11 | 2 | 9628 | 7.7 |
| 8 | 1 | 9617 | 7.69 |
| 4 | 2 | 9607 | 7.68 |
| 13 | 1 | 9598 | 7.68 |
| 7 | 4 | 9576 | 7.66 |
| 9 | 4 | 9573 | 7.66 |
| 12 | 3 | 9567 | 7.65 |
| 6 | 3 | 9507 | 7.6 |
| 5 | 1 | 9503 | 7.6 |

rm(cartasTreino)

# Treinamento

Treinar com o Naïve Bayes

pokerTreino <- data.frame(pokerTreino)  
nv <- naiveBayes(pokerTreino[,c("S1","C1","S2","C2","S3","C3","S4","C4","S5","C5")],pokerTreino[,c("CLASS")])

Como o algoritmo estruturou seus parâmetros:

str(nv)

## List of 5  
## $ apriori : 'table' int [1:10(1d)] 12493 10599 1206 513 93 54 36 6 5 5  
## ..- attr(\*, "dimnames")=List of 1  
## .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## $ tables :List of 10  
## ..$ S1: 'table' num [1:10, 1:4] 0.247 0.248 0.217 0.234 0.301 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ S1 : chr [1:4] "1" "2" "3" "4"  
## ..$ C1: 'table' num [1:10, 1:13] 0.0793 0.0793 0.0688 0.1014 0.0538 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ C1 : chr [1:13] "1" "2" "3" "4" ...  
## ..$ S2: 'table' num [1:10, 1:4] 0.253 0.252 0.256 0.25 0.237 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ S2 : chr [1:4] "1" "2" "3" "4"  
## ..$ C2: 'table' num [1:10, 1:13] 0.0778 0.0814 0.0779 0.0936 0.0215 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ C2 : chr [1:13] "1" "2" "3" "4" ...  
## ..$ S3: 'table' num [1:10, 1:4] 0.249 0.25 0.248 0.244 0.237 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ S3 : chr [1:4] "1" "2" "3" "4"  
## ..$ C3: 'table' num [1:10, 1:13] 0.073 0.0784 0.0821 0.0877 0.043 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ C3 : chr [1:13] "1" "2" "3" "4" ...  
## ..$ S4: 'table' num [1:10, 1:4] 0.253 0.249 0.235 0.248 0.323 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ S4 : chr [1:4] "1" "2" "3" "4"  
## ..$ C4: 'table' num [1:10, 1:13] 0.0792 0.0791 0.0813 0.0838 0.0645 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ C4 : chr [1:13] "1" "2" "3" "4" ...  
## ..$ S5: 'table' num [1:10, 1:4] 0.249 0.254 0.265 0.259 0.226 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ S5 : chr [1:4] "1" "2" "3" "4"  
## ..$ C5: 'table' num [1:10, 1:13] 0.0788 0.0772 0.0862 0.0994 0.0215 ...  
## .. ..- attr(\*, "dimnames")=List of 2  
## .. .. ..$ pokerTreino[, c("CLASS")]: chr [1:10] "0" "1" "2" "3" ...  
## .. .. ..$ C5 : chr [1:13] "1" "2" "3" "4" ...  
## $ levels : chr [1:10] "0" "1" "2" "3" ...  
## $ isnumeric: Named logi [1:10] FALSE FALSE FALSE FALSE FALSE FALSE ...  
## ..- attr(\*, "names")= chr [1:10] "S1" "C1" "S2" "C2" ...  
## $ call : language naiveBayes.default(x = pokerTreino[, c("S1", "C1", "S2", "C2", "S3", "C3", "S4", "C4", "S5", "C5")], y = pok| \_\_truncated\_\_  
## - attr(\*, "class")= chr "naiveBayes"

Níveis e distribuição dos valores de treino:

nv$levels

## [1] "0" "1" "2" "3" "4" "5" "6" "7" "8" "9"

nv$apriori

## pokerTreino[, c("CLASS")]  
## 0 1 2 3 4 5 6 7 8 9   
## 12493 10599 1206 513 93 54 36 6 5 5

Probabilidades de cada parâmetro:

for (i in 0:9) {  
 print(nv$tables[i])  
}

## named list()  
## $S1  
## S1  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.2473385 0.2523813 0.2459777 0.2543024  
## 1 0.2477592 0.2511558 0.2524766 0.2486084  
## 2 0.2172471 0.2678275 0.2553897 0.2595357  
## 3 0.2339181 0.2397661 0.2612086 0.2651072  
## 4 0.3010753 0.1827957 0.3333333 0.1827957  
## 5 0.2222222 0.2037037 0.2222222 0.3518519  
## 6 0.2500000 0.1666667 0.3055556 0.2777778  
## 7 0.0000000 0.1666667 0.5000000 0.3333333  
## 8 0.4000000 0.2000000 0.2000000 0.2000000  
## 9 0.2000000 0.2000000 0.2000000 0.4000000  
##   
## $C1  
## C1  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.07932442 0.07700312 0.07572240 0.07844393  
## 1 0.07934711 0.07783753 0.07613926 0.07557317  
## 2 0.06882255 0.07711443 0.06882255 0.06716418  
## 3 0.10136452 0.08966862 0.07212476 0.08187135  
## 4 0.05376344 0.04301075 0.07526882 0.07526882  
## 5 0.09259259 0.12962963 0.00000000 0.05555556  
## 6 0.05555556 0.05555556 0.02777778 0.13888889  
## 7 0.00000000 0.16666667 0.16666667 0.00000000  
## 8 0.40000000 0.20000000 0.00000000 0.00000000  
## 9 0.20000000 0.00000000 0.00000000 0.00000000  
## C1  
## pokerTreino[, c("CLASS")] 5 6 7 8  
## 0 0.07396142 0.07580245 0.07788361 0.07812375  
## 1 0.07613926 0.07368620 0.07972450 0.07661100  
## 2 0.08540630 0.06882255 0.07462687 0.08374793  
## 3 0.08576998 0.05847953 0.08771930 0.07212476  
## 4 0.07526882 0.09677419 0.04301075 0.12903226  
## 5 0.05555556 0.11111111 0.03703704 0.03703704  
## 6 0.08333333 0.11111111 0.05555556 0.13888889  
## 7 0.00000000 0.00000000 0.00000000 0.50000000  
## 8 0.20000000 0.00000000 0.00000000 0.00000000  
## 9 0.00000000 0.00000000 0.00000000 0.00000000  
## C1  
## pokerTreino[, c("CLASS")] 9 10 11 12  
## 0 0.08084527 0.07428160 0.07436164 0.07740335  
## 1 0.07689405 0.07538447 0.07944146 0.07642230  
## 2 0.07711443 0.08126036 0.08291874 0.08706468  
## 3 0.06042885 0.06432749 0.07992203 0.08187135  
## 4 0.06451613 0.08602151 0.06451613 0.10752688  
## 5 0.14814815 0.09259259 0.07407407 0.09259259  
## 6 0.08333333 0.11111111 0.05555556 0.00000000  
## 7 0.00000000 0.00000000 0.16666667 0.00000000  
## 8 0.20000000 0.00000000 0.00000000 0.00000000  
## 9 0.00000000 0.40000000 0.20000000 0.20000000  
## C1  
## pokerTreino[, c("CLASS")] 13  
## 0 0.07684303  
## 1 0.07679970  
## 2 0.07711443  
## 3 0.06432749  
## 4 0.08602151  
## 5 0.07407407  
## 6 0.08333333  
## 7 0.00000000  
## 8 0.00000000  
## 9 0.00000000  
##   
## $S2  
## S2  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.2529416 0.2452573 0.2494997 0.2523013  
## 1 0.2516275 0.2529484 0.2451175 0.2503066  
## 2 0.2562189 0.2537313 0.2288557 0.2611940  
## 3 0.2495127 0.2690058 0.2319688 0.2495127  
## 4 0.2365591 0.3118280 0.2258065 0.2258065  
## 5 0.2222222 0.2037037 0.2222222 0.3518519  
## 6 0.2222222 0.2777778 0.3055556 0.1944444  
## 7 0.0000000 0.5000000 0.1666667 0.3333333  
## 8 0.4000000 0.2000000 0.2000000 0.2000000  
## 9 0.2000000 0.2000000 0.2000000 0.4000000  
##   
## $C2  
## C2  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.07780357 0.07428160 0.07692308 0.07700312  
## 1 0.08142278 0.07746014 0.07378055 0.07529012  
## 2 0.07794362 0.09701493 0.09121061 0.07213930  
## 3 0.09356725 0.07407407 0.08576998 0.07992203  
## 4 0.02150538 0.05376344 0.06451613 0.05376344  
## 5 0.07407407 0.07407407 0.11111111 0.11111111  
## 6 0.05555556 0.16666667 0.05555556 0.11111111  
## 7 0.00000000 0.16666667 0.16666667 0.00000000  
## 8 0.00000000 0.20000000 0.00000000 0.40000000  
## 9 0.00000000 0.00000000 0.00000000 0.00000000  
## C2  
## pokerTreino[, c("CLASS")] 5 6 7 8  
## 0 0.07540223 0.07852397 0.07948451 0.07284079  
## 1 0.07274271 0.07934711 0.07378055 0.08029059  
## 2 0.07296849 0.06384743 0.07131012 0.06965174  
## 3 0.05847953 0.07797271 0.07212476 0.07602339  
## 4 0.06451613 0.09677419 0.06451613 0.07526882  
## 5 0.07407407 0.05555556 0.11111111 0.05555556  
## 6 0.11111111 0.11111111 0.02777778 0.05555556  
## 7 0.00000000 0.00000000 0.16666667 0.33333333  
## 8 0.00000000 0.20000000 0.00000000 0.00000000  
## 9 0.00000000 0.00000000 0.00000000 0.00000000  
## C2  
## pokerTreino[, c("CLASS")] 9 10 11 12  
## 0 0.07204034 0.07684303 0.07772353 0.08116545  
## 1 0.07878102 0.07679970 0.07717709 0.07368620  
## 2 0.07213930 0.07628524 0.07462687 0.07048093  
## 3 0.08576998 0.05847953 0.06822612 0.08382066  
## 4 0.08602151 0.20430108 0.06451613 0.08602151  
## 5 0.03703704 0.07407407 0.05555556 0.12962963  
## 6 0.02777778 0.08333333 0.11111111 0.00000000  
## 7 0.00000000 0.00000000 0.16666667 0.00000000  
## 8 0.00000000 0.00000000 0.00000000 0.20000000  
## 9 0.00000000 0.00000000 0.60000000 0.00000000  
## C2  
## pokerTreino[, c("CLASS")] 13  
## 0 0.07996478  
## 1 0.07944146  
## 2 0.09038143  
## 3 0.08576998  
## 4 0.06451613  
## 5 0.03703704  
## 6 0.08333333  
## 7 0.00000000  
## 8 0.00000000  
## 9 0.40000000  
##   
## $S3  
## S3  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.2486993 0.2454975 0.2501401 0.2556632  
## 1 0.2499292 0.2533258 0.2405887 0.2561562  
## 2 0.2479270 0.2504146 0.2454395 0.2562189  
## 3 0.2436647 0.2241715 0.2534113 0.2787524  
## 4 0.2365591 0.2043011 0.3118280 0.2473118  
## 5 0.2222222 0.2037037 0.2222222 0.3518519  
## 6 0.3055556 0.1666667 0.1944444 0.3333333  
## 7 0.3333333 0.1666667 0.3333333 0.1666667  
## 8 0.4000000 0.2000000 0.2000000 0.2000000  
## 9 0.2000000 0.2000000 0.2000000 0.4000000  
##   
## $C3  
## C3  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.07300088 0.07836388 0.07676299 0.07428160  
## 1 0.07840362 0.07425229 0.07925276 0.07953581  
## 2 0.08208955 0.07794362 0.09121061 0.08457711  
## 3 0.08771930 0.07602339 0.08382066 0.08966862  
## 4 0.04301075 0.00000000 0.01075269 0.10752688  
## 5 0.03703704 0.09259259 0.14814815 0.03703704  
## 6 0.02777778 0.11111111 0.05555556 0.11111111  
## 7 0.00000000 0.16666667 0.16666667 0.00000000  
## 8 0.00000000 0.20000000 0.20000000 0.00000000  
## 9 0.20000000 0.00000000 0.00000000 0.00000000  
## C3  
## pokerTreino[, c("CLASS")] 5 6 7 8  
## 0 0.07916433 0.07668294 0.07572240 0.07572240  
## 1 0.07444098 0.07500708 0.07934711 0.07764883  
## 2 0.06965174 0.06882255 0.07131012 0.06799337  
## 3 0.07017544 0.06237817 0.07602339 0.08382066  
## 4 0.12903226 0.09677419 0.08602151 0.07526882  
## 5 0.14814815 0.05555556 0.07407407 0.07407407  
## 6 0.02777778 0.11111111 0.05555556 0.13888889  
## 7 0.00000000 0.00000000 0.16666667 0.33333333  
## 8 0.20000000 0.00000000 0.00000000 0.00000000  
## 9 0.00000000 0.00000000 0.00000000 0.00000000  
## C3  
## pokerTreino[, c("CLASS")] 9 10 11 12  
## 0 0.07476187 0.08172577 0.07516209 0.08148563  
## 1 0.07293141 0.07887537 0.07717709 0.07887537  
## 2 0.07048093 0.08126036 0.07628524 0.07213930  
## 3 0.07992203 0.06432749 0.08187135 0.07212476  
## 4 0.13978495 0.06451613 0.10752688 0.05376344  
## 5 0.03703704 0.01851852 0.09259259 0.03703704  
## 6 0.08333333 0.08333333 0.16666667 0.02777778  
## 7 0.00000000 0.00000000 0.16666667 0.00000000  
## 8 0.20000000 0.20000000 0.00000000 0.00000000  
## 9 0.00000000 0.20000000 0.00000000 0.20000000  
## C3  
## pokerTreino[, c("CLASS")] 13  
## 0 0.07716321  
## 1 0.07425229  
## 2 0.08623549  
## 3 0.07212476  
## 4 0.08602151  
## 5 0.14814815  
## 6 0.00000000  
## 7 0.00000000  
## 8 0.00000000  
## 9 0.40000000  
##   
## $S4  
## S4  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.25318178 0.24925959 0.24845914 0.24909950  
## 1 0.24851401 0.25332579 0.25313709 0.24502312  
## 2 0.23548922 0.21724710 0.29436153 0.25290216  
## 3 0.24756335 0.26315789 0.25341131 0.23586745  
## 4 0.32258065 0.26881720 0.19354839 0.21505376  
## 5 0.22222222 0.20370370 0.22222222 0.35185185  
## 6 0.30555556 0.38888889 0.25000000 0.05555556  
## 7 0.83333333 0.00000000 0.16666667 0.00000000  
## 8 0.40000000 0.20000000 0.20000000 0.20000000  
## 9 0.20000000 0.20000000 0.20000000 0.40000000  
##   
## $C4  
## C4  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.07924438 0.08108541 0.08116545 0.07660290  
## 1 0.07906406 0.07840362 0.07849797 0.07434664  
## 2 0.08126036 0.07877280 0.07379768 0.08126036  
## 3 0.08382066 0.08382066 0.09356725 0.07407407  
## 4 0.06451613 0.00000000 0.05376344 0.10752688  
## 5 0.09259259 0.07407407 0.07407407 0.11111111  
## 6 0.08333333 0.00000000 0.11111111 0.11111111  
## 7 0.00000000 0.16666667 0.16666667 0.00000000  
## 8 0.00000000 0.00000000 0.40000000 0.20000000  
## 9 0.00000000 0.00000000 0.00000000 0.00000000  
## C4  
## pokerTreino[, c("CLASS")] 5 6 7 8  
## 0 0.07556231 0.07500200 0.07948451 0.07628272  
## 1 0.07585621 0.08047929 0.07576186 0.07151618  
## 2 0.07462687 0.06799337 0.06716418 0.07711443  
## 3 0.07407407 0.05847953 0.07602339 0.09356725  
## 4 0.04301075 0.06451613 0.18279570 0.06451613  
## 5 0.03703704 0.01851852 0.11111111 0.07407407  
## 6 0.02777778 0.11111111 0.05555556 0.05555556  
## 7 0.00000000 0.00000000 0.16666667 0.16666667  
## 8 0.00000000 0.00000000 0.20000000 0.00000000  
## 9 0.00000000 0.00000000 0.00000000 0.00000000  
## C4  
## pokerTreino[, c("CLASS")] 9 10 11 12  
## 0 0.07772353 0.07676299 0.07460178 0.07212039  
## 1 0.07736579 0.07632796 0.08066799 0.07538447  
## 2 0.07379768 0.08457711 0.09369818 0.07296849  
## 3 0.09356725 0.06822612 0.05847953 0.06237817  
## 4 0.09677419 0.09677419 0.12903226 0.08602151  
## 5 0.11111111 0.09259259 0.05555556 0.12962963  
## 6 0.08333333 0.11111111 0.13888889 0.00000000  
## 7 0.00000000 0.00000000 0.16666667 0.16666667  
## 8 0.00000000 0.00000000 0.20000000 0.00000000  
## 9 0.00000000 0.20000000 0.20000000 0.40000000  
## C4  
## pokerTreino[, c("CLASS")] 13  
## 0 0.07436164  
## 1 0.07632796  
## 2 0.07296849  
## 3 0.07992203  
## 4 0.01075269  
## 5 0.01851852  
## 6 0.11111111  
## 7 0.00000000  
## 8 0.00000000  
## 9 0.20000000  
##   
## $S5  
## S5  
## pokerTreino[, c("CLASS")] 1 2 3 4  
## 0 0.2490995 0.2436564 0.2533419 0.2539022  
## 1 0.2544580 0.2533258 0.2502123 0.2420040  
## 2 0.2645108 0.2280265 0.2686567 0.2388060  
## 3 0.2592593 0.2397661 0.2456140 0.2553606  
## 4 0.2258065 0.2258065 0.2580645 0.2903226  
## 5 0.2222222 0.2037037 0.2222222 0.3518519  
## 6 0.3055556 0.2500000 0.2500000 0.1944444  
## 7 0.0000000 0.3333333 0.0000000 0.6666667  
## 8 0.4000000 0.2000000 0.2000000 0.2000000  
## 9 0.2000000 0.2000000 0.2000000 0.4000000

rm(i)

Tentar predizer e verificar com o resultado

pokerTeste <- data.frame(pokerTeste)  
pokerTeste$resultado\_previsto <- predict(nv, newdata = pokerTeste[1:10], type = "class")

Matriz de confusão

matrizConfusao <- table(pokerTeste$resultado\_previsto,pokerTeste$CLASS)  
matrizConfusao

##   
## 0 1 2 3 4 5 6 7 8 9  
## 0 465870 394355 44744 19960 3525 1818 1369 223 11 3  
## 1 35316 28042 2855 1146 352 177 55 7 1 0  
## 2 0 0 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 0 0 0  
## 7 18 52 10 12 0 0 0 0 0 0  
## 8 5 0 0 0 0 1 0 0 0 0  
## 9 0 49 13 3 8 0 0 0 0 0

Porcentagem de erros

paste("Erro na estimativa durante treino:", sum(as.numeric(pokerTeste$resultado\_previsto) != as.numeric(pokerTeste$CLASS)) / nrow(pokerTeste))

## [1] "Erro na estimativa durante treino: 0.506088"

50% de erro é um valor muito alto. Precisaremos fornecer mais informações para o algoritmo.

Distribuição do erro por classe:

res <- transmute(pokerTeste, CLASS, resultado\_previsto, errado = (as.numeric(resultado\_previsto) != as.numeric(CLASS)))  
res <- group\_by(res,CLASS) %>% summarise(count = n(), errors = sum(errado), proporcao = sum(errado)/n())  
ggplot(data=res, aes(x = CLASS, y = proporcao)) + geom\_bar(aes(fill=CLASS), stat = "identity")

![](data:image/png;base64,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)

rm(res)

Limpeza

rm(matrizConfusao)  
rm(nv)

# Novas colunas

Incluir colunas para: - Contagem de cartas iguais - Contagem de cartas do mesmo naipe - É sequencial?

criarColunas <- function(dataset) {  
 dataset$id = seq.int(nrow(dataset))  
 #Contagem de naipes  
 #transformar os 5 valores da coluna em linhas  
 dsGather <- select(dataset,id,S1,S2,S3,S4,S5) %>% gather(key,suit,S1:S5)  
 #para cada item, agrupar e pegar o maior  
 dsGroup1 <- group\_by(select(dsGather,-key),id,suit) %>% summarise(soma = n())  
 dsGroup2 <- group\_by(dsGroup1,id) %>% summarise(suit = max(soma))  
 dataset <- merge(dataset, dsGroup2, by.x = "id", by.y = "id")  
   
 #Contagem de valores  
 dsGather <- select(dataset,id,C1,C2,C3,C4,C5) %>% gather(key,rank,C1:C5)  
 dsGroup1 <- group\_by(select(dsGather,-key),id,rank) %>% summarise(soma = n())  
 dsGroup2 <- group\_by(dsGroup1,id) %>% summarise(rank = max(soma))  
 dataset <- merge(dataset, dsGroup2, by.x = "id", by.y = "id")  
   
 #Teste de sequencial  
 dsGather <- select(dataset,id,C1,C2,C3,C4,C5) %>% gather(key,rank,C1:C5)  
 #inserir um sequencial para manter ordenação nos groupBy  
 dsGather$rank <- as.numeric(dsGather$rank)  
 dsGather <- arrange(dsGather,id,rank) %>% select(id,rank)  
 dsGather$pos <- rowid(dsGather$id)  
 dsGather$previous <- c(0,dsGather$rank[1:nrow(dsGather)-1])  
 #se é o primeiro da lista, não pode ser sequencial  
 dsGather$sequential <- ifelse(dsGather$pos == 1,0,dsGather$rank-1 == dsGather$previous)  
 #Sequencial especial: 1 e 13. Se existe 1 e 13 para um ID em específico, iremos dizer que o 1 é sequencial  
 idsContem1e13 <- intersect(unique(dsGather$id[dsGather$rank==1]),unique(dsGather$id[dsGather$rank==13]))  
 dsGather$sequential[dsGather$id %in% idsContem1e13 & dsGather$pos == 1 & dsGather$rank == 1] <- 1  
 dsGroup1 <- group\_by(dsGather,id) %>% summarise(is\_sequential = sum(sequential) == 4)  
 dataset <- merge(dataset, dsGroup1, by.x = "id", by.y = "id")  
 rm(idsContem1e13)  
 rm(dsGather)  
 rm(dsGroup1)  
 rm(dsGroup2)  
 dataset <- data.frame(select(dataset,-c(id)))  
 return(dataset)  
}  
  
pokerTreino <- criarColunas(pokerTreino)  
pokerTeste <- criarColunas(pokerTeste)  
rm(criarColunas)

Vamos treinar novamente:

#dadosTreino <- data.frame(lapply(pokerTreino, function(x) as.factor(x)))  
pokerTreino <- data.frame(pokerTreino)  
nv <- naiveBayes(pokerTreino[,c("S1","C1","S2","C2","S3","C3","S4","C4","S5","C5","suit","rank","is\_sequential")],pokerTreino[,c("CLASS")])  
nv$levels

## [1] "0" "1" "2" "3" "4" "5" "6" "7" "8" "9"

nv$apriori

## pokerTreino[, c("CLASS")]  
## 0 1 2 3 4 5 6 7 8 9   
## 12493 10599 1206 513 93 54 36 6 5 5

Novos testes (com a base de treino e a base de teste):

pokerTreino$resultado <- predict(nv, newdata = pokerTreino, type = "class")  
pokerTeste <- data.frame(pokerTeste)  
pokerTeste$resultado <- predict(nv, newdata = pokerTeste, type = "class")  
  
dadosTreino <- data.frame(lapply(pokerTreino, function(x) as.factor(x)))  
pokerTreino$resultado <- predict(nv, newdata = dadosTreino, type = "class")

## Warning in predict.naiveBayes(nv, newdata = dadosTreino, type = "class"):  
## Type mismatch between training and new data for variable 'suit'. Did you  
## use factors with numeric labels for training, and numeric values for new  
## data?

## Warning in predict.naiveBayes(nv, newdata = dadosTreino, type = "class"):  
## Type mismatch between training and new data for variable 'rank'. Did you  
## use factors with numeric labels for training, and numeric values for new  
## data?

rm(dadosTreino)  
  
dadosTeste <- data.frame(lapply(pokerTeste, function(x) as.factor(x)))  
pokerTeste$resultado <- predict(nv, newdata = dadosTeste, type = "class")

## Warning in predict.naiveBayes(nv, newdata = dadosTeste, type = "class"):  
## Type mismatch between training and new data for variable 'suit'. Did you  
## use factors with numeric labels for training, and numeric values for new  
## data?

## Warning in predict.naiveBayes(nv, newdata = dadosTeste, type = "class"):  
## Type mismatch between training and new data for variable 'rank'. Did you  
## use factors with numeric labels for training, and numeric values for new  
## data?

rm(dadosTeste)

Matriz de confusão

matrizConfusao <- table(pokerTreino$resultado,pokerTreino$CLASS)  
matrizConfusao

##   
## 0 1 2 3 4 5 6 7 8 9  
## 0 11711 9771 1129 478 2 51 35 3 0 0  
## 1 778 828 77 35 0 3 1 0 0 0  
## 2 0 0 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0 0 0  
## 4 2 0 0 0 89 0 0 0 1 0  
## 5 0 0 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 0 0 0  
## 7 1 0 0 0 0 0 0 3 0 0  
## 8 1 0 0 0 0 0 0 0 4 0  
## 9 0 0 0 0 2 0 0 0 0 5

matrizConfusao <- table(pokerTeste$resultado,pokerTeste$CLASS)  
matrizConfusao

##   
## 0 1 2 3 4 5 6 7 8 9  
## 0 464331 393337 44642 19928 752 1812 1365 221 1 0  
## 1 36582 29108 2970 1181 0 181 59 9 0 0  
## 2 0 0 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0 0 0  
## 4 238 0 0 0 3017 3 0 0 11 1  
## 5 0 0 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 0 0 0  
## 7 18 53 10 12 0 0 0 0 0 0  
## 8 25 0 0 0 39 0 0 0 0 0  
## 9 15 0 0 0 77 0 0 0 0 2

Porcentagem de erros.

paste("Erro de predição no dataset de treino:", sum(as.numeric(pokerTreino$resultado) != as.numeric(pokerTreino$CLASS)) / nrow(pokerTreino))

## [1] "Erro de predição no dataset de treino: 0.494602159136345"

paste("Erro de predição no dataset de teste:", sum(as.numeric(pokerTeste$resultado) != as.numeric(pokerTeste$CLASS)) / nrow(pokerTeste) )

## [1] "Erro de predição no dataset de teste: 0.503542"

Aproximadamente 6%.

Distribuição do erro por classe:

res <- transmute(pokerTeste, CLASS, resultado, errado = (as.numeric(resultado) != as.numeric(CLASS)))  
res <- group\_by(res,CLASS) %>% summarise(count = n(), errors = sum(errado), proporcao = sum(errado)/n())  
ggplot(data=res, aes(x = CLASS, y = proporcao)) + geom\_bar(aes(fill=CLASS), stat = "identity")
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