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**Лабораторная работа № 1. Разработка транслитератора**

**Текст задания:**

1. Спроектировать и отладить экранную форму для ввода исходных данных, вывода сообщений программы и управления программой.
2. Разработать и отладить транслитератор **void GetSymbol()**, пример имеется в модуле **uLexicalAnalizer** из папки «Программы».
3. Для отладки транслитератора временно включить в обработчик нажатия кнопки цикл чтения с помощью функции **GetSymbol()** символов исходного текста и вывода результатов анализа в поле диагностических сообщений.

Form1.cs

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

tbFSource.AppendText("01ab" + "\r\n");

tbFSource.AppendText("1 a");

int n = tbFSource.Lines.Length;

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFSource.Lines;

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.GetSymbol(); // Выводятся литеры и классификация

Lex.NextToken();

String s = "";

String s1 = "";

switch (Lex.enumFSelectionCharType)

{

case TCharType.Letter: { s1 = "Letter"; break; }

case TCharType.Digit: { s1 = "Digit"; break; }

case TCharType.Space: { s1 = "Space"; break; }

case TCharType.ReservedSymbol: { s1 = "Reserved"; break; }

case TCharType.EndRow: { s = "KC"; s1 = "EndRow"; break; }

case TCharType.EndText: { s = "KT"; s1 = "EndText"; break; }

}

String m = $"({s},{s1})"; //литера и ее тип

tbFMessage.Text += m; //добавляется в строку сообщение

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFMessage.Select();

tbFMessage.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFMessage.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFMessage.SelectionLength = n;

}

}

}

}

**uLex**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp45

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

char[] reservedSymbols = new char[] { '(', ')', '[', ']', '.', ',', '!', '?', '$', '&', '-', '+' };

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (reservedSymbols.Contains(chrFSelection)) enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

intFSourceColSelection++; // продвигаем номер колонки

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceColSelection = -1;

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

}

}

}
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**Лабораторная работа № 2. Разработка лексического анализатора**

**Текст задания:**

1. Спроектировать и отладить экранную форму для ввода исходных данных, вывода сообщений программы и управления программой.
2. Включить из лабораторной работы № 1 транслитератор **void GetSymbol().**
3. Составить регулярную грамматику для каждого вида слов.
4. Построить конечные автоматы для каждого вида слов, как правило, они будут недетерминированными.
5. Построить детерминированные конечные автоматы для каждого вида слов.
6. Составить объединенный конечный автомат.
7. Написать и отладить модуль лексического анализатора по алгоритму объединенного конечного автомата. Для чтения исходного текста использовать транслитератор. Предусмотреть обработчик лексических ошибок исходного текста, используется конструкция **try … catch**.
8. Для отладки лексического анализатора временно включить в обработчик нажатия кнопки цикл чтения слов исходного текста и вывода результатов лексического анализа.

|  |  |  |
| --- | --- | --- |
| (000)\*100(010)\* | (a|b|c|d)+ | Первые два символа всегда ac |

**Первое слово:**

1

(000)\*100(010)\*

0

A → 0B | 1D

0

0

B → 0C

C → 0A

0

D → 0E

0

E → FFin

FFin → 0 | 0G

0

0

G → 1H

H → 0FFin

**Недетерминированная матрица:**

1![](data:image/x-emf;base64,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)0

|  |  |  |
| --- | --- | --- |
|  | 0 | 1 |
| A | B | D |
| B | C |  |
| C | A |  |
| D | B |  |
| E | F,Fin |  |
| F | G |  |
| G |  | H |
| H | F,Fin |  |
| Fin |  |  |

**Граф:**

**Детерминированная матрица:**

|  |  |  |
| --- | --- | --- |
|  | 0 | 1 |
| A | B | D |
| B | C |  |
| C | A |  |
| D | E |  |
| E | Fin |  |
| Fin | G |  |
| G |  | H |
| H | Fin |  |

**Второе слово:**

(a|b|c|d)+

Вторые 2 символа всегда ab

A → aB

B → c | cC

D → a | b | c | d | aFin | bFin | cFin | dFin

**Недетерминированная матрица:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | a | b | c | d |
| A | B |  |  |  |
| B |  |  | Fin |  |
| Fin | Fin | Fin | Fin | Fin |

**Детерминированная матрица:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | a | b | c | d |
| A | B |  |  |  |
| B |  |  | CFin |  |
| CFin | CFin | CFin | CFin | CFin |

abcd

c

a

Код программы:

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp45

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmDollar, lxmMinus, lxmPlus, lxmExclamation, lxmQuestion,

lxmAnd, lxmLeftParenthSqr, lxmRightParenthSqr };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

char[] reservedSymbols = new char[] { '(', ')', '[', ']', '.', ',', '!', '?', '$', '&', '-', '+' };

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (reservedSymbols.Contains(chrFSelection)) enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

intFSourceColSelection++; // продвигаем номер колонки

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strPLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strPLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | | | |

// B | | | CFin | |

// CFin | CFin | CFin | CFin | CFin |

A:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto B;

}

else throw new Exception("Слово должно начинаться с 'ac'");

}

B:

{

if (chrFSelection == 'c')

{

TakeSymbol();

goto CFin;

}

else throw new Exception("Слово должно начинаться с 'ac'");

}

CFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto CFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | B | D |

// B | C | |

// C | A | |

// D | E | |

// E |FFin | |

// FFin | G | |

// G | | H |

// H |FFin | |

A:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto B;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1");

}

B:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto C;

}

else throw new Exception("Ожидался 0");

}

C:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидался 0");

}

D:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else throw new Exception("Ожидался 0");

}

E:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0");

}

FFin:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit)

{

enumFToken = TToken.lxmNumber;

return;

}

else throw new Exception("Ожидался 0");

}

G:

{

if (chrFSelection == '1')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидалась 1");

}

H:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0");

}

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

GetSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

GetSymbol();

return;

}

if (chrFSelection == '.')

{

enumFToken = TToken.lxmDot;

GetSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

GetSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmLeftParenthSqr;

GetSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmRightParenthSqr;

GetSymbol();

return;

}

if (chrFSelection == '!')

{

enumFToken = TToken.lxmExclamation;

GetSymbol();

return;

}

if (chrFSelection == '?')

{

enumFToken = TToken.lxmQuestion;

GetSymbol();

return;

}

if (chrFSelection == '&')

{

enumFToken = TToken.lxmAnd;

GetSymbol();

return;

}

if (chrFSelection == '$')

{

enumFToken = TToken.lxmDollar;

GetSymbol();

return;

}

if (chrFSelection == '+')

{

enumFToken = TToken.lxmPlus;

GetSymbol();

return;

}

if (chrFSelection == '-')

{

enumFToken = TToken.lxmMinus;

GetSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcEAAADACAYAAAB8kNj5AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA56SURBVHhe7d1/aJR5Ysfxz+yBaWF1C1axrkVTZlxrp4tshNJMIaiH3SQueEJzINKUo2RK4W6CIL0sgggptljEuaMLkWIvsJU13B2B06SVWxfhkrKg1G7nsmtmaJRz3dRtekbjj6hx+v0+80wyJpn8mMmMk3zfL3bI83znyWOyf/j2+32emQmkDQEA4KDX/K8AADiHCAIAnEUEAQDOIoIAAGfNeWPMlStX/K3Fqaur87cAAKhc80ZwetDs2LrbB/096flEWk+fvdCz52k9efpCr739YyIIAFgWCl4O/f13/9l7/OG7/6h36v9ef1T/N3rwcMJ/FgBQKQKBwIIelcb+TNeuXfP3ZrLPFftzFxRBO/PTxEOlx+8o/eSm9PiG9PBzPXj03D8in15Fc/6H20cknvKfK6HeqPmzouZPBwA32UW/uR6V6OrVq/rjyJ/MGkI7Zp+zxxRj3gja5c/ch/X4yQsTvyHpUVJpE7/02IDSjz7Xw8fzRdCq1enk1P/4vljQHy+FlOIRE9tuqcUfAQAsDzU1Nfr3vl/MCGE2gPY5e0wx5o3gb/z1u9JfNehxS6P+7y/f88bu2xnfwy9MAH+ZieDjQRPBIT0er7R/TQQV6zOx7djv7wMAlpPpIVzKAFrzRvDB89dU8w//oprv/a1GzbY39mjCxG/AzAQHFXjy39L4V9KLR5qYKCKCqbgiOcuk0cm1S7uEGlE0GvGXNDP78d6p4+2xqbh9voxLrACAssgN4VIG0Jo3gqMvvqHHt27qwWf/qXvPv+GNjZkI/tNH/6EPzg/pBx+N6Addj83jkffc/PrVGpoeOxO2UKvCPf4yafK0Eg0mdJMt61die6d5rkP1/n5ru9Rpj+1p0ZmGgJpln8/s97ee5PofgJLI/t013wPLw/wRNOG7/9lnuv9fn+nBRCaC1X96Qdve69Hb3/pXvfNn/6aaJvu45H2d38vXBDts1VKDSqhF+zOFk4IxHW3p10DS3zff09SYe+3QnKMzJm+kfr/5zpznvf2EBpkMAiiB7N9d8z2wdHKXQHOXRpfCgiJ4/mc/00+GfqXRiczhl369ZfLRc/d31f2rjd44rw8EACyl6dcAp18jLNa8EXznw58ocu7H+uZHXXqv67w39vzZhLat3azfrtqsF89+T8N3Rr3xggW3Kqwz6s6uYabiaj+TMzMEADgn300wSxnCeSNoZ3fZGV72693hMY2MSXd+Lf3PyIS+un3fGy9cvTq864D+enqoS03J7PU/AECxpl+znP6oRDt37pwRwKxsCO0xxVjw26Zlt+3XEz0BPXnyXM/GJ/TMzAqtk3/+m5PPZ78HAIBKxhtoAwCcNWcEAQBYyea9JggAwEpFBAEAziKCAABnEUEAgLOIIADAWUQQAOAsIggAcBYRBAA4K3Dv3j1eLA8AcBIzQQCAs4ggAMBZRBAA4CwiCABwFhEEADiLCAIAnEUEAQDOIoIAAGcRQQCAs4ggAMBZRBAA4CwiCABwFm+gDQDL3Mcff+xvIZ89e/b4Wy9bcAS7u7v9LQBAOTU3N2t0dNTfm8lGcOfOnf4eprt69erSRPDTTz/19wAA5fD+++9r06ZNRLAISxrBDz74wB8BAJTa7du3iWCR5oogN8YAAJxVXARTKfvfTIsdz2ex58k3ns9SnQcAsCwVHMHeaESBULOaQwFFor3+6OLHPam4ooGockcr7fyeWc4DACvCzbM6cOCsbvq7r4T5Gdo2t+kTf7ccCougiUF7oknJdJ/60kk1JdoVtzOnxY4rpXgkYKLTqjN2N6vSzp/vPADgqtxoFh3Qmzp7YLM21x3XOX+kXAqLYHJA/eGtCno7QW0N92sgWcC42Y71pZVO96jFe85XaefPdx4AwBLYou/89JZu3fqRDvoj5VJQBFODCdVuD/l7Umh7rRKDqUWP51Np5wcANyTV0XZAmzebWdkBf1ly+izP229T2+HjunbtuOpe2p6aGbbZmd2M87TpbPb8mw+orZzrnnkUd2MMAGDluHZD2nvKzMhu6cq+G/qLvJUKKXrqmGpqjunKT0/oxOT2d8yc7qbOmijqu1dmnsecP+mf/9aP3tKNH77ia5AGEQQAZNTsU3TXFm9zy+59qrkxtPhI3bysCzo2+3lyzq/qqVW3V6mgCAa3htWfuVjmSQ70K7w1uOjxfCrt/ACAlamwmWBou2oTg8pcLUtpMFEr71LaYsfzqbTzA4ALriV12Z/63bx8QdfeqtaWLdV6K3d8aGqiMKstu7VPx9XxSeYbJs/j7VWewiIYjOlouEuhQESRQEhd4aOK2QnTYsfzqbTzA4ATbujC4cwNLXUX9unKiV1mbJeix27oeF3mZpaOS5kjZeJoY1dnX9eXu23v9Dx1TPph3bTzVKbi3jvUvrOKggpOD8Vix/OptPMDQJnx3qHFK917h5pKzBqKxY7ns9jz5BvPZ6nOAwBYlrg7FADgLCIIAHBW6SOYiisSiStzx+UcFnocAABLpPQfqmvj1ix19sU052W2hR4HAA5Z6I0xmNur+2R5IggABVtIBFG4wpZDe6OKBAIKeI+IJj92L9WrqP3Iocnx7OLmgE7az+mz45Gcz+Mz4cseH2nuUr8/DABAORQWwfoO9aXtRwuZR7JJiXZ7LS+leHOD1JT0x49KDc2K2zcX6E9I+zu98WRTQg1eNe3xrdLRzPGdR8PeqQEAKJfCIujN4PyZXag1M4NLXVSXTutI9i1WgvXqSPcpZt92rLZJR+oz48HGpsxbk2WPz47btyzztgAAKI+CIhgNdWn70czMLp08TbwAAMtSgS+RCEuhzAwudXEgMxMMNqpJrToZ968D2uuDgYi/HDqgi9nhi12ZT2/PHu9fN/TGvS0AAMqjoAgeOS11hTI3tDR3JfzRoGKdPfYJf5m0XerpzCyHKqGu5szxoa4mJTvq/eNPK9GQOb55QMwoAQBlVfqXSAAACsZLJEqrwOVQAACWPyIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4iggAAZxFBAICziCAAwFlEEADgLCIIAHAWEQQAOIsIAgCcRQQBAM4K3Lt3L+1vz6m7u1t79uzx9wAA5bJp0yaNjo76e1hKC47gG2+84W8BAMqNCJbGgiMIAMBKwzVBAICziCAAwFlEEADgLCIIAHAWEQQAOGvBd4f+1t995W8BAMrt3vd/x9/CUlpUBNMntvl7AIByCbR9QQRLhOVQAICzCpoJ2n+VuCb9xrek73/u7wFA+TATLJ3iZoIb1qhlxxrVbvD3V5INVSvz9wIATCowglVqOVSt9MG12h9erc7YNiUPrfGfW/683y22ccX9XgCAlxUUwdq9G9WhEUVODanhwy8VahvSxfUb1bPDP2A527BOR9aPKWJ+p8zvtVanmRECwIpUUASbwlL85/fV7+9L42o9N6LQ7nWq9UeWrQ2rFLw77v9u4xq4W6WtRBAAVqSCItioMXUN+ztZw+NKrlulsKp0+nB1ZlZoZlXJE2+qxWzW7q32lhZr7djhqVja8XTOfsuhbd4NON4jO77jTXOe7Lh/bss7/yzHb1ijnsO5x1d5h0trzM82y/E5atevUspEMCthtkPrs98PAFhJirsxZlZmVnhqRNpt4vN2ZmS7CV3n+hE1f5g7ezRMxDp3zQxM7/kvFIiPKOXv67pdcjVj9hEfe3nG+fWIIt549ngT4YMbTb2G/OPNz/Ltjd6SZu3etYrdvTM5Pnl+AICTShBB674abAh3rVVQqxULj80MoBer13XxfG6MqrR9/bgGp88yTSx7zOzSm73F7DnnYGaBjRpR+yV/Njdsfpa2IbWac/bffeoNTZ/9AQDcVFAEL+p1NU2/TrahSqGvnyrh72rHaoX8Tc1yfHjvRjUm7nhxmlKlreueauClsTXqib2uwctLMIO7/r+Ka6365oipDWUwZ/kzbLaTOcujAICVo6AIdpnSxb6Z+9IBO6tbq+TlrzOzPXutbrd00gvWA0XPjanxYObaoGfdWnXY2WF2tpZlwln/ywc64+9OMTO44cyxtW+vmnsmaGZ+F03oju71Q2avD56onrrDc/0sy625hp8qZcKXmS3mmZkCAFaEgiLYf+mOoiY0aXsDzCF700q1Gu/eUcN186SNjl3mPPflVMyGv1bosnQk50aU3mwwJ5nv+/Zq6Q82Ti17mlj2HZLaP5EaY5mbWTrDq6aON8do8k7OLHun6h0zhZtaPtX5zIzTvrQjpjG1258zH/Oznrz7upktVvu/18i02SoAYKUo7m3T7DvGmBlWwsy++osOhZ2xrVZ3W048d7ypdPiBAh/e9wfKyL5jjAlq9vfibdMAvCr271zeNq00irsxxsTvzPWlCKBlb2DJCaB1/ctXE0BreCqAAICViY9SAoAKx0ywdEr0EgkAACofEQQAOGtRy6EAgFeD5dDSWHAEAQBYaVgOBQA4iwgCAJxFBAEAziKCAABnEUEAgLOIIADAWUQQAOAsIggAcJT0/+I5BJYdJlTUAAAAAElFTkSuQmCC)![](data:image/png;base64,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)**

**Лабораторная работа № 3. Разработка транслитератора**

**Текст задания:**

Для предложенного преподавателем варианта КС-грамматики разработать методом рекурсивного спуска синтаксический анализатор.

Примечание: здесь и далее через <1> и <2> обозначены слова из лабораторной работы №1.

Указания:

1. Лексический анализатор из лабораторной работы №1 должен быть расширен обработкой появившихся в КС-грамматике новых слов и включен в виде подпрограммы, поля класса или метода класса в синтаксический анализатор.

2. Оформить синтаксический анализатор в виде процедуры, функции или класса, которые при обращении обрабатывают весь исходный текст.

3. Если грамматика леворекурсивная, то устранить левую рекурсию.

4. При обнаружении лексической ошибки целесообразно возбуждать исключительную ситуацию, которая будет обрабатываться в главной форме программы.

**5 Вариант**

**S** 🡪 **( A )**

**A** 🡪 **( <2> B )**

**A** 🡪 **<1>**

**B** 🡪 **( C )**

**C** 🡪 **C , <1>**

**C** 🡪 **<1>**

Избавление от левой рекурсии:

**S** 🡪 **( A )**

**A** 🡪 **<1> | ( <2> B )**

**B** 🡪 **( C )**

**C** 🡪 **<1> | <1> D**

**D** 🡪 **, <1> | , <1> D**

1: S 🡪 (A) 🡪 (<1>)

2: S 🡪 (A) 🡪 ((<2> B)) 🡪 ((<2> (C))) 🡪 ((<2> (<1>)))

3: S 🡪 (A) 🡪 ((<2> B)) 🡪 ((<2> (C))) 🡪 ((<2> (<1> D))) 🡪 ((<2> (<1>, <1>)))

**Код программы**

**uSyntAnalyzer.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp45

{

public class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public void S()

{

if (Lex.enumPToken == TToken.lxmLeftParenth) //(A)

{

A();

if (Lex.enumPToken == TToken.lxmRightParenth)

{

throw new Exception("Конец слова, текст верный.");

}

else throw new Exception("Ожидалось )");

}

else throw new Exception("Ожидалось (");

}

public void A()

{

if (Lex.enumPToken == TToken.lxmLeftParenth) //(<2>B)

{

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

firstToken = (TToken)(1 - (int)Lex.enumPToken);

B();

if (Lex.enumPToken == TToken.lxmRightParenth)

{

Lex.NextToken();

}

else throw new Exception("Ожидалось )");

}

else throw new Exception("Ожидался идентификатор или число");

}

else //<1>

{

if(Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

firstToken = Lex.enumPToken;

}

else throw new Exception("Ожидался идентификатор или число или (");

}

}

public void B()

{

if (Lex.enumPToken == TToken.lxmLeftParenth) //(C)

{

Lex.NextToken();

C();

if (Lex.enumPToken == TToken.lxmRightParenth)

{

Lex.NextToken();

}

else throw new Exception("Ожидалось )");

}

else throw new Exception("Ожидалось (");

}

public void C()

{

if(Lex.enumPToken == firstToken)

{

Lex.NextToken();

D();

}

else throw new Exception("Ожидался идентификатор или число");

}

public void D()

{

if (Lex.enumPToken == TToken.lxmComma)

{

Lex.NextToken();

if (Lex.enumPToken == firstToken)

{

D();

}

}

}

}

}

**Form1.cs**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFSource.Lines;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

throw new Exception("Текст верный");

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

}

}
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**Лабораторная работа № 4. Введение табличного способа хранения слов**

**Задание:**

1. Подключить класс «Массив хеш-таблиц» к программе.
2. Завести три таблицы для хранения слов первого типа, слов второго типа и служебных слов (многосимвольных)
3. Отладить программу до рабочего состояния.

**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

tbFSource.AppendText("((ac(100010,000100,000100010,100)))" + "\r\n");

//tbFSource.AppendText("((100(ac, acb, ac, acddc, ac)))" + "\r\n");

int n = tbFSource.Lines.Length;

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void btnFRecord\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private void btnDelete\_Click(object sender, EventArgs e)

{

if (listBox2.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1))

{

listBox2.Items.RemoveAt(listBox2.SelectedIndex);

listBox2.SelectedIndex = -1;

}

}

}

private void findBtn\_Click(object sender, EventArgs e)

{

if (listBox2.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

}

private void ChngBtn\_Click(object sender, EventArgs e)

{

if (listBox2.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

}

}

}

}

**CHashTableList.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Windows.Forms;

using System.IO;

namespace WindowsFormsApp45

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount)

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit)

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable)

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList)

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table)

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

**THashTable.cs**

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable()

{

Init(tableSize);

}

public void Init(int count)

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

int HashFunction(string strALexicalUnit)

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit)

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].value == 0) return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while(item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if(item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if(item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

//MessageBox.Show($"{item.lex}, {item.value}");

return true;

}

return false;

}

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}
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**Лабораторная работа № 5. Построение синтаксического дерева**

**Задание:**   
включить в синтаксический анализатор из лабораторной работы №.3 построение синтаксического дерева. Использовать атрибутный метод Кнута, т.е. преобразовать КС – грамматику из лабораторной работы № 3 в атрибутную грамматику добавлением атрибутов и правил построения синтаксического дерева. Расширить программу синтаксического анализатора из лабораторной работы № 3 введением действий по построению синтаксического дерева.

**Код программы:**

**Form1.cs:**

using System;

...

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

tbFSource.AppendText("((ac(100010,000100,000100010,100)))" + "\r\n");

//tbFSource.AppendText("((100(ac, acb, ac, acddc, ac)))" + "\r\n");

int n = tbFSource.Lines.Length;

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = treeView1;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void btnFRecord\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private void btnDelete\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0))

{

listBox1.Items.RemoveAt(listBox1.SelectedIndex);

listBox1.SelectedIndex = -1;

}

}

if (listBox2.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1))

{

listBox2.Items.RemoveAt(listBox2.SelectedIndex);

listBox2.SelectedIndex = -1;

}

}

if (listBox3.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2))

{

listBox3.Items.RemoveAt(listBox3.SelectedIndex);

listBox3.SelectedIndex = -1;

}

}

}

private void findBtn\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

if (listBox2.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

if (listBox3.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

}

private void ChngBtn\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

}

if (listBox2.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

}

if (listBox3.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

}

private void listBox1\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox2.ClearSelected();

listBox3.ClearSelected();

}

private void listBox2\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox1.ClearSelected();

listBox3.ClearSelected();

}

private void listBox3\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox1.ClearSelected();

listBox2.ClearSelected();

}

}

}

uSyntAnalyzer.cs

using System;

...

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public TreeView tree;

public void S()

{

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmLeftParenth) //(A)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

A(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

throw new Exception("Конец слова, текст верный. [S]");

}

else throw new Exception("Ожидалось ) [S]");

}

else throw new Exception("Ожидалось ( [S]");

}

public void A(TreeNode highParent)

{

TreeNode parent = new TreeNode("A");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmLeftParenth) //(<2>B)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

firstToken = (TToken)(1 - (int)Lex.enumPToken);

B(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

else throw new Exception("Ожидалось ) [A]");

}

else throw new Exception("Ожидался идентификатор или число [A]");

}

else //<1>

{

if(Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

firstToken = Lex.enumPToken;

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор или число или ( [A]");

}

}

public void B(TreeNode highParent)

{

TreeNode parent = new TreeNode("B");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmLeftParenth) //(C)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

C(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

else throw new Exception("Ожидалось ) [B]");

}

else throw new Exception("Ожидалось ( [B]");

}

public void C(TreeNode highParent)

{

TreeNode parent = new TreeNode("C");

highParent.Nodes.Add(parent);

if (Lex.enumPToken == firstToken)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

D(parent);

}

else throw new Exception("Ожидался идентификатор или число [C]");

}

public void D(TreeNode highParent)

{

TreeNode parent = new TreeNode("D");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmComma)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == firstToken)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

D(parent);

}

else throw new Exception("Ожидался идентификатор или число [D]");

}

}

}

}
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**Лабораторная работа № 6. Разработка генератора (2 часа)**

**Задание:**

1. Перевести все числа в десятичное представление.

2. Выполнить вывод исходного текста в структурированном виде.

Код программы:

Form1.cs

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

tbFSource.AppendText("((ac(100010,000100,000100010,100)))" + "\r\n");

//tbFSource.AppendText("((100(ac, acb, ac, acddc, ac)))" + "\r\n");

int n = tbFSource.Lines.Length;

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = syntTree;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void btnFRecord\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

Generator gen = new Generator();

gen.Restruct(syntTree, structTree);

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private void btnDelete\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0))

{

listBox1.Items.RemoveAt(listBox1.SelectedIndex);

listBox1.SelectedIndex = -1;

}

}

if (listBox2.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1))

{

listBox2.Items.RemoveAt(listBox2.SelectedIndex);

listBox2.SelectedIndex = -1;

}

}

if (listBox3.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2))

{

listBox3.Items.RemoveAt(listBox3.SelectedIndex);

listBox3.SelectedIndex = -1;

}

}

}

private void findBtn\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

if (listBox2.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

if (listBox3.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

}

private void ChngBtn\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

}

if (listBox2.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

}

if (listBox3.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

}

private void listBox1\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox2.ClearSelected();

listBox3.ClearSelected();

}

private void listBox2\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox1.ClearSelected();

listBox3.ClearSelected();

}

private void listBox3\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox1.ClearSelected();

listBox2.ClearSelected();

}

}

}

Generator.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class Generator

{

public List<string> ViewTree(TreeView tree, bool edit = true)

{

List<string> treeContent = new List<string>();

foreach(TreeNode node in tree.Nodes)

{

treeContent.AddRange(ViewNode(node, edit));

}

return treeContent;

}

public List<string> ViewNode(TreeNode node, bool edit)

{

List<string> nodeContent = new List<string>();

foreach (TreeNode child in node.Nodes)

{

nodeContent.AddRange(ViewNode(child, edit));

}

if (edit)

{

int value = -1;

if (int.TryParse(node.Text, out value))

{

int newValue = ConvertToBase10(value);

node.Text = newValue.ToString();

}

}

nodeContent.Add(node.Text);

return nodeContent;

}

public int ConvertToBase10(int num)

{

int k = 0;

for (int i = 0; i < num.ToString().Length; i++)

{

int r = num.ToString().Length - i;

int v = num.ToString()[i] == '1' ? 1 : 0;

k += (int)Math.Pow(2, r - 1) \* v;

}

return k;

}

public TreeView currentTree;

public int depth = 0;

public void Restruct(TreeView box, TreeView tree)

{

currentTree = tree;

tree.Nodes.Clear();

TreeNode sNode = null;

foreach (TreeNode node in box.Nodes)

{

TreeNode newNode = new TreeNode(node.Text);

//MessageBox.Show(node.Text);

ReNode(null, node, ref newNode);

if(newNode.Text == "S")

{

sNode = newNode;

TreeNode nNode = new TreeNode("");

sNode.Nodes.Add(nNode);

sNode = nNode;

}

tree.Nodes.Add(newNode);

}

List<TreeNode> remove = new List<TreeNode>();

foreach (TreeNode node in tree.Nodes)

{

if(node.Text != "S" && sNode != null)

{

remove.Add(node);

}

}

TreeNode neNode = new TreeNode("");

sNode.Nodes.Add(neNode);

foreach(TreeNode node in remove)

{

if (node.Text != "A")

{

tree.Nodes.Remove(node);

sNode.Nodes.Add(node);

}

else

{

tree.Nodes.Remove(node);

neNode.Nodes.Add(node);

}

}

tree.ExpandAll();

}

public void ReNode(TreeNode parent, TreeNode node, ref TreeNode newNode)

{

bool skipToRoot = false;

foreach (TreeNode child in node.Nodes)

{

//MessageBox.Show(child.Text);

TreeNode newn = new TreeNode(child.Text);

int value = -1;

if (int.TryParse(newn.Text, out value))

{

int newValue = ConvertToBase10(value);

newn.Text = newValue.ToString();

}

if(child.FullPath.Contains('('))

{

skipToRoot = true;

}

ReNode(newNode, child, ref newn);

}

if(parent != null)

{

if(currentTree != null && skipToRoot)

{

currentTree.Nodes.Add(newNode);

}

else

{

parent.Nodes.Add(newNode);

}

}

}

}

}
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**Лабораторная работа № 7. Разработка контекстного анализатора**

**Задание:** для предложенного преподавателем варианта контекстного условия расширить атрибутную грамматику из лабораторной работы № 4 добавлением атрибутов, правил их вычисления, правил вычисления контекстных условий. Включить в программу синтаксического анализатора из лабораторной работы № 4 действия по вычислению атрибутов и проверки контекстных условий.

**Вариант 5:** все числа должны быть разными.

Код программы:  
uSyntAnalyzer.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public List<string> numTokenList = new List<string>();

public bool noDuplications = true;

public TreeView tree;

public void AddTokenToTree(TToken token, string input, TreeNode parent)

{

if(token == TToken.lxmNumber)

{

for (int i = 0; i < numTokenList.Count; i++)

{

if(input == numTokenList[i])

{

noDuplications = false;

}

}

numTokenList.Add(input);

}

parent.Nodes.Add(new TreeNode(input));

}

public void S()

{

numTokenList.Clear();

noDuplications = true;

tree.Nodes.Clear();

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmLeftParenth) //(A)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

A(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

tree.ExpandAll();

if (!noDuplications)

{

throw new Exception("Найдены повторяющиеся числа!");

}

throw new Exception("Конец слова, текст верный. [S]");

}

else throw new Exception("Ожидалось ) [S]");

}

else throw new Exception("Ожидалось ( [S]");

}

public void A(TreeNode highParent)

{

TreeNode parent = new TreeNode("A");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmLeftParenth) //(<2>B)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

firstToken = (TToken)(1 - (int)Lex.enumPToken);

B(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

}

else throw new Exception("Ожидалось ) [A]");

}

else throw new Exception("Ожидался идентификатор или число [A]");

}

else //<1>

{

if(Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

firstToken = Lex.enumPToken;

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор или число или ( [A]");

}

}

public void B(TreeNode highParent)

{

TreeNode parent = new TreeNode("B");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmLeftParenth) //(C)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

C(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

}

else throw new Exception("Ожидалось ) [B]");

}

else throw new Exception("Ожидалось ( [B]");

}

public void C(TreeNode highParent)

{

TreeNode parent = new TreeNode("C");

highParent.Nodes.Add(parent);

if (Lex.enumPToken == firstToken)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

D(parent);

}

else throw new Exception("Ожидался идентификатор или число [C]");

}

public void D(TreeNode highParent)

{

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmComma)

{

TreeNode parent = new TreeNode("D");

highParent.Nodes.Add(parent);

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

if (Lex.enumPToken == firstToken)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

D(parent);

}

else throw new Exception("Ожидался идентификатор или число [D]");

}

}

}

}

![](data:image/png;base64,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)

**Лабораторная работа №8. Разработка семантического анализатора.**

**Задание:** Разработать семантический анализатор. Выполнить проверку внеконтекстной грамматики.

**Вариант:** При соответствии количества блоков записи <1>, <1> количеству согласных в слове <2>, предложение должно содержать слово «100»

Код программы:

Form1.cs

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Semantic sem;

public Form1()

{

InitializeComponent();

tbFSource.AppendText("((acbd(100010,000100,000100010)))" + "\r\n");

//tbFSource.AppendText("((100(ac, acb, ac, acddc, ac)))" + "\r\n");

int n = tbFSource.Lines.Length;

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = syntTree;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void btnFRecord\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

Generator gen = new Generator();

gen.Restruct(syntTree, structTree);

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private void btnDelete\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0))

{

listBox1.Items.RemoveAt(listBox1.SelectedIndex);

listBox1.SelectedIndex = -1;

}

}

if (listBox2.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1))

{

listBox2.Items.RemoveAt(listBox2.SelectedIndex);

listBox2.SelectedIndex = -1;

}

}

if (listBox3.SelectedIndex >= 0)

{

if (htl.DeleteLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2))

{

listBox3.Items.RemoveAt(listBox3.SelectedIndex);

listBox3.SelectedIndex = -1;

}

}

}

private void findBtn\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

if (listBox2.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

if (listBox3.SelectedIndex >= 0)

{

int d = 0;

if (htl.SearchLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2, ref d))

{

tbFMessage.Text = d.ToString();

}

else

{

tbFMessage.Text = "Не удалось найти индекс элемента";

}

}

}

private void ChngBtn\_Click(object sender, EventArgs e)

{

if (listBox1.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox1.Items[listBox1.SelectedIndex].ToString(), 0, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

}

if (listBox2.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox2.Items[listBox2.SelectedIndex].ToString(), 1, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

}

if (listBox3.SelectedIndex >= 0)

{

htl.ChangeLexicalUnit(listBox3.Items[listBox3.SelectedIndex].ToString(), 2, tbFMessage.Text);

List<string> listTable = new List<string>();

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

}

private void listBox1\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox2.ClearSelected();

listBox3.ClearSelected();

}

private void listBox2\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox1.ClearSelected();

listBox3.ClearSelected();

}

private void listBox3\_SelectedIndexChanged(object sender, EventArgs e)

{

listBox1.ClearSelected();

listBox2.ClearSelected();

}

}

}

CHashTableList.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Windows.Forms;

using System.IO;

namespace WindowsFormsApp45

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount)

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit)

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable)

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList)

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table)

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

Generator.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class Generator

{

public List<string> ViewTree(TreeView tree, bool edit = true)

{

List<string> treeContent = new List<string>();

foreach(TreeNode node in tree.Nodes)

{

treeContent.AddRange(ViewNode(node, edit));

}

return treeContent;

}

public List<string> ViewNode(TreeNode node, bool edit)

{

List<string> nodeContent = new List<string>();

foreach (TreeNode child in node.Nodes)

{

nodeContent.AddRange(ViewNode(child, edit));

}

if (edit)

{

int value = -1;

if (int.TryParse(node.Text, out value))

{

int newValue = ConvertToBase10(value);

node.Text = newValue.ToString();

}

}

nodeContent.Add(node.Text);

return nodeContent;

}

public int ConvertToBase10(int num)

{

int k = 0;

for (int i = 0; i < num.ToString().Length; i++)

{

int r = num.ToString().Length - i;

int v = num.ToString()[i] == '1' ? 1 : 0;

k += (int)Math.Pow(2, r - 1) \* v;

}

return k;

}

public TreeView currentTree;

public int depth = 0;

public void Restruct(TreeView box, TreeView tree)

{

currentTree = tree;

tree.Nodes.Clear();

TreeNode sNode = null;

foreach (TreeNode node in box.Nodes)

{

TreeNode newNode = new TreeNode(node.Text);

//MessageBox.Show(node.Text);

ReNode(null, node, ref newNode);

if(newNode.Text == "S")

{

sNode = newNode;

TreeNode nNode = new TreeNode("");

sNode.Nodes.Add(nNode);

sNode = nNode;

}

tree.Nodes.Add(newNode);

}

List<TreeNode> remove = new List<TreeNode>();

foreach (TreeNode node in tree.Nodes)

{

if(node.Text != "S" && sNode != null)

{

remove.Add(node);

}

}

TreeNode neNode = new TreeNode("");

sNode.Nodes.Add(neNode);

foreach(TreeNode node in remove)

{

if (node.Text != "A")

{

tree.Nodes.Remove(node);

sNode.Nodes.Add(node);

}

else

{

tree.Nodes.Remove(node);

neNode.Nodes.Add(node);

}

}

tree.ExpandAll();

}

public void ReNode(TreeNode parent, TreeNode node, ref TreeNode newNode)

{

bool skipToRoot = false;

foreach (TreeNode child in node.Nodes)

{

//MessageBox.Show(child.Text);

TreeNode newn = new TreeNode(child.Text);

int value = -1;

if (int.TryParse(newn.Text, out value))

{

int newValue = ConvertToBase10(value);

newn.Text = newValue.ToString();

}

if(child.FullPath.Contains('('))

{

skipToRoot = true;

}

ReNode(newNode, child, ref newn);

}

if(parent != null)

{

if(currentTree != null && skipToRoot)

{

currentTree.Nodes.Add(newNode);

}

else

{

parent.Nodes.Add(newNode);

}

}

}

}

}

Semantic.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Linq;

using System.Text;

using System.Drawing;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class Semantic

{

public int countLetters = 0;

public int countDigits = 0;

public string strIndentifier;

public string strDigital;

private TreeView tree;

public bool contains100 = false;

public Semantic()

{

}

public Semantic(TreeView treeView)

{

tree = treeView;

TreeController(tree);

}

public void TreeController(TreeView tree)

{

foreach (TreeNode node in tree.Nodes)

{

TreeController(node);

}

Check();

}

public void TreeController(TreeNode node)

{

if (node.Text == "A")

{

if (node.Nodes.Count > 1)

{

strIndentifier = node.Nodes[1].Text.ToString();

CheckLetters(strIndentifier);

}

}

if (node.Text == "C")

{

//Блок С содержит искомый блок <2>

if (node.Nodes.Count > 0)

{

strDigital = node.Nodes[0].Text.ToString();

isNumber100(strDigital);

countDigits++;

}

}

if (node.Text == "D")

{

//Блок D содержит искомый блок , <2>

if (node.Nodes.Count > 1)

{

strDigital = node.Nodes[1].Text.ToString();

isNumber100(strDigital);

countDigits++;

}

}

foreach (TreeNode childNode in node.Nodes)

{

TreeController(childNode);

}

}

//Проверка на наличие элемента "100", в случае равенства количества согласных в конце идентификатора с количеством блоков двоичной записи в конструкциях вида <2>, <2>, ...

private void Check()

{

if (countDigits != countLetters)

{

throw new Exception("Конец слова, текст верный.");

}

else

{

if (contains100)

{

throw new Exception("Конец слова, текст верный.");

}

else

{

throw new Exception("Число согласных соответствует числу элементов, но среди элементов нет 100");

}

}

}

private void isNumber100(string input)

{

if(input == "100")

{

contains100 = true;

}

}

private void CheckLetters(string input)

{

for (int i = input.Length - 1; i >= 0; --i)

{

//Подсчет числа согласных

if (input[i] == 'd' || input[i] == 'c' || input[i] == 'b')

{

countLetters++;

}

}

}

}

}

THashTable.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable()

{

Init(tableSize);

}

public void Init(int count)

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

int HashFunction(string strALexicalUnit)

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit)

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].lex == "") return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while(item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if(item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if(item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

//MessageBox.Show($"{item.lex}, {item.value}");

return true;

}

return false;

}

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}

uLex.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp45

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmDollar, lxmMinus, lxmPlus, lxmExclamation, lxmQuestion,

lxmAnd, lxmLeftParenthSqr, lxmRightParenthSqr, lxmtz, lxmDD };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

char[] reservedSymbols = new char[] { '(', ')', '[', ']', '.', ',', '!', '?', '$', '&', '-', '+', ';', ':', '/', '\*' };

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (reservedSymbols.Contains(chrFSelection)) enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strPLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strPLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | | | |

// B | | | CFin | |

// CFin | CFin | CFin | CFin | CFin |

A:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto B;

}

else throw new Exception("Слово должно начинаться с 'ac'");

}

B:

{

if (chrFSelection == 'c')

{

TakeSymbol();

goto CFin;

}

else throw new Exception("Слово должно начинаться с 'ac'");

}

CFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto CFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | B | D |

// B | C | |

// C | A | |

// D | E | |

// E |FFin | |

// FFin | G | |

// G | | H |

// H |FFin | |

A:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto B;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1");

}

B:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto C;

}

else throw new Exception("Ожидался 0");

}

C:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидался 0");

}

D:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else throw new Exception("Ожидался 0");

}

E:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0");

}

FFin:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit)

{

enumFToken = TToken.lxmNumber;

return;

}

else throw new Exception("Ожидался 0");

}

G:

{

if (chrFSelection == '1')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидалась 1");

}

H:

{

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0");

}

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

TakeSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

TakeSymbol();

}

TakeSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

TakeSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

TakeSymbol();

return;

}

if (chrFSelection == '.')

{

enumFToken = TToken.lxmDot;

TakeSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

TakeSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmLeftParenthSqr;

TakeSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmRightParenthSqr;

TakeSymbol();

return;

}

if (chrFSelection == '!')

{

enumFToken = TToken.lxmExclamation;

TakeSymbol();

return;

}

if (chrFSelection == '?')

{

enumFToken = TToken.lxmQuestion;

TakeSymbol();

return;

}

if (chrFSelection == '&')

{

enumFToken = TToken.lxmAnd;

TakeSymbol();

return;

}

if (chrFSelection == '$')

{

enumFToken = TToken.lxmDollar;

TakeSymbol();

return;

}

if (chrFSelection == '+')

{

enumFToken = TToken.lxmPlus;

TakeSymbol();

return;

}

if (chrFSelection == '-')

{

enumFToken = TToken.lxmMinus;

TakeSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

TakeSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmDD;

TakeSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

uSyntAnalyzer.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp45

{

public class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public List<string> numTokenList = new List<string>();

public bool noDuplications = true;

public TreeView tree;

public void AddTokenToTree(TToken token, string input, TreeNode parent)

{

if(token == TToken.lxmNumber)

{

for (int i = 0; i < numTokenList.Count; i++)

{

if(input == numTokenList[i])

{

noDuplications = false;

//FindAndSelectNode(parent, "");

}

}

numTokenList.Add(input);

}

TreeNode newNode = new TreeNode(input);

parent.Nodes.Add(newNode);

}

public void S()

{

numTokenList.Clear();

noDuplications = true;

tree.Nodes.Clear();

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmLeftParenth) //(A)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

A(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

tree.ExpandAll();

if (!noDuplications)

{

throw new Exception("Найдены повторяющиеся числа!");

}

else

{

Semantic sem = new Semantic(tree);

}

}

else throw new Exception("Ожидалось ) [S]");

}

else throw new Exception("Ожидалось ( [S]");

}

public void A(TreeNode highParent)

{

TreeNode parent = new TreeNode("A");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmLeftParenth) //(<2>B)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

firstToken = (TToken)(1 - (int)Lex.enumPToken);

B(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

}

else throw new Exception("Ожидалось ) [A]");

}

else throw new Exception("Ожидался идентификатор или число [A]");

}

else //<1>

{

if(Lex.enumPToken == TToken.lxmIdentifier || Lex.enumPToken == TToken.lxmNumber)

{

firstToken = Lex.enumPToken;

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор или число или ( [A]");

}

}

public void B(TreeNode highParent)

{

TreeNode parent = new TreeNode("B");

highParent.Nodes.Add(parent);

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmLeftParenth) //(C)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

C(parent);

if (Lex.enumPToken == TToken.lxmRightParenth)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

}

else throw new Exception("Ожидалось ) [B]");

}

else throw new Exception("Ожидалось ( [B]");

}

public void C(TreeNode highParent)

{

TreeNode parent = new TreeNode("C");

highParent.Nodes.Add(parent);

if (Lex.enumPToken == firstToken)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

D(parent);

}

else throw new Exception("Ожидался идентификатор или число [C]");

}

public void D(TreeNode highParent)

{

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmComma)

{

TreeNode parent = new TreeNode("D");

highParent.Nodes.Add(parent);

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

Lex.NextToken();

if (Lex.enumPToken == firstToken)

{

AddTokenToTree(Lex.enumPToken, Lex.strPLexicalUnit, parent);

D(parent);

}

else throw new Exception("Ожидался идентификатор или число [D]");

}

}

}

}
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