* Important concepts
  + Encapsulation
  + Inheritance
  + Polymorphism
* Finite State Machines
* Precompiled headers
* Exception-safe coding
  + Only use new/delete inside constructors/destructors.
* Singleton vs. namespace + free functions
* Designing for cross-compatibility
  + SDL2, OpenGL, and libraries based on them abstract away all the platform specific code.
* Virtual Inheritance and the diamond problem
* C++11
  + New bracket initializer lists avoid creation extra object and calling of copy constructor.
  + Initialize non-static members in class declaration, instead of in constructor.
  + Inheriting constructors
  + enum class: doesn’t act like an int
* Const: When it shouldn’t be ignored and when it is unnecessarily reducing readability.
  + bitwise constness (physical constness) vs. logical constness
* Optimize data for cache usage (and the pitfalls of OOP)
  + Keep data in contiguous memory in the order that you process it.
    - Keep particle array sorted by whether it is active, so that when you process the whole array, you only load things into the cache that you are actually going to use.
      * Checking a particle for an active flag loads all of its data into cache which is a waste if it’s inactive.
      * Keeping all active particles in the front allows you to remove from the loop the control flow structure that checks whether the particle is active, improving the ability of the pipelining/branch prediction capability of the CPU to speed things up.
        + Activate particle: swap it with the first inactive particle, and increment the active particle count.
        + Deactivate particle: swap it with the last active particle, and decrement the active particle count.
      * Moving things around in memory is preferable to the cache misses or branch mispredictions you’d otherwise get in your update loop.
      * Suggestion: Keep your game object components in regular arrays. Have an array for each type of game component.
  + Hot/cold splitting
    - Give the hot a pointer to the cold.
      * Hot data needs to be touched every frame.
      * Cold data gets used less frequently and doesn’t get loaded into cache with its owner unless it’s requested specifically.
    - It’s often difficult to decide what’s hot or cold.
    - Don’t get sucked into spending endless time pushing data around.
* Text alignment: origin when dtx starts drawing = lower left corner of the first character of the first line.
  + Had to figure this out on my own with testing.
  + For my engine, the text position can represent any of nine anchor points on the resulting text box instead of just one.
    - This seems more useful than specifying the bottom-left of the first line, although I could also add that as a tenth anchor point.
* O(log N)
  + Half of the input is discarded in each step.
  + Doubling of the input size results in one more step.
* Creating a resource manager.
  + vector, map, set, unordered map?
  + smart pointers, or raw pointers with manual reference counting
    - duplicate assets in memory if the resource manager releases
  + A Simple Fast Resource Manager using C++ and STL
    - Loading and accessing everything that’s loaded from files before use.
    - Fast and efficient, uses minimum memory, easy to use.
    - Approach:
      * templates
      * base resource class
      * reference counting
      * STL
    - Structure
      * Resource
        + handle
        + reference count
        + path and name of file
* Smart pointers
  + Maintaining class invariants is the essential function of shared\_ptr
  + Using shared\_ptr easy decoupled destruction-notification (no *real* ownership)
  + shared\_ptr vs. unique\_ptr
    - Not a question of *efficiency*, but *semantics*.
      * Uniqueness: when you read the code it’s very clear the lifetime and ownership of the object.
    - unique\_ptr is safer (no circular references) and just a little bit faster.
      * unique\_ptr has no overhead compared to a raw pointer, but it has advantages.
    - Only use shared\_ptr if you need shared ownership.
    - Prefer values > unique\_ptr > shared\_ptr
    - Some say new and delete are deprecated.
* I just realized that the new C++11 range-based for-loop will allow me to make a lot of my code look much cleaner!
  + It’ll replace all those iterators, and make things much easier.
  + I am going to go through the code I’ve written so far and fix it up.
* I should read about writing secure code.
  + Preventing buffer overflow and double free attacks.
* Pre-increment and pre-decrement are preferable. Post-increment and post-decrement waste instructions.
  + Most important for complex types like iterators.
* If you have lots of small game assets each under 4 kilobytes, pack them together into a single file, a sprite-sheet, or packed into the executable.
* Don't put 'using' statements at file scope in header files, as they pollute whatever scope the file is included in.
  + Just get used to the namespace prefixes.
* I changed Renderer to be a namespace with static functions (basically like a static class but better because the private variables aren’t exposed with the interface)
  + I have sacrificed explicitness.
    - When the Renderer was passed around as a parameter, it was very clear which code has access to the Renderer.
    - But after the change, any code may access the Renderer, which in general can end up making things more confusing if, for example, you’re collaborating with other programmers on the project.
    - I should either self-enforce a rule that says: Only code that’s in a function name Draw…() is allowed to call Renderer::Draw…() functions.
      * Or I could switch back to using a regular class and passing a Renderer pointer around, which would make interfaces more self-documenting.
        + I think this is probably the proper way of doing it.
        + On the other hand, I like having all rendering go through one renderer. If I ever need multiple windows I can simply extend the Renderer to support multiple windows just like it supports multiple fonts and textures by using resource managers.
  + I tried going back to a regular class, but I quickly reverted to namespace functions because I couldn’t ensure that the same Renderer would be passed into the GameState ctor and Draw function.
    - If I need to add multi-window support I can use resource IDs just like textures/fonts.
  + OpenGL is set up this way with functions, and it seems like mimicking that idea would be a safe thing to do as I’m just starting out with the engine.
* Aspect Ratios (for space game): Have a default distance from the player to the corner of the screen, and allow the player to zoom in or out from there.
* The reason the class (with an interface) is more encapsulated than the struct (with exposed data) is that more code might be broken if the (public) data members in the struct change than if the (private) data members of the class change.
* More member functions means less encapsulation, so prefer non-member non-friend functions over member functions.
* Microthreads implemented in assembly is a platform-independent way to make Game AI faster and are.
* Store elapsed game time in a double, starting at 2^32 or any large power of 2, to get constant precision for 136 years of game running time.
* Interfaces need to make the ease of executing any task proportional to the frequency of the task multiplied by its importance
* Minimize reliance on internal states.
  + If you have two equally complex ways to implement a feature, prefer the one that solely relies on the input it was given and returns a value over the one that relies on internal states and modifying them.
    - simpler testing, easier code reuse, less surprises
* Identifying modules:
  + Separate parts you want to reuse from the specifics of the game.
  + It may seem like more work at first, but you’ll develop a reusable codebase that will make later work easier.
  + If you find yourself writing similar code (especially if you’re copying and modifying a bunch of code
  + For any specific piece of reusable code, it will take at least three uses before you get the interfaces right.
* Menu( Background, logo, menu );
* Engine:
  + Separation of Gameplay
    - The engine “includes” the gameplay library (flipping the idea of a script on its head).
    - The designers and gameplay developers create the world and engine developers use this world.
    - The engine should communicate with the gameplay library through interfaces.
    - Both sets of developers, engine and gameplay, have set functionality they must achieve, a simple, well defined interface, and are freed up to work at full velocity.
* You have to create and set up separate VAOs for each shared gl context.
  + The vertex buffer will be shared across contexts, but not VAOs.
* Use regular local variables, not static variables, inside functions.
  + Moving the stack pointer is much quicker than accessing static variable.
* Text alignment system is not 100% perfect.
  + I could switch libdrawtext to some other library, or do TrueType fonts myself.
* Temporary variables can be used to clean up the code, making it easier to read and understand, and can save you from having really long lines of code.
* Effective Modern C++
  + \_\_\_Template type deduction
  + \_\_\_**auto** type deduction
  + \_\_\_decltype
  + Prefer **auto** to explicit types.
  + \_\_\_View deduced types in IDE
* Pong
  + 11 points to win
  + width is double height
  + paddles 1/5 height
  + paddle speed limit ¼ initial ball speed
  + the vertical component of the velocity is increased by two percent every time the ball hits a paddle
    - (With a limited paddle speed based on the initial velocity of the ball, the ball eventually travels too fast for the paddle to reach it)

![](data:image/png;base64,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)

![](data:image/png;base64,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)