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## Introduction

The paper we read, entitled “Regular-expression derivatives re-examined”, was about using regular-expression derivatives as a technique to compile regular expressions to deterministic finite-state machines (DFAs). It gives examples of how these DFAs can be made, as well as some of their improvements for larger character sets like Unicode. It also compares their implementation performance with other regex reader libraries.

## Preliminaries

In this section it is covered the notation and symbols that will be used throughout the whole article. Most of it is similar to the ones with have already seen in class with the addition of some logical operators. The following expressions can be referred as extended regular expressions, but as they are closed under boolean operations, they may also be called regular expressions (REs).

Σ the symbols of the alphabet

Σ\* the set of all finite strings that might be formed with the symbols in Σ

a, b, c, … symbols in Σ

u, v, w the strings in Σ\*

ε the empty string

L the language of Σ, a set (finite or not) of strings

r . s concatenation

r\* Kleene-closure

r + s logical closure

r & s logical and

﹁ r complement

For a regular expression r and its language L[r] ⊆ Σ\*, L[r] is a regular language if it can be described by the following rules:

L [ø] = ø

L [ε] = {ε}

L [a] = {a}

L [r . s] = {u . v | u ∈ L [r] and v ∈ L[s]}

L [r\*] = {ε} ∪ L [r . r\*]

L [r + s] = L [r] ∪ L[s]

L [r & s] = L [r] ∩ L[s]

L [﹁r] = Σ\* \ L [r]

For this paper the definition of a DFA is a quadruple, different than the one we use in class. It is defined as M = (Q, q0, F, 𝜹), where Q is a finite set of states, q0(q0 ⊆ Q)is the initial state, F is the set of accepting states (F ⊆ Q) and 𝜹 is a partial function from Q x Σ to Q.

## RE Derivatives

The main point of the article, regular expression derivatives, is talked about in the third section of the article. A derivative of a language L with respect to the symbol “a”, is the language that includes only the suffixes of the strings in L that begin with “a”. If L is regular, then its derivative is also regular. This is proved by showing that if L is a language that can be recognized by the DFA (Q, 𝚺, 𝛅, s, F) where:

Q - set of all states

𝚺 - alphabet

𝜹 - a transition function Q ⨉ 𝚺 → Q

s - starting state

F - set of final states

then we can define the derivative of L can be recognized by the DFA (Q, 𝚺, 𝜹, 𝜹(s, a), F) which means that the DFA is regular. This can be proven inductively on the size of the derivative.

With this DFA, we can see that a string *u* is in a language *r* if the derivative with respect to *u* is *nullable*, that is, it contains ε. This means that when we are seeing if a string *u* is in a language, we compute a derivative for each character in the string, and once we hit the end we see if what we have left is nullable. When a string is not in a language, the derivative of the string reaches ø or we reach an endpoint that is not nullable.

We can create a DFA recognizer for any language of a RE. The states of this DFA are RE equivalence classes, and the transition function is the derivative function on those classes. Each state is labelled with an RE representing its equivalence class. Accepting states are those that are nullable REs, and the error state is labeled by ø. An example is given below:

![](data:image/png;base64,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)

## Practical DFA Construction

Section four talks about the practicality of creating these DFAs. There are three main problems with what was proposed in section three. The first is that determining whether two REs are equivalent, which is used for our equivalence classes for our states, is expensive. Next, to iterate over the symbols in 𝚺 to compute the transition function is not practical for alphabets like Unicode. Lastly, a scanner generator will typically take a collection of REs as its input specification, where section three only built a DFA for one.

To deal with the first problem, we denote ≈ as an approximation of RE equivalence. Below is the definition of ≈:

|  |  |  |  |
| --- | --- | --- | --- |
| r & r ≈ r | r & s ≈ s & r | (r & s) & t ≈ r & (s & t) | Ø & r ≈ Ø |
| ㄱØ & r ≈ r | (r・s)・t ≈ r・(s・t) | Ø・r ≈ Ø | r・Ø ≈ Ø |
| ε・r ≈ r | r・ε ≈ r | r + r ≈ r | r + s ≈ s + r |
| (r + s) + t ≈ r + (s + t) | ㄱØ + r ≈ ㄱØ | Ø + r ≈ r | (r\*)\* ≈ r\* |
| ε\* ≈ ε | Ø\* ≈ ε | ㄱ(ㄱr) ≈ r |  |

If r ≈ s, then they are equivalent. By using these similar equations, we can guarantee termination and and most of the time get the minimal DFA, which makes our determination of two REs being equivalent much quicker and more realistic..

The second problem that was brought up was the size of the alphabets that have to be iterated over. To narrow down the alphabet, we divide it’s contents into derivative classes. We say that two symbols are in the same derivative class if the derivative with respect to those two symbols on the regular expression is the same. To quickly find these derivative classes, we define a function C:

C(ε) = {𝚺}

C(L) = {L, 𝚺 \ L}

C(r ⋅ s) = C(r) if r is not nullable, C(r) ^ C(s) otherwise

C(r + s) = C(r & s) = C(r) ^ C(s)

C(r\*) = C(r)

C(ㄱr) = C(r)

Using this function on a regular expression, we can get the derivative classes of that language quickly. This allows us to iterate over larger alphabets efficiently.

The last problem was that the section three DFA couldn’t handle multiple REs in parallel. To deal with this, we label the DFA states with *regular vectors* instead of regular expressions. A regular vector is an n-tuple of REs, R = (r1, r2,…, rn). The derivative of a regular vector is defined as a regular vector that contains the derivative of each regular expression it contained. With these changes, multiple REs can be can be handled at once.

## Experience

Section 5 compares the work discussed in the paper to the work done by some others. The paper claims that their use of a derivatives to compute DFAs makes them much smaller. Out of all the lexer’s that were compared to, the derivative based lexer had less states. In most cases, the derivative based one had the minimal number of states. They also talk about how their character classes made the number of derivatives computed minimal. There were only two cases where their algorithm wasn’t perfect, and it only computed 5.4% and 6.2% more derivatives than necessary. If the ASCII alphabet was the input, then their algorithm would compute only 2%-4% of the possible derivatives, leading them to the conclusion that their character classes provide a significant benefit in the construction of DFAs, even if the alphabet is small.

## Related Work

In discussing scientific endeavors similar in nature to their own, the authors appear to take care to distinguish their own work from the works of others, highlighting key differences to promote a sense of uniqueness. We did notice, however, that most of the comparisons they draw between their own work and the works of others only involve a dichotomous explanation of the strengths of their technique and the relative weaknesses or disadvantages of the strategies employed by others. Whether this is a true conveyance of the factual differences between works or simply embellishment on the part of the authors remains to be seen.

The authors first mention (fleetingly) the occasional use of RE derivatives in XML validation tasks that don’t build automata. They go on to describe two others systems that employ derivatives in DFA construction: the early stages of the *Esterel* language (derivatives abandoned for memory reasons), and a program trace monitoring system that used a technique called “circular coinduction” to generate minimal DFAs by testing full RE equivalence. The authors describe the latter as seemingly less practical than their own, but in this instance their argument is supported by a discussion of the system’s shortcomings.

The paper goes on to mention Berry and Sethi’s (1986) demonstration of how McNaughton and Yamada’s (1960) algorithm can be derived by a DFA construction algorithm employing derivatives, and notes the differences between their work and Brzozowski’s (1964) derivative algorithm. Furthermore, they bring up Berry and Sethi’s observations on the difficulties involved in adapting algorithms based on marked symbols to support *complement* and *intersection* operations, immediately followed by an example of a system (DMS; Baxter et. al., 2004) that does just this by converting between DFAs and NFAs.

## Scientific Contributions

The main scientific contribution of this article is to show a superior way of generating scanners from REs. They state that RE derivatives provide a direct RE to DFA translation, they support extended REs with almost no extra work, and the scanners that are generated are optimal in the number of states most of the time.

The extension of REs to include boolean operations enabling tools such as complementation can be enormously beneficial to its expressive capabilities. Given as an example in the paper is the RE matching “C-style comments:”

**/\*~()\*/**

This RE employs the complement operator to effectively recognize strings that match the format specified as comments in C and other languages. The paper states that “expressing this pattern without the complement operator is more cumbersome…” and gives the (lengthy) RE required to match C-style comment-like strings without “~”. It goes on to mention the complexity that would be involved in the implementation of RE subtraction, were it not for the extended RE framework.

Also of note was the effectiveness of the system at generating state machines of minimal size. The authors, in discussing their testing procedures, give 14 pre-existing ml-lex specifications for various languages, and note “In most cases, the RE derivative method produced a smaller state machine...Furthermore, ml-ulex produces the minimal state machine for every example except Russo [a specification for mining system logs for interesting events]...” In the following paragraphs, they give an in-depth explanation of the derivative algorithm and why it produces smaller DFAs.

## Significant Results

This paper has as its main purpose to show the technique of regular-expression derivatives, which even though it is an old approach in the field of functional programming, not to many computer scientists know it. It was pointed out the advantages and the occasions when using a RE derivative is a more efficient way of solving the problem.

Another aspect covered by this paper is to demonstrate that RE derivatives are a much better procedure for generating scanners from regular-expressions. They also discussed about implementations of a scanner generator based on regular expressions, which includes support for large character sets.

## Implementation

For the next phase of the project we are going to implement two parts covered in the paper: *Using derivatives for RE matching* and *Using derivatives for DFA construction*. In order to do that firstly we need to implement the derivative function for the regular expressions.