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# CLASIFICACIÓN Y TIPOS DE ALGORITMOS

Definición de algoritmo:

Un algoritmo se define como una serie de pasos finitos y consecutivos, todos con el fin de cumplir con una tarea o realizar un cálculo matemático. Ejemplos en la vida cotidiana de un algoritmo son las recetas para preparar alimentos, instrucciones para armar un mueble o los pasos que se necesitan para llegar de un lugar a otro.

Según la función que tenga el algoritmo se puede clasificar de la siguiente forma:

1. Algoritmos según el sistema de signos

En este conjunto de algoritmos, se clasifican por el tipo de elementos gráficos utilizados para expresar sus pasos, desde letras y palabras, hasta números y símbolos matemáticos.

|  |  |  |
| --- | --- | --- |
| **ALGORITMO** | **CASO** | **EJEMPLO** |
| Algoritmos Cualitativos: son todos aquellos algoritmos que se expresan en palabras, con elementos verbales, es decir que son transmitidos de forma oral. | Supongamos que necesitamos hacer una pasta para esta noche, y llamamos a una amiga para que nos aconseje como prepararla  Resultado de imagen para pasta carbonara  1 Receta para pasta a la carbonara  Ella nos da una lista de ingredientes:   1. 300 gramos de pasta 2. 200 gramos de tocineta 3. 150 gramos de queso parmesano rallado 4. 350 gramos de cebolla 5. 150 gramos de champiñones 6. Aceite de oliva virgen 7. Mantequilla (opcional) 8. Sal y pimienta | Receta para preparar pasta a la carbonara   1. Pon a calentar agua y esperar hasta que llegue a punto de ebullición 2. Picar los champiñones en laminas 3. Picar La cebolla en cubos 4. Cortar la tocineta en cuadritos 5. Al momento de que el agua este hirviendo, añadir la pasta, una pizca de sal y si desea, una cucharada de mantequilla 6. En una sartén caliente, añada aceite de oliva, la cebolla, los champiñones, la tocineta, una pizca de sal y pimienta al gusto 7. Dejar cocinar la mezcla anterior hasta que la tocineta tome color. 8. Al momento de que la pasta este al punto en que deseemos, emplatar y añadir la cocción realizada en la sartén encima. 9. Si desea, decorar con perejil. |
| Algoritmos Cuantitativos: en estos algoritmos utilizamos valores y símbolos matemáticos para representar los pasos en un cálculo matemático. | En matemáticas, existen los procedimientos o métodos indicados para realizar distintos tipos de integrales, cada uno de estos métodos especificados para distintos tipos de casos con los que podemos encontrarnos. Uno de estos métodos es la integración por partes, el cuales utilizado para integrar funciones que se encuentran de la siguiente forma:  Esta estructura de funciones en este método lo podemos representar de la siguiente forma  Resultado de imagen para metodo de integración por partes | Método de integración por partes  ejercicios resueltos integración por partes   1. Identificar u y dv 2. Derivar u 3. Integrar dv 4. Estructurar la ecuación de la siguiente forma 5. Integramos la ecuación obtenida en   Puede que se del caso en que encontremos una función de la forma  Por lo que se repetirán los pasos 2 – 5, hasta que encontremos una función   1. Al obtener la ecuación, representamos la ecuación en términos de x. |
| Algoritmos Computacionales:  Son aquellos algoritmos que son pueden ser realizados en un computador, por medio de un lenguaje de programación. Aquí podemos encontrar desde algoritmos realizados para procesos completos, o aquellos en los cuales podemos optimizar cálculos matemáticos | En matemáticas necesitamos encontrar la raíz de distintos números, algunos son raíces enteras, otros pueden ser valores que nos den valores flotantes. En este ultimo caso, podemos usar la factorización para representar el valor en términos de una multiplicación entre enteros y una raíz inexacta.  Resultado de imagen para raices cuadradas por factorizacion | Vamos a crear un algoritmo para hallar la raíz cuadrada de un número, y si es necesaria, representarla en términos de raíz inexacta y numero flotante.  [Click aquí para ir algoritmo](#_ALGORTIMO_PARA_UNA) |
| Algoritmos no computacionales: este tipo de algoritmos son todos aquellos en donde seguimos un conjunto de órdenes para cumplir una tarea. Comúnmente son los pasos o instrucciones escritas que seguimos para instalar algo. Estos conjuntos de instrucciones suelen estar acompañados de ayudas graficas (imágenes) para que quien las use, entienda más como | Supongamos que compramos un computador y requerimos instalarlo en un estudio. En la caja del computador viene un documento en donde se nos indica las instrucciones de instalación e inicio del equipo. | Instrucciones para la instalación e inicio de un computador   1. Desempaqueta todos los componentes que vengan en la caja de forma cuidadosa. 2. Instalar la torre de la CPU en el lugar donde vaya a instalar el computador 3. Conectar el monitor con la torre con el cable DVI 4. Conectar el monitor a la toma corriente 5. Conectar el mouse y el teclado a la torre 6. Conectar los parlantes a la torre 7. Enchufar la torre a una toma corriente (Se recomienda usar un protector contra sobretensiones o un sistema de alimentación ininterrumpida) 8. Encender el computador 9. Conectar a la red (Wifi o Modem) 10. Seguir las instrucciones de inicio del sistema |

## Algoritmos según su función

|  |  |  |
| --- | --- | --- |
| Algoritmo | Caso | Ejemplo |
| Algoritmos de ordenamiento:  Este tipo de algoritmos nos ayudan a ordenar o estructurar un conjunto de elementos o datos por medio de un parámetro dato. | Este será un caso simple:  Se le pedirá al usuario que ingrese un conjunto de valores numéricos enteros y nos dé el parámetro de ordenamiento de estos   1. Para ser ordenados de forma ascendente 2. Para ser ordenados de forma descendente | [Click aquí para ver el algoritmo de ordenamiento para el caso.](#_Código_del_algoritmo) |
| Algoritmos de búsqueda:  Este conjunto de algoritmos nos ayuda a hallar de forma óptima un elemento que se encuentra en un conjunto de estos. | En este caso, el programa tendrá un conjunto de datos almacenados que corresponderá a una lista de animales, y el usuario tendrá la posibilidad de hacer las siguientes búsquedas   1. Buscar un animal por su nombre 2. Buscar animales por su inicial | [Click aquí para ver el algoritmo de ordenamiento para el caso.](#_Código_del_algoritmo_1) |
| Algoritmos de encaminamiento:  Con este tipo de algoritmos podemos encontrar el camino más optimo en un conjunto de pasos | Un caso simple aplicando este tipo de algoritmos puede ser como llegar a una calle desde otra, donde se mostrará la distancia entre los puntos, solo sí se puede llegar de la calle origen al destino cruzando una sola calle entre ellas. | [Click aquí para ver el algoritmo de encaminamiento para el caso.](#_Código_de_algoritmo) |
| Algoritmos de marcaje: este tipo de algoritmos tienen como campo de aplicación el mercado, donde los precios deben estar continuamente adaptados para las ganancias del vendedor | A modo de prueba, se creará una lista de productos y se simulará el precio que tendrás estos en N días, todo esto con relación a variables que nos proporcione el usuario para cada tipo de producto. | [Click aquí para ver el algoritmo de marcaje para el caso.](#_Código_de_algoritmo_1) |

## Algoritmos según la estrategia que usa para llegar a la solución

|  |  |  |
| --- | --- | --- |
| ALGORITMO | CASO | EJEMPLO |
| Algoritmos probabilísticos: son aquellos que nos da una respuesta relacionada con los valores contenidos, dándonos a conocer si se dio o no error en el proceso. | En este caso, vamos a pedirle al usuario que ingrese la edad de 10 personas y luego le pediremos que nos de una edad, para saber cual es la probabilidad de elegir a alguien que tenga esa edad. | [Click aquí para ver el algoritmo probabilístico para el caso.](#_Algoritmo_probabilistico) |
| Algoritmo numérico: este tipo de algoritmos presenta una solución aproximada lo más posible a la solución del problema. | Se le pide al usuario que nos de 4 valores de coma flotante para ubicarlos sobre el eje x, para darle el punto medio entre todos ellos. | [Click aquí para ver el algoritmo numérico para el caso.](#_Algoritmo_Numerico) |
| Algoritmo de las Vegas |  |  |
| Algoritmo de Montecarlo: en este tipo de algoritmos tenemos una alta probabilidad de que el valor evaluado nos dé una respuesta correcta, por lo tanto es mas fiable que el algoritmo de las vegas. | Como caso simple, se va a explicar el teorema de Fernat, el cual pretende identificar si un valor numérico entero es o no primo. | [Click aquí para ver el algoritmo de Montecarlo para el caso.](#_Algoritmo_de_Montecarlo) |
| Algoritmo Cotidiano: este conjunto de algoritmos son los que seguimos de forma natural en nuestro día a día, como yo en este momento que me encuentro escribiendo un en el teclado o usted el lector que está leyendo estas líneas. Se expresan como el conjunto natural de acciones que se hacen consciente o inconscientemente. | Como ejemplo podemos tener el conjunto de acciones que hacemos al despertarnos cada mañana. | 1. Abrir los ojos 2. Levantarnos de la cama 3. Ir a tomar un vaso con agua 4. Elegir la ropa que vamos a usar en el día 5. Ir al baño 6. Cepillarnos los dientes 7. Bañarnos 8. Secarnos 9. Vestirnos 10. …. |
| Algoritmo Heurístico: | Generar los n primeros enteros primos que el usuario pida | import java.util.Scanner;  public class Main {  static Scanner s = new Scanner(System.in);  public static void main(String[] args) {  System.out.println("INGRESE LA CANTIDAD DE n PRIMOS QUE DESEA GENERAR");  nPrimos(s.nextInt());  }  private static void nPrimos(int iter) {  int primo = 2;  while (iter > 0){  int cont = primo;  int i = 0;  while (cont > 0){  if (primo % cont == 0){  i++;  }  cont--;  }    if (i == 0){  System.out.println(" - "+primo);  }  primo++;  iter--;  }  }  } |
| Algoritmo de escalada: este tipo de algoritmos buscan encontrar valores o elementos partiendo de un valor, es decir, yendo de un elemento particular a n que hacen parte de la información necesitada | En métodos numéricos se explica el método de Newton Rapson, el cual, partiendo de un punto, encontrara la raíz o punto de corte con el eje x de una función.  Para este ejemplo usaremos la siguiente función | [Click aquí para ver el algoritmo de escalada para el caso.](#_Algoritmo_de_escalada) |
| Algoritmo voraz: este tipo de algoritmos son aplicados al momento de optimizar algoritmos que contienen n candidatos posibles a la solución del problema | Como ejemplo práctico, en una tienda se necesita saber cuál es la cantidad mínima de monedas que se le debe devolver a un cliente. Para esto se tienen monedas de $50, $100, $200, $500 y $1000    . | [Click aquí para ver el algoritmo voraz para el caso.](#_Código_de_algoritmo_2) |
| Algoritmo determinista: en estos algoritmos se ve una estructura lineal, donde los pasos determinan la acción del siguiente. Son algoritmos de forma lineal, en donde los n datos de salida son directamente relacionados con las n salidas | De forma simple podemos crear un programa para solucionar una operación como la siguiente:  Pidiéndole al usuario que ingrese los valores de x & y.  Otro ejemplo que podemos ver es como hallar el Maximo Común Divisor entre dos números por medio de | import java.util.Scanner;  public class Main {  static Scanner s = new Scanner(System.in);  public static void main(String[] args) {  System.out.println("INGRESE LOS VALORES DE x Y y para la siguiente operaciòn: \n"  + " (x+y)(x-y) ");  int x = s.nextInt(), y = s.nextInt(), z = (x + y)\*(x-y);  System.out.println("("+x+" + "+y+")("+x+" - "+y+") = "+z);  }  }  [Click aquí para ver el algoritmo determinista para el caso.](#_Código_de_algoritmo_3) |
| Algoritmo no determinista: este conjunto de algoritmos los vemos presente cuando trabajamos con estructuras de datos no lineales, o con sistemas donde el flujo del sistema no es tan preciso, es decir, en el camino, las n entradas, podrán entrar cada una a distintas líneas en el flujo y generar n salidas no tan directamente condicionadas con las variables de entrada. | Fácilmente podemos crear un algoritmo que nos dé el mayor valor de los 4 valores ingresados  W X Y Z  Y determinar el orden de mayor a menor de los valores ingresados. | [Click aquí para ver el algoritmo no determinista para el caso.](#_Algoritmo_no_determinístico) |
| Algoritmo de vuelta atrás: este tipo de algoritmos son usados en estudios donde se necesita analizar un elemento en base de otro. Es como realizar la deducción de un dato por medio de otro y como este último se ve afectado por distintas variables | En un programa pequeño, se pretende saber el precio unitario libre de impuestos, costos adicionales u otros pagos, es decir, el valor que gana empresa al vender un producto. | [Click aquí para ver el algoritmo de vuelta atras para el caso.](#_Algoritmo_de_vuelta) |
| Programación dinámica: se denomina programación a la utilización de técnicas que permitan ver el problema a programar como un conjunto de subprogramas que cooperen entre si para la optimización del programa | Un programa pequeño donde se muestra el uso de la programación dinámica es uno donde se le pedirá al usuario ingresar arreglo con valores enteros, no se dejará ingresar valores ya ingresados o que sean cero, y luego de esto, se imprimirá el arreglo ordenado de mayor a menor y se imprimirán los valores impares y pares ingresados; | [Click aquí para ver el programa de programación para el caso.](#_Programación_dinámica) |

# LISTA DE ALGORITMOS

## Código para un algoritmo computacional

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner s = new Scanner(System.in);

System.out.println("INGRESE EL VALOR PARA LA RAIZ CUADRADA:");

int n = s.nextInt();

System.out.println("La raíz representada por multiplos es:\n"+ metodo1(n)+" = "+Math.sqrt(n));

}

private static String metodo1(int n) {

String raiz = "";

int aux = n, x = 2, con = 0, i = 0;

int[] numeros = new int [10];

// Ciclo While para hallar los múltiplos del valor ingresado

while (aux != 1) {

if (aux%x == 0){

numeros[i] = x;

aux /= x;

i++;

} else {

x++;

}

}

i = 0;

// Ciclo While para hallar las constantes enteras y las raíces inexactas del valor n

while (numeros[i] != 0) {

if (i + 1 < 10) {

if (numeros[i] == numeros[i + 1] && numeros[i] \* numeros[i + 1] != 0) {

raiz += "("+numeros[i] + ")";

i = i + 2;

}

if (numeros[i] != 0 && numeros[i] \* numeros[i + 1] == 0 || numeros[i] != numeros[i + 1]) {

raiz += "(sqrt(" + numeros[i] + "))";

i++;

}

}

}

return raiz;

}

}

![](data:image/png;base64,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)

### Código del algoritmo de ordenamiento

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

int[] cod = new int[10];

System.out.println("Ingrese el tipo de ordenamiento que desea realizar: \n 1.Ascendente\n 2.Descendente ");

switch (s.nextInt()) {

case 1:

cod = ordenamiento(llenarArreglo(), 1);

System.out.println("LISTA DE CODIGOS ORDENADOS DE FORMA ASCENDENTE");

for (int i = 0; i < cod.length; i++) {

System.out.println("CODIGO [" + i + "]" + cod[i]);

}

break;

case 2:

cod = ordenamiento(llenarArreglo(), 2);

System.out.println("LISTA DE CODIGOS ORDENADOS DE FORMA DESCENDENTE");

for (int i = 0; i < cod.length; i++) {

System.out.println("CODIGO [" + i + "]" + cod[i]);

}

break;

default:

System.out.println("Valor ingresado no valido");

}

}

private static int[] llenarArreglo() {

int[] codigos = new int[10];

for (int i = 0; i < codigos.length; i++) {

System.out.println("CODIGO [" + i + "]");

codigos[i] = s.nextInt();

}

return codigos;

}

private static int[] ordenamiento(int[] codigos, int orden) {

for (int i = 0; i < codigos.length; i++) {

for (int j = i + 1; j < codigos.length; j++) {

if (orden == 1) {

if (codigos[i] > codigos[j]) {

int aux = codigos[i];

codigos[i] = codigos[j];

codigos[j] = aux;

}

} else {

if (codigos[i] < codigos[j]) {

int aux = codigos[i];

codigos[i] = codigos[j];

codigos[j] = aux;

}

}

}

}

return codigos;

}

}

### Código del algoritmo de búsqueda

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner s = new Scanner(System.in);

String[] animales = {"Perro", "Gato", "Elefante", "Jirafa", "Gusano", "Araña", "Pelicano", "Pato", "Mariposa", "Avestruz"};

int opc;

do {

System.out.println("----ANIMALES----\n"

+ "1. Mostrar todo\n"

+ "2. Buscar un animal por su nombre\n"

+ "3. Buscar animales por inicial\n"

+ "4. Salir\n");

opc = s.nextInt();

switch (opc) {

case 1:

for (int i = 0; i < animales.length; i++) {

System.out.println(i + ". " + animales[i]);

}

System.out.println("");

break;

case 2:

System.out.println("Ingrese el animal que quiere encontrar");

String busqueda = s.next();

boolean flag = false;

for (String animale : animales) {

if (animale.toUpperCase().equals(busqueda.toUpperCase())) {

flag = !flag;

break;

}

}

if (flag) {

System.out.println(busqueda + " si se encuentra en la lista");

} else {

System.out.println(busqueda + " no se encuentra en la lista");

}

break;

case 3:

System.out.println("Ingrese la inicial (en MAY) de los animales que quiere buscar");

char b = s.next().charAt(0);

String lista = "";

for (String animale : animales) {

if (animale.charAt(0) == b) {

lista += " - " + animale + "\n";

}

}

if (!"".equals(lista)) {

System.out.println("LISTA DE ANIMALES CON LA LETRA " + b + "\n" + lista);

} else {

System.out.println("No hay animales que inicien por la letra " + b);

}

break;

case 4:

System.out.println("FIN PROGRAMA");

break;

default:

System.out.println("Valor invalido");

break;

}

} while (opc != 4);

}

### Código de algoritmo de Encaminamiento

#### CLASE CALLE

public class Calle {

String nombre;

double distancia;

String siguiente;

public Calle(String nombre, double distancia, String siguiente) {

this.nombre = nombre;

this.distancia = distancia;

this.siguiente = siguiente;

}

public Calle(){

}

public String getNombre() {

return nombre;

}

public void setNombre(String nombre) {

this.nombre = nombre;

}

public double getDistancia() {

return distancia;

}

public void setDistancia(double distancia) {

this.distancia = distancia;

}

public String getSiguiente() {

return siguiente;

}

public void setSiguiente(String siguiente) {

this.siguiente = siguiente;

}

@Override

public String toString() {

return nombre+" - Extension : "+distancia+ " km. - Calle Siguiente : "+siguiente+"\n";

}

}

#### CLASE MAIN

import java.util.ArrayList;

import java.util.Scanner;

import usb.Calle;

public class Main {

public static void main(String[] args) {

Scanner s = new Scanner(System.in);

Calle calle1 = new Calle("Calle 38", 8.4, "Calle 100");

Calle calle2 = new Calle("Calle 100", 10.5, "Calle 50");

Calle calle3 = new Calle("Calle 78", 8.4, "Calle 3");

Calle calle4 = new Calle("Calle 50", 8.4, "Calle 12");

Calle calle5 = new Calle("Calle 101", 8.4, "Calle 100");

Calle calle6 = new Calle("Calle 12", 8.4, "Calle 6");

Calle calle7 = new Calle("Calle 3", 8.4, "Calle 100");

Calle calle8 = new Calle("Calle 4", 8.4, "Calle 6");

Calle calle9 = new Calle("Calle 5", 8.4, "Calle 12");

Calle calle10 = new Calle("Calle 6",8.4,"Ciega");

Calle[] calles = new Calle[11];

calles[1] = calle1;calles[2] = calle2;calles[3] = calle3;calles[4] = calle4;calles[5] = calle5;

calles[6] = calle6;calles[7] = calle7;calles[8] = calle8;calles[9] = calle9;calles[10] = calle5;

System.out.println("----Lista de cale----");

imprimirLista(calles);

System.out.println("Ingrese la calle origen y la calle destino");

String calleOrigen = s.nextLine(),calleDestino = s.nextLine();

encaminamiento(calleOrigen,calleDestino,calles);

}

private static void imprimirLista(Calle[] calles) {

for (int i = 1; i < calles.length; i++) {

System.out.println(calles[i].toString());

}

}

private static void encaminamiento(String calle1, String calle2, Calle[] calles) {

Calle calleOrigen = existenciaCalle(calle1, calles);

Calle calleDestino = existenciaCalle(calle2, calles);

if (calleOrigen != null && calleDestino != null) {

distanciarecorrida(calleOrigen, calleDestino, calles);

} else {

System.out.println(" Por favor revice los parametros ingresados");

}

}

private static Calle existenciaCalle(String calleOrigen, Calle[] calles) {

for (int i = 1; i < calles.length; i++) {

if (calles[i].getNombre().equals(calleOrigen)) {

return calles[i];

}

}

return null;

}

private static void distanciarecorrida(Calle calleOrigen, Calle calleDestino, Calle[] calles) {

Calle interm = existenciaCalle(calleOrigen.getSiguiente(), calles);

double dist1 = 0.0, dist2 = 0.0;

if (calleOrigen.getSiguiente().equals(calleDestino.getNombre())) {

dist1 = calleOrigen.getDistancia();

} else if (interm.getSiguiente().equals(calleDestino.getNombre())) {

dist2 = calleOrigen.getDistancia() + interm.getDistancia();

}

if (dist1 != 0.0 && dist2 == 0.0) {

System.out.println("Desde la calle: " + calleOrigen.getNombre() + " a la calle: " + calleDestino.getNombre() + " solo son " + calleOrigen.getDistancia());

} else if (dist2 != 0.0 && dist1 == 0.0) {

System.out.println("Desde la calle origen hasta la calle destino\nse hace el siguiente recorrido con una distancia de " + dist2 + " km. : \n"

+ "1. " + calleOrigen.getNombre() + "\n"

+ "2. " + interm.getNombre() + "\n"

+ "2. " + calleDestino.getNombre() + "\n");

} else {

System.out.println("No hay forma de llegar desde la calle : " + calleOrigen.getNombre() + " hasta la calle :" + calleDestino.getNombre() + " cruzando solo dos calles");

}

}

### Código de algoritmo de Marcaje

#### CLASE PRODUCTOS

public class Producto {

int cod;

String nombre;

double precio;

public Producto(int cod, String nombre, double precio) {

this.cod = cod;

this.nombre = nombre;

this.precio = precio;

}

public int getCod() {

return cod;

}

public void setCod(int cod) {

this.cod = cod;

}

public String getNombre() {

return nombre;

}

public void setNombre(String nombre) {

this.nombre = nombre;

}

public double getPrecio() {

return precio;

}

public void setPrecio(double precio) {

this.precio = precio;

}

@Override

public String toString() {

return " - "+nombre+" - Codigo:"+cod+" Precio : $"+precio;

}

}

#### CLASE MAIN

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

Producto producto1 = new Producto(1010465, "Leche Alpina", 1600.15);

Producto producto2 = new Producto(1010465, "Arroz Diana", 1550.20);

Producto producto3 = new Producto(1010465, "Arroz FlorHuila", 1650.00);

Producto producto4 = new Producto(1010465, "Arroz Supremo", 1700.15);

Producto producto5 = new Producto(1010465, "Leche Algarra", 1500.15);

Producto producto6 = new Producto(1010465, "Aceite Gourmet", 10400.15);

Producto producto7 = new Producto(1010465, "Aceite Premier", 15471.15);

Producto producto8 = new Producto(1010465, "Torta Ramo", 15471.15);

Producto[] listaProductos = new Producto[8];

listaProductos[0] = producto1;

listaProductos[1] = producto2;

listaProductos[2] = producto3;

listaProductos[3] = producto4;

listaProductos[4] = producto5;

listaProductos[5] = producto6;

listaProductos[6] = producto7;

listaProductos[7] = producto8;

System.out.println("INGRESE LOS DIAS QUE QUIERA SIMULAR:");

int dias = s.nextInt();

System.out.println("-----LISTA INICIAL-----");

imprimirLis(listaProductos);

variacion(listaProductos, dias);

}

public static void imprimirLis(Producto[] listaProductos) {

for (Producto aux : listaProductos) {

System.out.println(aux.toString());

}

}

public static void variacion(Producto[] listaProductos, int dias) {

int x = 0;

while (dias != x) {

System.out.println("-----DIA " + (x + 1) + "-----\n Ingrese la variación de los precios al publico para los productos:\n"

+ "1.Ingrese la variacion de la leche\n"

+ "2. Ingrese la variacion de los arroces\n"

+ "3. Ingrese la variacion de los aceites");

double leche = s.nextDouble(), arroz = s.nextDouble(), aceite = s.nextDouble();

for (Producto aux : listaProductos) {

asignación(leche, arroz, aceite, aux);

}

System.out.println("------LISTA DE PRODUCTOS DIA " + (x + 1) + "-----");

imprimirLis(listaProductos);

x++;

}

}

private static void asignación(double leche, double arroz, double aceite, Producto aux) {

double variacion = 0.0;

if (aux.getNombre().contains("Arroz")) {

variacion = Math.round(aux.getPrecio() \* (arroz + 0.01));

aux.setPrecio(variacion);

} else if (aux.getNombre().contains("Leche")) {

variacion = Math.round(aux.getPrecio() \* (leche) + 3.4);

aux.setPrecio(variacion);

} else if (aux.getNombre().contains("Aceite")) {

variacion = Math.round(aux.getPrecio() \* (aceite + 0.14));

aux.setPrecio(variacion);

} else {

System.out.println("------------------- PRODUCTO SIN CLASIFICACIÓN-------------------\n"

+ aux.toString());

}

}

}

### Código de algoritmo Determinístico

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner s = new Scanner(System.in);

System.out.println("Ingrese los dos valores para hallar su M.C.D ");

int num1 = s.nextInt(), num2 = s.nextInt(),mcd = minimoComunMultiplo(num1, num2);

if (mcd != 1){

System.out.println("El MCD entre "+num1+" y "+num2+" es "+mcd);

} else {

System.out.println("Entre los numeros "+num1+" y "+num2+" no existe un MCD ---->"+mcd);

}

}

public static int minimoComunMultiplo(int num1, int num2) {

int aux = 0;

while (num2 != 0) {

aux = num2;

num2 = num1 % num2;

num1 = aux;

}

return num1;

}

}

### Código de algoritmo Voraz

import java.util.Scanner;

public class Main {

static int[] monedas = {1000, 500, 200, 100, 50};

static int[] vueltas = {0, 0, 0, 0, 0};

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

System.out.println("INGRESE EL VALOR DE VUELTAS ");

vueltas(s.nextInt());

imprimir();

}

private static void vueltas(int v) {

for (int i = 0; v != 0; i++) {

if (v % monedas[i] == 0) {

vueltas[i] = v / monedas[i];

break;

} else {

vueltas[i] = v / monedas[i];

v = v % monedas[i];

}

}

}

private static void imprimir (){

for (int i = 0; i < vueltas.length; i++){

System.out.println("Monedas de "+monedas[i]+" son de "+vueltas[i]);

}

}

}

### Algoritmo no determinístico

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner s = new Scanner(System.in);

System.out.println("----------MAYOR O MENOR----------------"

+ "\nINGRESE CUATRO VALORES NUMERICOS:");

mayorMenor(s.nextInt(), s.nextInt(), s.nextInt(), s.nextInt());

}

private static void mayorMenor(int w, int x, int y, int z) {

String resul = "";

if (w == x && w == y && w == z && x == y && x == z && y == z) {

System.out.println(w + " = " + x + " = " + y + " = " + z);

} else if (w > x && w > y && w > x) {

resul += w + " > ";

if (x > y && x > z) {

resul += x + " > ";

if (y > z) {

resul += y + " > " + z;

} else {

resul += z + " > " + y;

}

} else if (y > x && y > z) {

resul += y + " > ";

if (x > z) {

resul += x + " > " + z;

} else {

resul += z + " > " + x;

}

} else if (z > x && z > y) {

resul += z + " > ";

if (x > y) {

resul += x + " > " + y;

} else {

resul += y + " > " + x;

}

}

} else if (x > w && x > y && x > z) {

resul += x + " > ";

if (w > y && w > z) {

resul += w + " > ";

if (y > z) {

resul += y + " > " + z;

} else {

resul += z + " > " + y;

}

} else if (y > w && y > z) {

resul += y + " > ";

if (w > z) {

resul += w + " > " + z;

} else {

resul += z + " > " + w;

}

} else if (z > w && z > y) {

resul += z + " > ";

if (w > y) {

resul += w + " > " + y;

} else {

resul += y + " > " + w;

}

}

} else if (y > w && y > x && y > z) {

resul += y + " > ";

if (w > x && w > z) {

resul += w + " > ";

if (x > z) {

resul += x + " > " + z;

} else {

resul += z + " > " + x;

}

} else if (x > w && x > z) {

resul += x + " > ";

if (w > z) {

resul += w + " > " + z;

} else {

resul += z + " > " + w;

}

} else if (z > w && z > x) {

resul += z + " > ";

if (w > x) {

resul += w + " > " + x;

} else {

resul += x + " > " + w;

}

}

} else {

resul += z + " > ";

if (w > x && w > y) {

resul += w + " > ";

if (x > y) {

resul += x + " > " + y;

} else {

resul += y + " > " + x;

}

} else if (x > w && x > y) {

resul += x + " > ";

if (w > y) {

resul += w + " > " + y;

} else {

resul += y + " > " + w;

}

} else if (y > w && y > x) {

resul += y + " > ";

if (w > x) {

resul += w + " > " + x;

} else {

resul += x + " > " + w;

}

}

}

System.out.println(resul);

}

}

### Programación dinámica

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

static int [] arreglo = new int [10];

public static void main(String[] args) {

System.out.println("------PROGRAMA DE ARREGLOS NUMERICOS------");

imprimirArreglo(arregloOrdenado(llenarArray()));

System.out.println("------PARES E IMPARES------");

paresInpares();

}

private static int[] llenarArray() {

for (int i = 0; i < arreglo.length; i++) {

System.out.println("-Elemento de la posicion : " + (i + 1));

boolean flag;

do {

int v = s.nextInt();

flag = existenciaNumero(v);

if (v == 0) {

System.out.println("Ingrese un valor diferente de cero");

} else {

if (flag) {

System.out.println(v + " Ya existe en la lista, ingrese otro valor");

} else {

arreglo[i] = v;

}

}

} while (flag);

}

return arreglo;

}

public static int [] arregloOrdenado(int [] arreglo){

int aux = 0;

System.out.println("------ARREGLO NUMERICO ORDENADO------");

for (int i = 0; i < arreglo.length;i++){

for(int j = i+1; j < arreglo.length;j++){

if (arreglo[i] < arreglo[j]){

aux = arreglo[i];

arreglo[i] = arreglo[j];

arreglo[j] = aux;

}

}

}

return arreglo;

}

public static void paresInpares (){

String pares = "Valores Pares = [",inpares = "Valores Inpares = [";

for (int i = 0; i < arreglo.length;i++){

if (arreglo[i] % 2 == 0){

pares += arreglo[i]+" ";

} else {

inpares +=" "+ arreglo[i]+" ";

}

}

if ("Valores Pares = [".equals(pares)){

System.out.println("No hay elementos pares en la lista");

} else{

System.out.println(pares+"]");

}

if ("Valores Inpares = [".equals(inpares)){

System.out.println("No hay elementos pares en la lista");

} else{

System.out.println(inpares+"]");

}

}

public static void imprimirArreglo(int [] arreglo){

for (int i = 0; i < arreglo.length;i++){

System.out.println(" - "+arreglo[i]);

}

}

private static boolean existenciaNumero(int v) {

for (int i = 0; i < arreglo.length;i++){

if (v == arreglo[i]){

return true;

}

}

return false;

}

}

### Algoritmo de escalada

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

static double tol = 0.0;

static double xSiguiente = 0.0;

static double x0 = 0.0;

static double error = 0.0;

public static void main(String[] args) {

System.out.println("----------------------METODO DE NEWTON-RHAPSON----------------------\n"

+ "Ingrese el punto de partida(flotante) para evaluar la siguiente función\n"

+ " 18x^3-8x^2+7x-4");

x0 = s.nextDouble();

System.out.println("Ingrese la tolerancia a error de la función");

tol = s.nextDouble();

metodoNewton();

System.out.println("----------------------SOLUCÓN----------------------\n"

+ "RAÍZ MAS O MENOS EN EL PUNTO X = "+x0);

}

private static void metodoNewton() {

System.out.println("VALOR INICIAL = " + x0);

do {

double f1 = f(x0), f2 = fp(x0);

xSiguiente = x0 - ( f1/ f2);

if (xSiguiente > x0){

error = xSiguiente-x0;

} else {

error = x0-xSiguiente;

}

System.out.println("x = " + x0 + ""

+ " f(x) = " + f1 + ""

+ " x(i+1) = " + xSiguiente + ""

+ " f(x(i+1)) = " + f(xSiguiente) + ""

+ " error = " + error);

x0 = xSiguiente;

} while (tol < error);

}

public static double f (double x){

return (18\*x\*x\*x)-(8\*x\*x)+(7\*x)-4;

}

public static double fp (double x){

return (54\*x\*x)-(16\*x)+7;

}

### Algoritmo de vuelta atrás

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

System.out.println("INGRESE EL PRECIO DEL PRODUCTO:");

vueltaAtras(s.nextDouble());

}

private static void vueltaAtras(double precio) {

// Se halla el valor del IVA

double iva = (precio\*0.19);

precio = precio -iva;

System.out.printf("IVA 19%% = %.2f \n",iva);

// Se halla el porcentaje para los trabajadores

double trabajador = (precio\*0.005);

precio = precio -trabajador;

System.out.printf("PAGO A TRABAJADORES 0.5%% = %.2f \n",trabajador);

// Se halla el valor de produccion

double producion = (precio\*0.079);

precio = precio -producion;

System.out.printf("COSTO DE PRODUCCION 0.5%% = %.2f \n",producion);

System.out.printf("PRECIO LIBRE DE PAGOS, IMPUESTOS Y DEMAS COSTOS DEL PRODUCTO = %.2f \n",precio);

}

}

### Algoritmo de Montecarlo

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

int [] arreglo = new int [5];

arreglo = llenararreglo(arreglo);

validarnum(arreglo);

}

private static int[] llenararreglo(int[] arreglo) {

for (int i = 0; i < arreglo.length;i++){

arreglo[i] = s.nextInt();

}

return arreglo;

}

private static boolean comprobarPrimo(int x){

int a = x-2;

if (Math.pow(a, x-1)%x == 1){

return true;

} else{

return false;

}

}

private static void validarnum(int [] arreglo){

for(int i = 0; i < arreglo.length;i++){

if (comprobarPrimo(arreglo[i])){

System.out.println("EL NUMERO ES PRIMO");

} else{

System.out.println("EL NUMERO NO ES PRIMO");

}

}

}

}

### Algoritmo probabilistico

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

int [] arreglo = new int [10];

System.out.println("INGRESE LA EDAD DE LAS PERSONAS :");

arreglo = llenararreglo(arreglo);

System.out.println("INGRESE LA EDAD LA CUAL QUIERE SABER LA PROBABILIDAD DE ENCONTRAR EL VALOR");

validarEdad(arreglo,s.nextInt());

}

private static int[] llenararreglo(int[] arreglo) {

for (int i = 0; i < arreglo.length;i++){

arreglo[i] = s.nextInt();

}

return arreglo;

}

private static int validarDato(int x, int y){

if (x == y){

return 1;

} else {

return 0;

}

}

private static void validarEdad(int [] arreglo, int num){

int aux = 0;

double res = 0.0;

for(int i = 0; i < arreglo.length;i++){

aux = aux + validarDato(num, arreglo[i]);

}

if (aux == 0) {

System.out.println("No hay ninguna probabilidad de que esta edad este en la lista");

} else {

res = (double) (aux/10.0)\*100;

System.out.println("LA PROBABILIDAD DE QUE HAYA ALGUIEN QUE TENGA "+num+" es igual a "+aux+" / "+arreglo.length+" = "+res+" %");

}

}

### Algoritmo de Las Vegas

### Algoritmo Numerico

import java.util.Scanner;

public class Main {

static Scanner s = new Scanner(System.in);

public static void main(String[] args) {

System.out.println("Ingrese 4 numeros de coma flotante para ubicar sobre el eje X y hallar su punto medio");

puntomedio (s.nextDouble(),s.nextDouble(),s.nextDouble(),s.nextDouble());

}

private static void puntomedio(double a, double b, double c, double d) {

double puntoMedio = (a + b + c + d)/4;

System.out.printf("PUNTO MEDIO APROX. A DOS CIFRAS DECIMALES SIGNIFICATIVAS= %.2f \n",puntoMedio);

}

}