# ECMScript6

官方文档(英)：<http://www.ecma-international.org/ecma-262/6.0/index.html>

阮一峰ES6入门：<http://es6.ruanyifeng.com/>

视频教程：[http://DeLyQiang.com/2017/06/03/es6/](http://jspang.com/2017/06/03/es6/)

# **第1节：ES6的开发环境搭建**

### 1.1**建立工程目录：**

先建立一个项目的工程目录，并在目录下边建立两个文件夹：****src****和****dist****

* src：书写ES6代码的文件夹，写的js程序都放在这里。
* dist：利用Babel编译成的ES5代码的文件夹，在HTML页面需要引入的时这里的js文件。
* 需要注意的是在引入js文件时，引入的是***dist***目录下的文件。

<script src="dist/index.js"></script>

### 1.2**初始化项目**

在安装Babel之前，需要用npm init先初始化我们的项目。打开终端或者通过cmd打开命令行工具，进入项目目录，输入下边的命令：

npm init -y

-y代表全部默认同意，就不用一次次按回车了。命令执行完成后，会在项目根目录下生产package.json文件。

{

"name": "10es6",

"version": "1.0.0",

"description": "这是es6",

"main": "index.js",

"scripts": {

"build": "babel src/index.js -o dist/index.js"

},

"keywords": [],

"author": "DeLyQiang",

"license": "ISC",

}

可以根据自己的需要进行修改，比如我们修改name的值。

### **1.3全局安装Babel-cli**

npm install -g babel-cli

虽然已经安装了babel-cli，只是这样还不能成功进行转换，如果你不相信可以输入下边的命令试一下。

babel src/index.js -o dist/index.js

你会发现，在dist目录下确实生产了index.js文件，但是文件并没有变化，还是使用了ES6的语法。因为我们还需要安装转换包才能成功转换，继续往下看吧。

### **1.4本地安装babel-preset-es2015 和 babel-cli**

npm install --save-dev babel-preset-es2015 babel-cli

安装完成后，我们可以看一下我们的package.json文件，已经多了devDependencies选项。

"devDependencies": {

"babel-cli": "^6.26.0",

"babel-preset-es2015": "^6.24.1"

}

### **1.5新建.babelrc**

在根目录下新建.babelrc文件，并打开录入下面的代码

{

"presets":[

"es2015"

],

"plugins": []

}

这个文件我们建立完成后，现在可以在终端输入的转换命令了，这次ES6成功转化为ES5的语法。

babel src/index.js -o dist/index.js

### **1.6简化转化命令：**

在学习vue 的时候，可以使用npm run build 直接利用webpack进行打包，在这里也希望利用这种方式完成转换。打开package.json文件，把文件修改成下面的样子。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | {  "name": "10es6",  "version": "1.0.0",  "description": "这是es6",  "main": "index.js",  "scripts": {  "build": "babel src/index.js -o dist/index.js"  },  "keywords": [],  "author": "dely",  "license": "ISC",  "devDependencies": {  "babel-cli": "^6.26.0",  "babel-preset-es2015": "^6.24.1"  }  } |

修改好后，以后我们就可以使用 npm run build 来进行转换了。

## **第2节：新的声明方式**

以前我们在声明时只有一种方法，就是使用****var****来进行声明，ES6对声明的进行了扩展，现在可以有三种声明方式了。

字面理解ES6的三种声明方式：

1. var：它是variable的简写，可以理解成变量的意思。
2. let：它在英文中是“让”的意思，也可以理解为一种声明的意思。
3. const：它在英文中也是常量的意思，在ES6也是用来声明常量的，常量你可以简单理解为不变的量。

### **2.1 var声明：**

var在ES6里是用来升级全局变量的，我们可以先作一个最简单的实例，用var声明一个变量a,然后用console.log进行输出。

var a='DeLyQiang';

console.log(a);

我们可以看到DeLyQiang在控制台已经被打印出来了。那如何理解它的作用是声明全局变量那？我们用匿名函数给他进行一个包裹，然后在匿名函数中调用这个a变量，看看能不能调用到。

var a="DeLyQiang";

window.onload= function(){

    console.log(a);

}

可以看到控制台输出了DeLyQiang，这证明var确实是全局的。如果你觉的这个不够直观说明var是全局声明，还可以用区块的方式进行调用测试，先看下面的代码。

var a=2;

{

   var a=3;

}

console.log(a);

这时打印出来的值是多少那？对，应该是3，因为var是全局声明的。

### **2.2 let局部声明**

通过两个简单的例子，我们对var的全局声明有了一定了解。那跟var向对应的是let，它是局部变量声明。还是上面的例子，我们试着在区块里用let声明。

var a=2;

{

   let a=3;

}

console.log(a);

这时候控制台打印出来的值就是2了。如果我们只在区块里声明，不再外部声明，我们打印a时就会报错，显示找不到变量。

{

   let a=3;

}

console.log(a);

上面两个例子说明了let是局部变量声明，let声明只在区块内起作用，外部是不可以调用的。

我感觉let还没有var好用，其实let是防止你的数据污染的，在大型项目中是非常有用处的。现在看一个循环的例子，我们来看一下let的好处。

### 2.3用var声明的循环

for(var i=0;i<10;i++){

console.log('循环体中:'+i);

}

console.log('循环体外:'+i);

你会发现循环体外的i变量被污染了，如果在外部再使用i时就会出现问题，这是开发者不想看到的。我们再利用let声明，就可以解决这个问题。

用let声明的循环

for(let i=0;i<10;i++){

console.log('循环体中:'+i);

}

console.log('循环体外:'+i);

你执行时会发现控制台报错了，找不到循环体外的i变量。通过两种声明的比较，可以明白let在防止程序数据污染上还是很有用处的。我们要努力去习惯用let声明，减少var声明去污染全局空间，在vue的使用中也要注意这点。

### **2.4const声明常量**

在程序开发中，有些变量是希望声明后在业务层就不再发生变化了，简单来说就是从声明开始，这个变量始终不变，就需要用const进行声明。

我们来一段用const声明错误的代码，在错误中学习const的特性也是非常好的。

const a="DeLyQiang";

var a='戴利强';

console.log(a);

在编译这段代码的过程中，你就会发现已经报错，无法编译了，原因就是我们const声明的变量是不可以改变的。const是很好理解的，我就不作过多的解释说明了。

这节课学了ES6的3种声明方式，var、let、const，这三种方式各有所长，既然已经学习了新技术，就要拥抱它，试着在项目中根据情况用let和const进行声明吧，不要再只使用var了。

# **第3节：变量的解构赋值**

ES6允许按照一定模式，从数组和对象中提取值，对变量进行赋值，这被称为解构。解构赋值在实际开发中可以大量减少我们的代码量，并且让我们的程序结构更清晰。也许你还是不太明白，那先来一个最简单的****数组解构赋值****来进行赋值。

### **3.1数组的解构赋值：**

简单的数组解构：

以前，为变量赋值，我们只能直接指定值。比如下面的代码：

|  |
| --- |
| let a=0;  let b=1;  let c=2; |

而现在我们可以用数组解构的方式来进行赋值。

|  |
| --- |
| let [a,b,c]=[1,2,3]; |

上面的代码表示，可以从数组中提取值，按照位置的对象关系对变量赋值。

****数组模式和赋值模式统一：****

可以简单的理解为等号左边和等号右边的形式要统一，如果不统一解构将失败。

|  |
| --- |
| let [a,[b,c],d]=[1,[2,3],4]; |

如果等号两边形式不一样，很可能获得undefined或者直接报错。

****解构的默认值****：

解构赋值是允许你使用默认值的，先看一个最简单的默认是的例子。

|  |
| --- |
| let [foo = true] =[];  console.log(foo); //控制台打印出true |

上边的例子数组中只有一个值，可能你会多少有些疑惑，我们就来个多个值的数组，并给他一些默认值。

|  |
| --- |
| llet [a,b="DeLyQiang"]=['戴利强']  console.log(a+b); //控制台显示“戴利强DeLyQiang” |

现在我们对默认值有所了解，需要注意的是****undefined****和****null****的区别。

|  |
| --- |
| let [a,b="DeLyQiang"]=['戴利强',undefined];  console.log(a+b); //控制台显示“戴利强DeLyQiang” |

undefined相当于什么都没有，b是默认值。

|  |
| --- |
| let [a,b="DeLyQiang"]=['戴利强',null];  console.log(a+b); //控制台显示“戴利强null” |

null相当于有值，但值为null。所以b并没有取默认值，而是解构成了null。

### **3.2对象的解构赋值**

解构不仅可以用于数组，还可以用于对象。

|  |
| --- |
| let {foo,bar} = {foo:DeLyQiang,bar:'戴利强'};  console.log(foo+bar); //控制台打印出了“DeLyQiang戴利强” |

****注意：****对象的解构与数组有一个重要的不同。数组的元素是按次序排列的，变量的取值由它的位置决定；而对象的属性没有次序，变量必须与属性同名，才能取到正确的值。

****圆括号的使用****

如果在解构之前就定义了变量，这时候你再解构会出现问题。下面是错误的代码，编译会报错。

|  |
| --- |
| let foo;  {foo} ={foo:DeLyQiang};  console.log(foo); |

要解决报错，使程序正常，我们这时候只要在解构的语句外边加一个圆括号就可以了。

|  |
| --- |
| let foo;  ({foo} ={foo:DeLyQiang});  console.log(foo); //控制台输出DeLyQiang |

### **3.3字符串解构**

字符串也可以解构，这是因为，此时字符串被转换成了一个类似数组的对象。

|  |
| --- |
| const [a,b,c,d,e,f]="DeLyQiang";  console.log(a);  console.log(b);  console.log(c);  console.log(d);  console.log(e);  console.log(f); |

总结：这节内容很简单，但是也有一些细节需要注意，在实战项目中解构Json数据格式还是很普遍的，有了ES6，提高了不少工作效率。

# **第4节：扩展运算符和rest运算符**

上节课学的解构已经可以大大增加我们的开发效率，这节课我们学习扩展运算符和rest运算符，它们都是…（三个点）。它们可以很好的为我们解决参数和对象数组未知情况下的编程，让我们的代码更健壮和简洁。

### **4.1对象扩展运算符（…）：**

当编写一个方法时，我们允许它传入的参数是不确定的。这时候可以使用对象扩展运算符来作参数，看一个简单的列子：

|  |
| --- |
| function DeLyQiang(...arg){      console.log(arg[0]);      console.log(arg[1]);      console.log(arg[2]);      console.log(arg[3]);    }  DeLyQiang(1,2,3); |

这时我们看到控制台输出了 1,2,3，undefined，这说明是可以传入多个值，并且就算方法中引用多了也不会报错。

****扩展运算符的用处：****

我们先用一个例子说明，我们声明两个数组arr1和arr2，然后我们把arr1赋值给arr2，然后我们改变arr2的值，你会发现arr1的值也改变了，因为我们这是对内存堆栈的引用，而不是真正的赋值。

|  |
| --- |
| let arr1=['www','DeLyQiang','com'];  let arr2=arr1;  console.log(arr2);  arr2.push('shengHongYu');  console.log(arr1); |

****控制台输出：****

|  |
| --- |
| ["www", "DeLyQiang", "com"]  ["www", "DeLyQiang", "com", "shengHongYu"] |

这是我们不想看到的，可以利用对象扩展运算符简单的解决这个问题，现在我们对代码进行改造。

|  |
| --- |
| let arr1=['www','DeLyQiang','com'];  //let arr2=arr1;  let arr2=[...arr1];  console.log(arr2);  arr2.push('shengHongYu');  console.log(arr2);  console.log(arr1); |

现在控制台预览时，你可以看到我们的arr1并没有改变，简单的扩展运算符就解决了这个问题。

### **4.2rest运算符**

如果你已经很好的掌握了对象扩展运算符，那么理解rest运算符并不困难，它们有很多相似之处，甚至很多时候你不用特意去区分。它也用…（三个点）来表示，我们先来看一个例子。

|  |
| --- |
| function DeLyQiang(first,...arg){      console.log(arg.length);  }    DeLyQiang(0,1,2,3,4,5,6,7); |

这时候控制台打印出了7，说明我们arg里有7个数组元素，这就是rest运算符的最简单用法。

如何循环输出rest运算符

这里我们用for…of循环来进行打印出arg的值，我们这里只是简单使用一下，以后我们会专门讲解for…of循环。

|  |
| --- |
| function DeLyQiang(first,...arg){      for(let val of arg){          console.log(val);      }  }  DeLyQiang(0,1,2,3,4,5,6,7); |

for…of的循环可以避免我们开拓内存空间，增加代码运行效率，所以建议大家在以后的工作中使用for…of循环。有的小伙伴会说了，反正最后要转换成ES5，没有什么差别，但是至少从代码量上我们少打了一些单词，这就是开发效率的提高。

总结：我们这节课学习了对象扩展运算符和reet运算符，它们两个还是非常类似的，但是你要自己区分，这样才能在工作中运用自如。在以后的课程中还会有很多关于扩展运算符和rset运算符的妙用，让我们一起期待吧。

# **第5节：字符串模版**

这节是ES6对字符串新增的操作，最重要的就是字符串模版，字符串模版的出现让我们再也不用拼接变量了，而且支持在模板里有简单计算操作

### **5.1字符串模版**

先来看一个在ES5下我们的字符串拼接案例:

|  |
| --- |
| let DeLyQiang='戴利强';  let blog = '非常高兴你能看到这篇文章，我是你的老朋友'+DeLyQiang+'。这节课我们学习字符串模版。';  document.write(blog); |

ES5下必须用****+DeLyQiang+****这样的形式进行拼接，这样很麻烦而且很容易出错。ES6新增了字符串模版，可以很好的解决这个问题。字符串模版不再使用****‘xxx’****这样的单引号，而是换成了**xxx**这种形式，也叫连接号。这时我们再引用DeLyQiang变量就需要用${DeLyQiang}这种形式了，我们对上边的代码进行改造。

|  |
| --- |
| let DeLyQiang='戴利强';  let blog = `非常高兴你能看到这篇文章，我是你的老朋友${DeLyQiang}。这节课我们学习字符串模版。`;  document.write(blog); |

可以看到浏览器出现了和上边代码一样的结果。而且这里边支持****html标签****，可以试着输入一些。

|  |
| --- |
| let DeLyQiang='戴利强';  let blog = `<b>非常高兴你能看到这篇文章</b>，我是你的老朋友${DeLyQiang}。<br/>这节课我们学习字符串模版。`;  document.write(blog); |

****对运算的支持：****

|  |
| --- |
| let a=1;  let b=2;  let result=`${a+b}`;  document.write(result); |

强大的字符串模版，在实际开发中，我们可以让后台写一个活动页面，然后轻松的输出给用户。

### **5.2字符串查找**

ES6还增加了字符串的查找功能，而且支持中文哦，

****查找是否存在:****

先来看一下ES5的写法，其实这种方法并不实用，给我们的索引位置，我们自己还要确定位置。

|  |
| --- |
| let DeLyQiang='戴利强';  let blog = '非常高兴你能看到这篇文章，我是你的老朋友戴利强。这节课我们学习字符串模版。';  document.write(blog.indexOf(DeLyQiang)); |

这是网页中输出了20，我们还要自己判断。

ES6直接用includes就可以判断，不再返回索引值，这样的结果我们更喜欢，更直接。

|  |
| --- |
| let DeLyQiang='戴利强';  let blog = '非常高兴你能看到这篇文章，我是你的老朋友戴利强。这节课我们学习字符串模版。';  document.write(blog.includes(DeLyQiang)); |

****判断开头是否存在：****

|  |
| --- |
| blog.startsWith(DeLyQiang); |

****判断结尾是否存在：****

|  |
| --- |
| blog.endsWith(DeLyQiang); |

需要注意的是：starts和ends 后边都要加s，我开始时经常写错，希望小伙伴们不要采坑。

### **5.3复制字符串**

我们有时候是需要字符串重复的，比如分隔符和特殊符号，这时候复制字符串就派上用场了，语法很简单。

|  |
| --- |
| document.write('DeLyQiang|'.repeat(3)); |

当然ES6对字符串还有一些其它操作，因为实际工作中不太使用，这里就不作太多的介绍了。希望你能动手练习一下，并把这些新特性应用到工作中，否则可能很快就忘记了。

# **第6节：ES6数字操作**

### **6.1二进制和八进制**

二进制和八进制数字的声明并不是ES6的特性，我们只是做一个常识性的回顾，因为很多新人小伙伴会把他们当成字符串或者不知道是什么，所以这算是赠送的知识点。

****二进制声明：****

二进制的英文单词是Binary,二进制的开始是0（零），然后第二个位置是b（注意这里大小写都可以实现），然后跟上二进制的值就可以了。

let binary = 0B10101;

console.log(binary)

这时候浏览器的控制台显示出了21。

****八进制声明：****

八进制的英文单词是Octal，也是以0（零）开始的，然后第二个位置是O（欧），然后跟上八进制的值就可以了。

let octal=0o666

console.log(octal)

这时候浏览器的控制台显示出了438。

### **6.2数字判断和转换**

****数字验证Number.isFinite( xx )****

可以使用Number.isFinite( )来进行数字验证，只要是数字，不论是浮点型还是整形都会返回true，其他时候会返回false。

let a=11/4

console.log(Number.isFinite(a)) //true

console.log(Number.isFinite('DeLyQiang')) //false

console.log(Number.isFinite(NaN)) //false

console.log(Number.isFinite(undefined)) //false

****NaN验证****

NaN是特殊的非数字，可以使用Number.isNaN()来进行验证。下边的代码控制台返回了true。

console.log(Number.isNaN(NaN))

****判断是否为整数Number.isInteger(xx)****

let a=985.1

console.log(Number.isInteger(a))

****整数转换Number.parseInt(xxx)和浮点型转换Number.parseFloat(xxx)****

let a=985.1

console.log(Number.isInteger(a))

console.log(Number.parseInt(a))

console.log(Number.parseFloat(a))

### **6.3整数取值范围操作**

整数的操作是有一个取值范围的，它的取值范围就是2的53次方。我们先用程序来看一下这个数字是什么.

let DeLyQiang = Math.pow(2,53)-1;

console.log(DeLyQiang) //9007199254740991

在我们计算时会经常超出这个值，所以我们要进行判断，ES6提供了一个常数，叫做最大安全整数，以后就不需要我们计算了。

****最大安全整数****

console.log(Number.MAX\_SAFE\_INTEGER)

****最小安全整数****

console.log(Number.MIN\_SAFE\_INTEGER)

****安全整数判断isSafeInteger( )****

let DeLyQiang = Math.pow(2,53)-1;  
console.log(Number.isSafeInteger(DeLyQiang))

总结：这节课我们学习了ES6数字的操作，方法很多，很零散，需要经常复习或者实战中慢慢熟悉。

# **第7节：ES6中新增的数组知识（1）**

**7.1JSON数组格式转换**

JSON的数组格式就是为了前端快速的把JSON转换成数组的一种格式，我们先来看一下JSON的数组格式怎么写。

let json = {

'0': 'DeLyQiang',

'1': '戴利强',

'2': '大胖逼逼叨',

length:3

}

这就是一个标准的JSON数组格式，跟普通的JSON对比是在最后多了一个length属性。只要是这种特殊的json格式都可以轻松使用ES6的语法转变成数组。在ES6中绝大部分的Array操作都存在于Array对象里。我们就用Array.from(xxx)来进行转换。我们把上边的JSON代码转换成数组，并打印在控制台。

let json = {

'0': 'DeLyQiang',

'1': '戴利强',

'2': '大胖逼逼叨',

length:3

}

let arr=Array.from(json);

console.log(arr)

实际开发中这种方法还是比较常用的，毕竟节省了我们代码行数，也让我们的程序更清晰。

### **7.2Array.of()方法：**

它负责把一堆文本或者变量转换成数组。在开发中我们经常拿到了一个类似数组的字符串，需要使用eval来进行转换，如果你一个老手程序员都知道eval的效率是很低的，它会拖慢我们的程序。这时候我们就可以使用Array.of方法。我们看下边的代码把一堆数字转换成数组并打印在控制台上：

let arr =Array.of(3,4,2,5)

console.log(arr)

当然它不仅可以转换数字，字符串也是可以转换的，看下边的代码：

let a='sdf'

let arr =Array.of(3,4,a,'戴利强')

console.log(arr)

### **7.3find( )实例方法:**

所谓的实例方法就是并不是以Array对象开始的，而是必须有一个已经存在的数组，然后使用的方法，这就是实例方法（不理解请看下边的代码，再和上边的代码进行比对，你会有所顿悟）。这里的find方法是从数组中查找。在find方法中我们需要传入一个匿名函数，函数需要传入三个参数：

* value：表示当前查找的值。
* index：表示当前查找的数组索引。
* arr：表示当前数组。

在函数中如果找到符合条件的数组元素就进行return，并停止查找。你可以拷贝下边的代码进行测试，就会知道find作用。

let arr=[1,2,3,4,5,6,7,8,9];

console.log(arr.find(function(value,index,arr){

return value>5;

}))

控制台输出了6，说明找到了符合条件的值，并进行返回了，如果找不到会显示undefined。

# **第8节：ES6中新增的数组知识（2）**

### **8.1fill( )实例方法：**

fill()也是一个实例方法，它的作用是把数组进行填充，它接收三个参数，第一个参数是填充的变量，第二个是开始填充的位置，第三个是填充到的位置。

let arr=[0,1,2,3,4,5,6,7,8,9];

arr.fill('DeLyQiang',2,5);

console.log(arr);

上边的代码是把数组从第二位到第五位用DeLyQiang进行填充。

浏览器console打印如下：

**[0, 1, "DeLyQiang", "DeLyQiang", "DeLyQiang", 5, 6, 7, 8, 9]**

### **8.2数组的遍历**

****for…of循环：****

这种形式比ES5的for循环要简单而且高效。先来看一个最简单的for…of循环。

let arr=['DeLyQiang','戴利强','大胖逼逼叨']

for (let item of arr){

console.log(item);

}

****for…of数组索引****:有时候开发中是需要数组的索引的，那我们可以使用下面的代码输出数组索引。

let arr=['DeLyQiang','戴利强','大胖逼逼叨']

for (let index of arr.keys){

console.log(index);

}

可以看到这时的控制台就输出了0,1,2，也就是数组的索引。

****同时输出数组的内容和索引****：我们用entries()这个实例方法，配合我们的for…of循环就可以同时输出内容和索引了。

let arr=['DeLyQiang','戴利强','大胖逼逼叨']

for (let [index,val] of arr.entries()){

console.log(index+':'+val);

}

### **8.3entries( )实例方法：**

entries()实例方式生成的是Iterator形式的数组，那这种形式的好处就是可以让我们在需要时用next()手动跳转到下一个值。我们来看下面的代码：

let arr=['DeLyQiang','戴利强','大胖逼逼叨']

let list=arr.entries();

console.log(list.next().value);

console.log(list.next().value);

console.log(list.next().value);

总结：这两节是ES6对数组的扩展，数组在我们的实际开发中是特别重要的，几乎每天都要编写数组的操作代码

# **第9节：ES6中的箭头函数和扩展**

这节开始，先不着急看ES6中的函数，而是回顾一下ES5中的函数写法。写一个函数，进行一个加法计算。

function add(a,b){

    return a+b;

}

console.log(add(1,2));

我们声明了一个add函数，然后传入a和b两个值，返回a+b的值。 然后我们在控制台打印了这个函数的返回结果，这里是3.

### **9.1默认值**

在ES6中给我们增加了默认值的操作，我们修改上边的代码，可以看到现在只需要传递一个参数也是可以正常运行的。

function add(a,b=1){

    return a+b;

}

console.log(add(1));

### **9.2主动抛出错误**

在使用Vue的框架中，可以经常看到框架主动抛出一些错误，比如v-for必须有:key值。那尤大神是如何做到的那？其实很简单，ES6中我们直接用throw new Error( xxxx ),就可以抛出错误。

function add(a,b=1){

    if(a == 0){

        throw new Error('This is error')

    }

     return a+b;

}

console.log(add(0));

### **9.3函数中的严谨模式**

我们在ES中就经常使用严谨模式来进行编程，但是必须写在代码最上边，相当于全局使用。在ES6中我们可以写在函数体中，相当于针对函数来使用。

function add(a,b=1){

    'use strict'

    if(a == 0){

        throw new Error('This is error');

    }

     return a+b;

}

console.log(add(1));

上边的代码如果运行的话，你会发现浏览器控制台报错，这是ES6中的一个坑，如果没人指导的话，可能你会陷进去一会。这个错误的原因就是如果你使用了默认值，再使用严谨模式的话，就会有冲突，所以我们要取消默认值的操作，这时候你在运行就正常了。

function add(a,b){

    'use strict'

    if(a == 0){

        throw new Error('This is error');

    }

     return a+b;

}

console.log(add(1,2));

### **9.4获得需要传递的参数个数**

如果你在使用别人的框架时，不知道别人的函数需要传递几个参数怎么办？ES6为我们提供了得到参数的方法(xxx.length).我们用上边的代码看一下需要传递的参数个数。

function add(a,b){

'use strict'

if(a == 0){

throw new Error('This is error');

}

return a+b;

}

console.log(add.length);

这时控制台打印出了2，但是如果去掉严谨模式，并给第二个参数加上默认值的话，这时候add.length的值就变成了1， 也就是说它得到的是必须传入的参数。

### **9.5箭头函数**

在学习Vue的时候，大量的使用了箭头函数，因为箭头函数真的很好用，我们来看一个最简单的箭头函数。也就是上边我们写的add函数，进行一个改变，写成箭头函数。

var add =(a,b=1) => a+b;

console.log(add(1))

****{}的使用****

在箭头函数中，方法体内如果是两句话，那就需要在方法体外边加上{}括号。例如下边的代码就必须使用{}.

var add= (a,b=1) => {

console.log('DeLyQiang')

return a+b;

};

console.log(add(1));

箭头函数中不可加new，也就是说箭头函数不能当构造函数进行使用。

总结： 写新项目的时候尽量使用ES6带来的便利和特点，这样才能快速成长。

# **第10节：ES6中的函数和数组补漏**

### **10.1对象的函数解构**

我们在前后端分离时，后端经常返回来JSON格式的数据，前端的美好愿望是直接把这个JSON格式数据当作参数，传递到函数内部进行处理。ES6就为我们提供了这样的解构赋值。

let json = {

a:'DeLyQiang',

b:'戴利强'

}

function fun({a,b='DeLyQiang'}){

console.log(a,b);

}

fun(json)

是不是感觉方便了很多，我们再也不用一个个传递参数了。

****数组的函数解构****

函数能解构JSON，那解构我们的数组就更不在话下了，我们看下边的代码。我们声明一个数组，然后写一个方法，最后用…进行解构赋值。

let arr = ['DeLyQiang','戴利强','ECMScript'];

function fun(a,b,c){

console.log(a,b,c);

}

fun(...arr)

这种方法其实在前面的课程中已经学过了，这里我们就当复习了。

### **10.2in的用法**

in是用来判断对象或者数组中是否存在某个值的。我们先来看一下用in如何判断对象里是否有某个值。

****对象判断****

let obj={

a:'DeLyQiang',

b:'戴利强'

}

console.log(‘a’ in obj)

****数组判断****

先来看一下ES5判断的弊端，以前会使用length属性进行判断，为0表示没有数组元素。但是这并不准确，或者说真实开发中有弊端。

let arr=[,,,,,];

console.log(arr.length); //5

上边的代码输出了5，但是数组中其实全是空值，这就是一个坑啊。那用ES6的in就可以解决这个问题。

let arr=[,,,,,];

console.log(0 in arr); //false

let arr1 =['DeLyQiang','戴利强'];

console.log(0 in arr1) //true

注意：这里的0指的是数组下标位置是否为空。

### **10.3数组的遍历方法**

1.forEach

let arr1 =['DeLyQiang','戴利强','ECMScript',,];

arr1.forEach((val,index)=>console.log(index,val));

forEach循环的特点是会自动省略为空的数组元素，相当于直接给我们筛空了。当是有时候也会给我们帮倒忙。

1. Filter

let arr1 =['DeLyQiang','戴利强','ECMScript',,];

arr1.filter(x=>console.log(x))

这种方法在Vue用过，他其实也有循环的功能

3.some

let arr1 =['DeLyQiang','戴利强','ECMScript',,];

arr1.some(x=>console.log(x))

4.map

let arr1 =['DeLyQiang','戴利强','ECMScript',,];

console.log(arr1.map(x=>'web'))
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map在这里起到一个替换的作用，这个后续会详细讲解。

### **10.4数组转换字符串**

在开发中我们经常会碰到把数组输出成字符串的形式，我们今天学两种方法，你要注意两种方法的区别。

join()方法

let arr1 =['DeLyQiang','戴利强','ECMScript',,];

console.log(arr1.join('|'));

join()方法就是在数组元素中间，加了一些间隔，开发中很有用处。

toString()方法

let arr1 =['DeLyQiang','戴利强','ECMScript',,];

console.log(arr1.toString());

转换时只是是用逗号隔开了。

# **第11节：ES6中对象**

对象对于Javascript是非常重要的。在ES6中对象有了很多新特性，

### **11.1对象赋值**

ES6允许把声明的变量直接赋值给对象，我们看下面的例子。

let name='DeLyQiang';

let skill='web';

var obj={name,skill};

console.log(obj); //Object {name: "DeLyQiang", skill: "web"}

### **11.2对象Key值构建**

有时候我们会在后台取出key值，而不是我们前台定义好的，这时候我们如何构建我们的key值那。比如我们在后台取了一个key值，然后可以用[ ] 的形式，进行对象的构建。

let key='skill';

var obj={

[key]:'web'

};

console.log(obj.skill);

### **11.3自定义对象方法**

对象方法就是把兑现中的属性，用匿名函数的形式编程方法。这个在以前就有应用，这里只是简单的复习一下。

var obj={

add:function(a,b){

return a+b;

}

}

console.log(obj.add(1,2)); //3

### **11.4Object.is(  ) 对象比较**

对象的比较方法,以前进行对象值的比较，经常使用===来判断，比如下面的代码：

var obj1 ={name:'DeLyQiang'};

var obj2 ={name:'DeLyQiang'};

console.log(obj1.name === obj2.name); //true

那ES6为我们提供了is方法进行对比。

var obj1 ={name:'DeLyQiang'};

var obj2 ={name:'DeLyQiang'};

console.log(obj1.name === obj2.name); //true

console.log(Object.is(obj1.name, obj2.name)); //true

区分=== 和 is方法的区别是什么，看下面的代码输出结果。

console.log(+0 === -0); //true

console.log(NaN === NaN); //false

console.log(Object.is(+0, -1)); //false

console.log(Object.is(NaN, NaN)); //true

此处，===为同值相等，is()为严格相等。

### **11.4Object.assign(  )合并对象**

操作数组时，经常使用数组合并，那对象也有合并方法，那就是assgin(  )。看一下啊具体的用法。

var a={a:'DeLyQiang'};

var b={b:'戴利强'};

var c={c:'es6'};

let d=Object.assign(a,b,c);

console.log(d)

基础知识的点是非常杂的，应多练习

# **第12节：Symbol在对象中的作用**

通过场景应用的方式学习Symbol，它的意思是全局标记。先看看它的声明方式。

### **12.1声明Symbol**

我们先来回顾一下我们的数据类型，在最后在看看Symbol如何声明，并进行一个数据类型的判断。

var a = new String;

var b = new Number;

var c = new Boolean;

var d = new Array;

var e = new Object;

var f= Symbol();

console.log(typeof(d));

console.log(typeof(f));

### **12.2Symbol的打印**

我们先声明一个Symbol，然后我们在控制台输出一下。

var g = Symbol('DeLyQiang');

console.log(g);

console.log(g.toString());

这时候我们仔细看控制台是有区别的，没有toString的是红字，toString的是黑字。

### **12.3Symbol在对象中的应用**

看一下如何用Symbol构建对象的Key，并调用和赋值。

var DeLyQiang = Symbol();

var obj={

[DeLyQiang]:'戴利强'

}

console.log(obj[DeLyQiang]);

obj[DeLyQiang] ='web';

console.log(obj[DeLyQiang])

### **12.4Symbol对象元素的保护作用**

在对象中有很多值，但是循环输出时，并不希望全部输出，那我们就可以使用Symbol进行保护。

没有进行保护的写法：

var obj={name:'DeLyQiang',skill:'web',age:18};

let age=Symbol();

obj[age]=18;

for (let item in obj){

console.log(obj[item]);

}

console.log(obj)

现在我不想别人知道我的年龄，这时候我就可以使用Symbol来进行循环保护。

var obj={name:'DeLyQiang',skill:'web'};

let age=Symbol();

obj[age]=18;

for (let item in obj){

console.log(obj[item]);

}

console.log(obj)

# **第13节：Set和WeakSet数据结构**

这节学习Set数据结构，注意这里不是数据类型，而是****数据结构****。它是ES6中新的东西，并且很有用处。Set的数据结构是以数组的形式构建的。

### **13.1Set的声明**

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

console.log(setArr) //{"DeLyQiang", "戴利强", "web"}

Set和Array 的区别是Set不允许内部有重复的值，如果有只显示一个，相当于去重。虽然Set很像数组，但是他不是数组。

### **13.2Set值的增删查**

****追加add：****

在使用Array的时候，可以用push进行追加值，那Set稍有不同，它用更语义化的add进行追加。

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

console.log(setArr) //{"DeLyQiang", "戴利强", "web"}

setArr.add('前端职场')

console.log(setArr)

****删除delete：****

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

console.log(setArr) //{"DeLyQiang", "戴利强", "web"}

setArr.add('前端职场')

console.log(setArr) //{"DeLyQiang", "戴利强", "web","前端职场"}

setArr.delete('前端职场')

console.log(setArr) //{"DeLyQiang", "戴利强", "web"}

****查找has：****

用has进行值的查找，返回的是true或者false。

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

console.log(setArr) //{"DeLyQiang", "戴利强", "web"}

console.log(setArr.has('DeLyQiang')); //true

****删除clear:****

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

console.log(setArr) //{"DeLyQiang", "戴利强", "web"}

setArr.clear()

console.log(setArr); //true

### **13.3set的循环**

****for…of…循环：****

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

for (let item of setArr){

console.log(item)

}

****size属性****

size属性可以获得Set值的数量。

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

for (let item of setArr){

console.log(item)

}

console.log(setArr.size)

****forEach循环****

let setArr = new Set(['DeLyQiang','戴利强','web','DeLyQiang']);

setArr.forEach((value) => console.log(value))

### **13.4WeakSet的声明**

let weakObj=new WeakSet();

let obj={a:'DeLyQiang',b:'戴利强'}

weakObj.add(obj);

console.log(weakObj)

这里需要注意的是，如果你直接在new 的时候就放入值，将报错。

WeakSet里边的值也是不允许重复的，我们来测试一下。

let weakObj=new WeakSet();

let obj={a:'DeLyQiang',b:'戴利强'}

let obj1=obj;

weakObj.add(obj);

weakObj.add(obj1);

console.log(weakObj)

总结：在实际开发中Set用的比较多，WeakSet用的并不多，但是他对传入值必须是对象作了很好的判断，灵活应用还是有一定的用处的。

# **第14节：map数据结构**

这节主要学习map的这种ES6新加的数据结构。在一些构建工具中是非常喜欢使用map这种数据结构来进行配置的，因为map是一种灵活，简单的适合一对一查找的数据结构。我们知道的数据结构，已经有了json和set。那map有什么特点。

### **14.1Json和map格式的对比**

map的效率和灵活性更好

先来写一个JSON，这里我们用对象进行模拟操作。

let json = {

name:'DeLyQiang',

skill:'web'

}

console.log(json.name)

但是这种反应的速度要低于数组和map结构。而且Map的灵活性要更好，你可以把它看成一种特殊的键值对，但你的key可以设置成数组，值也可以设置成字符串，让它不规律对应起来。

let json = {

name:'DeLyQiang',

skill:'web'

}

console.log(json.name)

var map=new Map();

map.set(json,'iam');

console.log(map)
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当然也可key字符串，value是对象。我们调换一下位置，依然是符合map的数据结构规范的。

let json = {

name:'DeLyQiang',

skill:'web'

}

console.log(json.name)

var map=new Map();

map.set('DeLyQiang',json);

console.log(map)
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### **14.2map的增删查**

上边我们已经会为map增加值了，就是用我们的set方法，这里我就不重复讲解了。直接看如何取出我们的值。

****取值get****

现在取json对应的值。(此处有错误)

console.log(map.get(json))

****删除delete****

删除delete的特定值：

map.delete(json)

console.log(map)

****size属性****

console.log(map.size)

****查找是否存在has****

console.log(map.has('DeLyQiang'))

****清楚所有元素clear****

map.clear();

总结：map在现在开发中已经经常使用，它的灵活性和高效性是我们喜欢的。开发中试着去使用map吧，你一定会喜欢上它的。

# **第15节：用Proxy进行预处理**

如果接触过Vue，一定会知道钩子函数，当我们在操作一个对象或者方法时会有几种动作，比如：在运行函数前初始化一些数据，在改变对象值后做一些善后处理。这些都算钩子函数，Proxy的存在就可以让我们给函数加上这样的钩子函数，你也可以理解为在执行方法前预处理一些代码。你可以简单的理解为他是函数或者对象的生命周期。

Proxy的应用可以使函数更加强大，业务逻辑更加清楚，而且在编写自己的框架或者通用组件时非常好用。Proxy涉及的内容非常多

先来回顾一下定义对象的方法。

var obj={

add:function(val){

return val+10;

},

name: 'I am DeLyQiang'

};

console.log(obj.add(100));

console.log(obj.name);

声明了一个obj对象，增加了一个对象方法add和一个对象属性name，然后在控制台进行了打印。

### **15.1声明Proxy**

我们用new的方法对Proxy进行声明。可以看一下声明Proxy的基本形式。

new Proxy({},{});

需要注意的是这里是两个花括号，第一个花括号就相当于我们方法的主体，后边的花括号就是Proxy代理处理区域，相当于我们写钩子函数的地方。

现在把上边的obj对象改成我们的Proxy形式。

var pro = new Proxy({

add:function(val){

return val+10;

},

name: 'I am DeLyQiang'

},{

get:function(target,key,propert){

console.log('come in Get');

return target[key];

}

});

console.log(pro.name)

可以在控制台看到结果，先输出了come in Get。相当于在方法调用前的钩子函数。

****get属性****

get属性是在你得到某对象属性值时预处理的方法，他接受三个参数

* target：得到的目标值
* key：目标的key值，相当于对象的属性
* property：这个不太常用，用法还在研究中，还请大神指教。

****set属性****

set属性是值你要改变Proxy属性值时，进行的预先处理。它接收四个参数。

* target:目标值。
* key：目标的Key值。
* value：要改变的值。
* receiver：改变前的原始值。

var pro = new Proxy({

add:function(val){

return val+10;

},

name: 'I am DeLyQiang'

},{

get:function(target,key){

console.log('come in Get');

return target[key];

},

set:function(target,key,value,receiver){

console.log(' setting ${key}= ${value}');

return target[key] = value;

}

});

console.log(pro.name)

pro.name='戴利强';

console.log(pro.name)

### **15.2apply的使用**

apply的作用是调用内部的方法，它使用在方法体是一个匿名函数时。看下边的代码。

let target = function () {

return 'I am DeLyQiang';

};

var hander = {

apply(target, ctx, args) {

console.log('do apply');

return Reflect.apply(...arguments);

}

}

var pro = new Proxy(target, hander);

console.log(pro());

其实proxy的知识是非常多的，这里我建议看阮一峰大神的《ES6》。我这里只能算是入门课程，俗话说得好：“师傅领进门，修行靠个人”，那我们下节课见了。

# **第16节：promise对象的使用**

ES6中的promise的出现给我们很好的解决了回调地狱的问题，在使用ES5的时候，在多层嵌套回调时，写完的代码层次过多，很难进行维护和二次开发，ES6认识到了这点问题，现在promise的使用，完美解决了这个问题。那我们如何理解promise这个单词在ES5中的作用那，你可以想象他是一种承诺，当它成功时执行一些代码，当它失败时执行一些代码。它更符合人类的行为思考习惯，而不在是晦涩难懂的冰冷语言。

### **promise的基本用法**

promise执行多步操作非常好用，那我们就来模仿一个多步操作的过程，那就以吃饭为例吧。要想在家吃顿饭，是要经过三个步骤的。

1. 洗菜做饭。
2. 坐下来吃饭。
3. 收拾桌子洗碗。

这个过程是有一定的顺序的，你必须保证上一步完成，才能顺利进行下一步。我们可以在脑海里先想想这样一个简单的过程在ES5写起来就要有多层的嵌套。那我们现在用promise来实现。

let state=1;

function step1(resolve,reject){

console.log('1.开始-洗菜做饭');

if(state==1){

resolve('洗菜做饭--完成');

}else{

reject('洗菜做饭--出错');

}

}

function step2(resolve,reject){

console.log('2.开始--坐下吃饭')

if(state==1){

resolve('坐下来吃饭--完成');

}else{

reject('坐下来吃饭--出错');

}

}

// function step3(resolve,reject){

// console.log('3.开始.收拾桌子洗完');

// if(state==1){

// resolve('收拾桌子洗完--完成');

// }else{

// reject('收拾桌子洗完--出错');

// }

// }

let step3=(resolve,reject) =>{

console.log('3.开始.收拾桌子洗完');

if(state==1){

resolve('收拾桌子洗完--完成');

}else{

reject('收拾桌子洗完--出错');

}

}

new Promise(step1).then(function(val){

console.log(val)

return new Promise(step2)

}).then(function(val){

console.log(val)

return new Promise(step3);

}).then(function(val){

console.log(val);

return val;

})

Promis在现在的开发中使用率算是最高的，而且你面试前端都会考这个对象，大家一定要掌握好。

# **第17节：class类的使用**

我们在ES5中经常使用方法或者对象去模拟类的使用，虽然可以实现功能，但是代码并不优雅，ES6为我们提供了类的使用。需要注意的是我们在写类的时候和ES5中的对象和构造函数要区分开来，不要学混了。

### **17.1类的声明**

先声明一个最简单的coder类，类里只有一个name方法，方法中打印出传递的参数。

class Coder{

name(val){

console.log(val)

return val;

}

}

### **17.2类的使用**

我们已经声明了一个类，并在类里声明了name方法，现在要实例化类，并使用类中的方法。

class Coder{

name(val){

console.log(val)

return val;

}

}

let DeLyQiang= new Coder;

DeLyQiang.name('DeLyQiang');

### **17.3类的多方法声明**

class Coder{

name(val){

console.log(val)

return val;

}

skill(val){

console.log(this.name('DeLyQiang')+':'+'Skill'+val);

}

}

let DeLyQiang= new Coder;

DeLyQiang.name('DeLyQiang');

DeLyQiang.skill('web');

这里需要注意的是两个方法中间不要写逗号了，还有这里的this指类本身，还有要注意return 的用法。

### **17.4类的传参**

在类的参数传递中我们用constructor( )进行传参。传递参数后可以直接使用this.xxx进行调用。

class Coder{

name(val){

console.log(val)

return val;

}

skill(val){

console.log(this.name('DeLyQiang')+':'+'Skill'+val);

}

constructor(a,b){

this.a=a;

this.b=b;

}

add(){

return this.a+this.b;

}

}

let DeLyQiang= new Coder(1,2);

console.log(DeLyQiang.add());

我们用constructor来约定了传递参数，然后用作了一个add方法，把参数相加。这和以前我们的传递方法有些不一样，所以需要小伙伴们多注意下。

### **17.5class的继承**

如果你学过java，一定知道类的一大特点就是继承。ES6中也就继承，在这里我们简单的看看继承的用法。

let dai= new htmler;

dai.name('戴利强')

声明一个htmler的新类并继承Coder类，htmler新类里边为空，这时候我们实例化新类，并调用里边的name方法。结果也是可以调用到的。

# **第18节：模块化操作**

在ES5中我们要进行模块华操作需要引入第三方类库，随着前后端分离，前端的业务日渐复杂，ES6为我们增加了模块话操作。模块化操作主要包括两个方面。

* export :负责进行模块化，也是模块的输出。
* import : 负责把模块引，也是模块的引入操作。

### **18.1export的用法：**

export可以让我们把变量，函数，对象进行模块话，提供外部调用接口，让外部进行引用。先来看个最简单的例子，把一个变量模块化。我们新建一个temp.js文件，然后在文件中输出一个模块变量。

export var name = 'DeLyQiang';

然后可以在index.js中以import的形式引入。

import {name} from './temp';

console.log(name);

这就是一个最简单的模块的输出和引入。

控制台：babel-node index.js

![](data:image/png;base64,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)

### ****18.2多变量的输出****

这里声明了3个变量，需要把这3个变量都进行模块化输出，这时候我们给他们包装成对象就可以了。

import {a,b,c} from './temp';

console.log(a,b,c);

### ****18.3函数的模块化输出****

export function add(a,b){

return a+b

}

### ****18.4as的用法****

有些时候我们并不想暴露模块里边的变量名称，而给模块起一个更语义话的名称，这时候我们就可以使用as来操作。

var a ='DeLyQiang';

var b ='戴利强';

var c = 'web';

export {

    x as a,

    y as b,

    z as c

}

### **18.5export default的使用**

加上default相当是一个默认的入口。在一个文件里export default只能有一个。我们来对比一下export和export   default的区别

****1.export****

var a = 'DeLyQiang';

export function add(a,b){

return a+b

}

对应的导入方式

import {a,add} from './temp'; //也可以分开写

2.export defalut

export default var a='DeLyQiang'

对应的引入方式（报错）

import sss from './temp';

console.log(sss);

ES6的模块化不能直接在浏览器中预览，必须要使用Babel进行编译之后正常看到结果。这节课讲完我们ES6的课程就算结束了，你可能觉的没有书上的内容多，那是因为很多东西都归到了ES7中。甚至连Babel都不能很好的转换，这些知识不讲解了。另外如果你想继续深入学习，可以搜索阮一峰大神的ES6在线图书